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Abstract

Coping with evolution is one of the major issues in software development today. Software
evolution is necessary to keep software from ageing in the rapidly changing world we live
in. Software evolution is a continuous process that requires models of the software, in
particular models of the software architecture. In absence of appropriate and reliable soft-
ware documentation, reverse engineering is often the only way to acquire a mental model
of the software.

The thesis of this research is that the software development environment should provide
support for recording models that result from reverse engineering efforts, so that the mod-
els become online software documentation that can be exploited in subsequent software
development activities.

This dissertation proposes software classification as an approach to architectural recovery
in evolving object-oriented systems. The results of recovery are tangible entities in the
software development environment. Software classification has two aspects: the software
classification model and the software classification technique.

The software classification model is very simple — classifications are containers of items
and items can be classified in multiple classifications —, but apparently it is a powerful
model to organise software entities in a flexible and uniform manner. The software clas-
sification technique is the act of classification. Several software classification strategies
are conceivable. In this work, four classification strategies are used in the applications
of software classification: manual classification, virtual classification, classification with
advanced navigation tools, and automatic classification through method tagging.

Five applications of software classification are discussed: expressing multiple views on
software, recovery of collaboration contracts, recovery of reuse contracts, recovery of ar-
chitectural components, and management of changes.

The viability of the proposed concepts, methods and tools is demonstrated by applying
them on parts of a large and complex object-oriented software system developed in indus-
try.

Keywords: software classification, collaboration contracts, reuse contracts, software evo-
lution, reverse engineering, architectural recovery, object-oriented software development
environments.
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Chapter 1

Introduction

The subject of this dissertation is architectural recovery in evolving object-oriented sys-
tems. The title reflects the subdomain of software engineering to which this research makes
a contribution: the cross-section of object-oriented systems, software evolution, software
architecture, and reverse engineering.

This research is driven by five observations.

One, models are crucial for evolution. A software engineer needs models of the software
in order to evolve it correctly. Without models, software engineers can only solve the
problem to the best of their ability, which may result in code duplication, reinvention
of designs, and breaches of the software architecture. Models should provide answers to
questions raised when a software system is subject to evolution: What is the software
architecture? What is the design? What can be reused? Is redesign necessary? What is
the effort that will be required? What is the code that needs to be modified? What are
the constraints? What are the interactions with other parts? What is the impact on the
rest of the software? What needs to be re-tested?

Two, software engineers have a hard time evolving object-oriented systems, because cur-
rent object-oriented analysis and design methodologies badly support iterative and evo-
lutionary development. The models provided by the methodologies are not resilient to
change. Consequently, software documentation including such models is never up-to-date.

Three, knowing that the models in the software documentation are not up-to-date, soft-
ware engineers resort to reverse engineering to get a mental model of the target software.
Most popular software development environments for object-oriented languages are not
equipped with specialised reverse engineering tools. Therefore, software engineers reverse
engineer manually by browsing the source code. Reverse engineering involves a huge in-
tellectual effort. Reading source code of object-oriented programs requires many context
switches and a good concentration to keep a mental record of the recovered software ar-
chitecture, the interrelationships between the architectural components, and the rationale
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behind the software design.

Four, reverse engineering is a recurrent development activity. Since evolution is a con-
tinuous process, reverse engineering recurs for each software evolution task. It also tends
to recur for the same part of the source code. The same part of the source code may be
reverse engineered more than once by different software engineers, as well as by the same
engineer. There are two reasons for this recurrence. First, the models obtained through
reverse engineering are not recorded and shared. Second, software engineers have limited
memory capacity.

Five, models obtained through reverse engineering are not recorded. In general, software
engineers do not record the models in the software documentation because of time con-
straints and because the development environment and the documentation environment
are not integrated. Software development environments do not provide any means for
recording the results of a reverse engineering session either. Therefore, the models remain
in the heads of the software engineers. They cannot be shared among the other members
of the development team, except through informal communication, which is error-prone.
The inability to share models of the software is not only a technical problem. It is also a
major managerial problem, because it decreases productivity.

Although the solution to this problem seems obvious — let the developer record what he!
has learned by examining the source code —, this is not easily achieved. First, the lack of
proper notations and models for evolution is a major impediment. The prevalent notations
and models for describing, building and reasoning about software deal with evolution in
an implicit manner only. Second, software development environments do not provide any
means to represent recovered abstractions (models) that are not part of the programming
language. Third, reverse engineering is not acknowledged as a recurrent development ac-
tivity. Therefore, many software development environments do not provide support for
recording recovered abstractions of the software whatsoever. The link between the ex-
tracted abstractions and the source code cannot be made explicit and is therefore hard to
maintain.

The thesis of this research is that the software development environment should provide
support for recording models that result from reverse engineering efforts, so that the mod-
els become online software documentation that can be exploited in subsequent software
development activities.

This dissertation introduces software classification, a model and strategies for incremental
recovery of the architecture of evolving object-oriented systems. The model is generic
and it supports different levels of granularity, so that it can be used to describe different
abstractions of the source code. The strategies for recovery are techniques to reverse
engineer the abstractions and to record them in the software development environment as

'In the remainder of this document, wherever “’he” is used, “he or she” is intended.
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tangible software entities.

1.1 Reverse Engineering

This work is concerned with recovery. Recovery is a subarea of reverse engineering.

Chikofsky and Cross define reverse engineering as follows [CC90]: “Reverse engineering is
the process of analysing a subject system to identify the system’s components and their
interrelationships, and to create representations of the system in another form or at a
higher level of abstraction.”

To make a clear distinction between normal engineering activities and reverse engineering
activities, normal engineering is referred to by the term forward engineering. Reverse
engineering is not to be confused with re-engineering. Reverse engineering is a process of
examination and extracting design artefacts only, while re-engineering involves alteration
of the software (being forward engineering) as well.

The goal of reverse engineering is to gain a better comprehension of the software. In
their widely accepted paper [CC90], Chikofsky and Cross identify the six key objectives
of reverse engineering: cope with complexity, generate alternate views, recover lost infor-
mation, detect side effects, synthesise higher abstractions, facilitate reuse.

There are two important subareas of reverse engineering: redocumentation and design re-
covery. Redocumentation is the process of recovering software documentation that existed
or should have existed. It is achieved by examining the software system itself, regardless
of any other available information about the system. The results are pretty-printed source
code, diagrams extracted from the source code, and cross-references [CC90].

Design recovery is concerned with the identification of meaningful higher level abstrac-
tions. According to Biggerstaff [BigR9]: "Design recovery recreates design abstractions
from a combination of code, existing design documentation (if available), personal expe-
rience, and general knowledge about problem and application domains.” Design recovery
requires input from the software engineers, usually problem domain and application ex-
perts, to correlate their knowledge with information extracted from the source code and
any available documentation.

Design recovery is often a major hurdle and requires proper tool support [Cas96]. It is
therefore not surprising that the development of reverse engineering methodologies and
the development of supporting tools go hand in hand.
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1.2 Software Architecture

This work focuses on architectural recovery. Shaw and Garlan define software architecture
as follows. The software architecture is the overall system structure of a software sys-
tem. It describes the organisation of the software as a composition of components. It lays
down the global control structures and the protocols for communication, synchronisation
and data access. It defines how functionality is assigned to design elements and how de-
sign elements are composed. It also addresses the physical distribution, the scaling and
the performance, the dimensions of evolution and the selection among design alternatives
[SGI6]. There are several kinds of software architectures. A kind of architecture is known
as an architectural style. Examples of architectural styles are: client-server, pipe and filter,
blackboard, layered, and framework. The software architecture is also called the structure
of the software by Ossher [Oss87] and Murphy [Mur96].

The definition of software architecture covers many issues, too many to cover all at once
in the context of recovery. Therefore, in this work, the concept of software architecture is
restricted to static structure (the composition of components) and the interaction structure
(the protocols for communication). Consequently, architectural recovery will be restricted
to the recovery of architectural components and the recovery of the interaction structure of
these components. In this work, the term architectural element (also known as architectural
feature [HYR96]) is used in a broad sense to refer to a design element, the composition of
design elements, or the interaction between design elements.

1.3 Architectural Recovery

The definition of software architecture given in the previous section determines what the
targets of the recovery activities are: the static structure and the interaction structure.
Other aspects of the software architecture are not discussed in this dissertation.

In object-oriented systems, the static structure of a software architecture refers to the
composition of classes in large architectural building blocks. Typical examples are soft-
ware layers in a layered architecture, pipes and filters in a pipe-and-filter architecture,
or framework and customisations in a framework architecture. In the remainder of this
document, the term architectural component will be used to refer to large architectural
building blocks, that is, software entities that consist of (whole or partial) classes. From
the literature, it is not obvious what is a good model to describe architectural components.
Therefore, this work will propose its own model. It will be demonstrated that software
systems do not have one predominant software architecture. Often they have multiple
architectures. The proposed model takes multiple architectures into account.

In an object-oriented system, the interaction structure of architectural components always
boils down to the interaction between objects. The interaction between them is defined
by their classes, which collaborate to achieve global behaviour. This work has its roots
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in the Reuse Contracts [Luc97] research. Therefore, this work adopts the collaboration
contract model to describe the interaction structure of architectural components. It fo-
cuses on collaboration contracts for classes, however. Recovery of collaboration contracts
for architectural components can be considered a generalisation of the proposed approach
and is therefore deferred to future work (see Section 13.3.1).

The subject of this work is architectural recovery in evolving object-oriented systems.
Therefore, this work is also concerned with the evolution of object-oriented systems. The
reuse contract model is adopted to describe the evolution of collaboration contracts. The
recovery of reuse contracts gives insight into the reuse and evolution of a software system.
Since the reuse contract model provides a conflict detection scheme, the recovery of reuse
contracts is essential to tap into the model’s potential for impact analysis. This work only
treats the recovery of reuse contracts, it does not discuss conflict detection, nor impact
analysis.

In summary, this work has three foci of attention with respect to architectural recovery.
First, the recovery of architectural components like software layers and framework cus-
tomisations. Second, the recovery of collaboration contracts that describe the interaction
structure of a set of classes. Third, the recovery of reuse contracts that describe the
evolution of collaboration contracts.

1.4 Novel Approach to Architectural Recovery

The new approach to architectural recovery in object-oriented software systems proposed
in this work is software classification. Software classification is a model, as well as a tech-
nique.

The software classification model defines the necessary concepts to describe and organ-
ise architectural components. The model is very simple: classifications are containers of
items, and items can be classified in multiple classifications. Collaboration contracts and
reuse contracts are embedded in the software classification model. Despite its simplicity,
it is a very flexible model to organise software entities.

The software classification technique is a way to carry out a classification. The power of
software classification comes from the application of the technique in architectural recovery.
Several software classification strategies can be conceived. In this work, four strategies
will be presented: manual classification, virtual classification, classification with advanced
navigation tools, and automatic classification through method tagging. The choice of
classification strategy depends on the goal of the recovery activity.

Manual classification is the most basic classification strategy. It can be used to create
classifications of architectural elements to the software engineer’s liking. The creation and
recovery of multiple views on software is an application of manual classification.

Virtual classification is a classification strategy to draw architectural elements of the soft-
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ware development environment into the software classification model. A direct application
of this classification strategy is drawing existing Smalltalk categories into the classification
model.

Classification with advanced navigation tools is a classification strategy to recover archi-
tectural elements that describe interaction structures or dependency relationships. This
classification strategy is the basis of an important application of software classification:
the recovery of collaboration contracts and reuse contracts.

Automatic classification through method tagging is a classification strategy to recover ar-
chitectural components based on classification information tagged onto methods during
forward engineering. Classifications are computed based on the method tags provided.
This classification strategy has an interesting side effect that can be exploited: the method
tags can be used to log and monitor the changes made to a software system. Automatic
classification based on method tagging thus also has an application in the management of
changes.

A recovery process requires proper tool support. Therefore, this dissertation supplements
the software classification model and technique with tools that have the software classi-
fication model as their foundation, and that support the different software classification
strategies.

An important characteristic of software classification as an approach to architectural re-
covery is the availability of the recovery results in the software development environment.
The recovered software entities can be consulted in the development tools, and they can
be used in subsequent development activities.

The viability of the proposed methods and tools is demonstrated by applying them on
parts of a large and complex object-oriented software system developed in industry: a
broadcast planning system for television and radio stations, called ”whats’On”. It serves
as an excellent case study for this work. It is large and it is subject to constant evolution,
so that good models of the software are crucial to evolve it correctly and effectively. The
original software engineers are still around, so that the results of validation experiments
can be compared against their knowledge of the software system. All source code since
the conception of the software is available in the repository of a versioning system, so that
the evolution of the software can be traced.

This research is conducted according to the industry-as-laboratory approach. Therefore,
the case study plays a crucial role in several aspects of this research. The case study is a
medium for dialogue with software engineers ”in the field”, and it is an ideal context to ac-
quire knowledge about the production of ”real world” software. It is an excellent platform
for collecting requirements, conducting experiments, evaluating ideas and prototypes, and
getting early feedback.

Not only the case study is crucial for this research; the commitment of the software
provider’s management to this research is crucial too. The investigation of the models,
methods, and tools proposed in this dissertation, in particular the classification strategy
automatic classification through method tagging, requires changes to the software develop-
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ment environment and the software development process. Without the commitment of the
software provider’s management, some parts of this research are impossible to conduct.

1.5 Larger Context

This work is part of a research effort aiming at a fully-fledged methodology based on reuse
contracts, backed up with a set of tools to enforce that methodology. This dissertation
is the second one in this area. While Carine Lucas’ dissertation [Luc97] established the
foundation of a disciplined reuse methodology, this dissertation discusses tools and the
underlying methods that can be built on top of that foundation. Since collaboration
contracts are not yet used in forward engineering, recovery of collaboration contracts is an
important step towards a development environment in which collaboration contracts play
an active role in software development. The recovery of reuse contracts is a crucial step
towards a development environment in which reuse contracts can be exploited to perform
impact analysis and effort estimation.

1.6 Structure of the Dissertation

Chapter 2 discusses issues in software evolution. An overview of collaboration contracts
and reuse contracts is given as they are the target abstractions of the recovery processes
discussed in Chapter 7 and Chapter 8.

Chapter 3 presents the case study or the context in which a large part of this research
took place and discusses the role of the case study in this work.

One role of the case study is that of requirements provider. Chapter 4 discusses the re-
quirement of multiple views on software. Chapter 5 discusses other requirements for the
recovery process, the model underlying the process, and the tools that support the process.

Chapter 6 discusses software classification. It presents the software classification model
and introduces software classification strategies. The model and the strategies will be used
during recovery activities, as discussed in Chapter 7, Chapter 9, and Chapter 10.

Chapter 7 discusses recovery of collaboration contracts based on incremental software clas-
sification. Chapter 8 proposes a 5-step approach to recovery of reuse contracts.

Chapters 9 and 10 discuss two software classification strategies in detail, including their
applications: classification with advanced navigation tools, and automatic classification
through method tagging.

Chapter 11 discusses how the proposed classification model, the classification strategies,
the methods for recovery, and the tool support meet the requirements stated in Chapter
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4 and Chapter 5.
Chapter 12 discusses related work.
Finally, Chapter 13 summarises, draws conclusions, and outlines future work.

For reference, Appendix A recapitulates the essential (formal) definitions and terminology
concerning collaboration contracts and reuse contracts. Since detailed explanation of the
concepts can be found in Lucas’ dissertation [Luc97], no elaborate explanation is given.
However, the differences between the original definitions and the definitions employed in
this document are highlighted.



Chapter 2

Software Evolution

This chapter explains why evolution is important in modern software development and
discusses problems that may occur when software is subject to evolution. The Reuse
Contract model [Luc97], that has been conceived to address software evolution issues, is
adopted in this work. This chapter presents collaboration contracts and reuse contracts as
the abstractions that will be the target of the recovery processes discussed in subsequent
chapters.

2.1 The Economic Relevance of Software Evolution

”A program that is used in a real world environment necessarily must change
or become progressively less useful in that environment.”

Lehman’s first law of evolution [Leh84], [Leh97]

In a world where economic factors such as market share, turnover and profit define a
company’s success, the ability to respond rapidly to new market opportunities and trends
is of major importance to a company. New opportunities present themselves continuously
because people’s taste for food, clothing, housing, toys, communication, transportation,
leisure activities, travel, music, books, television, etc changes constantly. The inability
to respond rapidly to new opportunities may cause a decline in market share; in highly
competitive markets, it may even break a company.

Besides the incessant evolution in the market place, companies face the constant evolution
in hardware, software, protocols, treaties, laws, regulations, standards, customs, etc, which
may significantly affect their products and their product lines. Television broadcasters, for
instance, see a change in their product line due to technological evolution: the introduc-
tion of interactive television and electronic programme guides. On top of having to solve
the technological problems that induce the ‘year 2000’ problem, banks in the European
Community face a change in their products due to new treaties and laws: they have to
change all their products to cope with the upcoming change in currency.
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Meanwhile, on the verge of the twenty-first century, software becomes the fundamental
technology of the Information Age. Software pervades our lives. It is found in our houses,
in many appliances, in our means of transportation, in the means of communication, etc.
Without software, one would be unable to do many things one takes for granted nowadays.
Software also pervades the way we do business. For some companies software is even their
source of life. Their business depends on software so much, that they simply cannot exist
without it.

Software not only drives the production process and structures the work flow within a
company, it also allows companies to exploit technology they would never have dreamt of
a few years ago. For instance, now that virtually everybody has access to the information
superhighway, companies have clearly acknowledged that publishing their products on the
World-Wide-Web should be an integral part of their advertising policy and their efforts
concerning the dissemination of product information. Rather than being a cost reducer,
software becomes a money generator.

Apparently, software is vital to our society and it is an important asset of our companies.
So when a company wants to tap new markets successfully, or when it has to conform to
new rules and regulations, or when it wants to catch up with technological advances, it
is essential that the company’s software evolves in parallel with its changing objectives
and activities. Keeping the software in sync with the company’s activities and its way of
doing business is today’s major challenge for software providers, be it the company’s I'T
department or an external software provider. Software providers bear a huge responsibility
to keep the software up-to-date with evolution that is both under and out of control of
the company.

2.2 Software Evolution at a Technical Level

While software providers have to cope with changing requirements imposed by their clients,
they also struggle with their own problems concerning the delivered software product and
the employed process model to make that product, on a technical as well as on a manage-
rial level.

Software evolution is not only required to meet new or extra functional requirements. Of-
ten it is also required to meet non-functional requirements, such as reusability, flexibility,
adaptability, low complexity, maintainability, etc. Typically, this form of software evo-
lution is not visible to the user of the software, but only benefits the software engineers
in their future work. Software evolution is called for in any of the following situations

[CHSVI7]:

New insights in the domain. When software is being customised for different cus-
tomers, several customisations may include concepts that may in fact be general
concepts that should reside in the core of the software. Moving these concepts to
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the kernel benefits the reusability and the complexity of the software and it avoids
code duplication.

Complexity of classes is too great. As object-oriented software evolves classes tend
to become more complex. To reduce the complexity, the software engineer has
several techniques at his disposal to redesign the software, ranging from introduction

of new abstractions, such as abstract classes and decomposed methods, to refactoring
[Opd92], [0J93] and the application of design patterns [GHJV94].

New design insights. Some design issues are neglected or even forgotten in the initial
design phase. These issues often turn into problems during later development. The
software often has to be redesigned to improve algorithms and overall performance.

Although the economic relevance of software evolution is clear, the importance of software
evolution is still underestimated by the software engineering community, as can be inferred
from the fact that state-of-the-art object-oriented software engineering methodologies do
not properly address software evolution issues [GR95].

2.3 Software Change Impact Analysis

A very important issue in software evolution is insight into the effects of a software change
on the rest of the software. Making changes blindly may lead to poor effort estimates,
delays in release schedules, degraded software design, unreliable software products, and
the premature retirement of the software system.

Bohner and Arnold give the following definition of impact analysis in Software Change
Impact Analysis, a collection of tutorial papers, trade articles, and software research lit-
erature that captures current impact analysis techniques and technical results [BA96b]:

“Software change impact analysis, or impact analysis for short, estimates what
will be affected in software and related documentation if a proposed software
change is made. Impact analysis information can be used for planning changes,
making changes, accommodating certain types of software changes, and trac-
ing through the effects of changes. Impact analysis provides visibility into the
potential effects of changes before changes are implemented. This can make it
easier to perform changes more accurately.”

The term software life cycle object (SLO) is used to denote any part of the software, such
as the requirements, the analysis and design documentation, the source code and the test
suites, that can be affected by a change. A change to the software may affect only one
piece of the software, e.g. introduce undesirable behaviour in some place, or it may affect
many other parts of the software system. The effect of a change may even affect yet other
parts of the software. This propagation of changes is known as the ripple effect.
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To identify the impact of a software change, the software engineer must have knowledge
of the dependency relationships between the software life-cycle objects. Such dependency
relationships can be represented by graphs in which each node is an SLO and each directed
edge indicates that the SLO represented by the target node will be affected by a change
in the SLO represented by the source node. Immediate impacts are found by collecting
all target nodes of outgoing edges of the node that represents the changed SLO. In Figure
2.1, the immediate impacts of a change in SLO1 are all light-grey nodes. Ripple effects
are found by computing the transitive closure, a fundamental impact analysis technique.
The transitive closure of affected nodes is the set of all nodes reachable from the given
node. In Figure 2.1, the transitive closure of the black node is the set of all grey nodes

(light grey as well as dark grey).

@

Figure 2.1: Dependency graph of software life cycle objects

The fact that two SLOs depend on each other does not necessarily mean that a change in
one gives rise to a problem in another. So using a brute force transitive closure algorithm
may not be the best option in all situations, as it returns all SLOs that can possibly be
affected by a change. Sometimes, propagated changes may have no real consequences.
Therefore, impact analysis methods use search algorithms that take more factors into ac-
count than just the plain dependency relationships, such as predetermined semantics of
objects and relationships, heuristics that suggest paths to avoid, stochastic probabilities
that determine the likelihood of the impact, or a combination of all these.

Although Bohner and Arnold state that impact analysis techniques are being used in source
code analysis, metrics and CASE tools, documentation management systems, traceabil-
ity systems, software project libraries and software repositories [BA96a], impact analysis
is rarely encountered in widely used software development environments. In particular,
there appears to be no commercial object-oriented development environment that features
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a mature impact analysis tool. Smalltalk environments are able to indicate where source
code needs adaptation after removal of a class, but this hardly qualifies as a mature im-
pact analysis feature. In many file-based systems, the only way to assess the impact of
changes is recompilation and interpretation of the compiler errors. Impact analysis is thus
predominantly a manual activity. It is labour intensive and ad-hoc, as can be concluded
from the examples of impact analysis techniques currently in use [BA96a]:

e browsing (including cross-referencing);

e program slicing;;

e using traceability relationships to identify software artefacts associated by a change;
e using configuration management systems to track and find changes;

e consulting software documentation to determine the scope of a change.

Automating impact analysis appears to be a major technical challenge. That is probably
the reason why there do not exist many reports on impact analysis tools.

Ajila reports on the WHAT-IF tool [Aji95]. The WHAT-IF impact analysis tool has not
been integrated in a development environment; Ajila presents a prototype that is able to
determine the impacts of a change in the design documentation (HOOD = Hierarchical
Object-Oriented Design) or in the implementation (ADA). Relationships between design
entities and implementation entities, on the same level as well as in between levels, are
extracted from the HOOD and ADA specifications, and fed into a knowledge base that can
be queried. A query has the form WHAT-IF-ADA (object-name, change-type) or WHAT-
IF-HOOD (object-name, change-type), where object-name is an identifier and change-type
is one of the following: parameter change type, type definition change, and assignment
statements change type for ADA, and object mode change type and operation constraint
change type for HOOD. The result of the query is a report of the object’s visibility and
the impacts and propagation of the change. The latter is no more than a list of affected
objects (modules, variables, etc). Although Ajila states that the results are encouraging,
it appears that the WHAT-IF impact analysis tool supports a limited list of change types.
On top of that, it does not give an indication of how impacts can be eliminated.

Collofello and Orn report on the ASU software maintenance environment [COS88] for
compiler-error-free Pascal code, that features the Ripple Effect Analyser. The ASU tool
facilitates detection of direct and indirect ripple effects. A direct ripple effect is defined
as the effect of a change to one variable on the definition of another variable. An indi-
rect ripple effect refers to the effect on yet other variable definitions. The authors state
that semantic knowledge on top of syntactic knowledge is required to determine which
code sections are truly affected by a change. However, they do not explain how semantic
knowledge is derived from the code and used by the ripple effect analyser. User-supplied
semantic filters can be used to stop ripple effects from propagating through undesired
modules.
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2.4 Software Evolution vs Software Maintenance

“Programs, like people, get old. We can’t prevent ageing, but we can under-
stand its causes, take steps to limit its effects, temporarily reverse some of the
damage it has caused, and prepare for the day when the software is no longer
viable.” [Par94]

The IEEE Standard Glossary of Software Engineering Terminology states [IEE91]:

“Software maintenance is the process of modifying the software system or com-
ponent after delivery to correct faults, improve performance or other attributes,
or adapt to a change in environment.”

Software maintenance has undergone major changes in interpretation and importance dur-
ing the 45 years of modern computing. In the early days, writing new software was the
major activity and therefore little software maintenance was involved. In the late sixties
and early seventies, software maintenance started to be recognised as being important to
keep software from aging. In the eighties, it became clear that the old architectures from
the previous two decades restricted new development. The terms ”legacy software” and
"legacy systems” (see Section 2.5) were introduced. Studies show that software main-
tenance eats up a large part of the total life cycle costs, making software maintenance a
major commercial and economic factor. In sharp contrast to the situation of the early days,
where revolutionary change was typical, evolutionary change is characteristic of software
development in the nineties, where the business needs of many organisations are covered
in software, but where enhancement and evolution are necessary to accommodate business
change [Ben97].

Four types of software maintenance can be identified [LST78], [Ben97]:

Corrective maintenance. Corrective maintenance is concerned with the identification
and removal of software defects to keep the software operational. Corrective main-
tenance consumes less than 10% of all resources [Art87].

Adaptive maintenance. Adaptive maintenance accommodates changes in the process-
ing environment, such as new versions of the operating system, new hardware to run
the software on, database changes, but also changes in the real world, such as new
or changed rules, laws and regulations that affect the software.

Perfective (or evolutive) maintenance. Perfective maintenance concerns functional
changes that result from new and changing user requirements, performance opti-
mization with respect to execution time and storage requirements, and activities
such as restructuring and redocumenting the software. Perfective maintenance ac-
counts for 60 to 70 percent of the total maintenance cost [BA96¢].

Preventive maintenance. Planned changes made to software to make it more main-
tainable.
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Corrective maintenance is the only maintenance activity that focuses on fixing software
defects. Corrective, adaptive, perfective and preventive maintenance are actually software
evolution activities.

At this point in time, software maintenance and software evolution appear to refer to the
same activity in the software life cycle. They share the same economic, organisational
and technical concerns. The only difference between the two is their flavour: software
maintenance has a negative connotation, implying that something is wrong with a software
product [Art&7], while software evolution has a positive ring to it, suggesting a bright
future with many possibilities.

2.5 Legacy Systems

A legacy system is considered a very old software system that has been subject to many
modifications. It is usually very large, it is supported by a team of software developers
and it is typically based on older technology including out-of-date programming languages
[Ben97].

This conventional view on legacy systems can be generalized. New software systems using
the latest technology may become legacy systems as soon as they are delivered to the cus-
tomer: if new software is unable to evolve, it is legacy software from the start. Therefore,
software can be considered legacy software when it cannot evolve, regardless of its age,
the underlying technology, or the number of changes it has already been subjected to.

2.6 Software Evolution Problems

In his Principles of Software Engineering [Dav94], Davis states:

” Any system that undergoes continuous change will grow in complexity and will
become more and more disorganised”.

This problem has also been acknowledged by Lehman, who wrote it down as his second
law of evolution [Leh84], [Leh97]:

“As an evolving program changes, its structure tends to become more complex.
Extra resources must be devoted to preserving the semantics and simplifying
the structure.”

The continuous increase in complexity may even turn the software into legacy software
when the complexity reaches a point at which evolution becomes too expensive or even
unfeasible. Controlling the complexity of a software system is therefore essential for the
system’s future.

Many causes give rise to increased software complexity and therefore hinder its control,
including the following problems that occur during software development.
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2.6.1 Version Proliferation

Version proliferation occurs when two or more versions of the software exist and when
they are changed separately without feedback from the one to the other, giving rise to
multiple versions of the software existing in parallel (V1” and V17 in Figure 2.2). Version
proliferation is typically the result of copy and paste reuse, a kind of reuse whereby a copy
of the original software is adapted. The adapted copy and the original are not related
anymore, which may give rise to severe maintenance problems. After all, it is difficult to
maintain the different versions, since bug fixes need to be made to all versions. Note that
version proliferation may occur at several levels, ranging from copies of entire modules or

subsystems to duplicate methods.
@ 50

Figure 2.2: Version proliferation

When version proliferation is identified, software engineers try to solve it by merging the
different versions, possibly by refactoring [0J93] the software. When the dependencies
between the affected parts and the rest of the software are unknown, merging two (or more)
versions of a piece of software may not be easy. Moreover, merging different versions may
even be impossible due to conflicting implementations. Merging is usually done by carefully
browsing and comparing the different versions of the software to detect the commonalities
and the differences and to identify the dependencies between the versions and the rest of
the software. Therefore, solving version proliferation is in general a manual activity that
tends to be very labour-intensive.

Version proliferation may also result from the not-invented-here syndrome [SF97]. It is
an I-can-do-it-better /faster-myself way of thinking, which is a major inhibitor to reuse, a
source of code duplication, and a waste of resources.

2.6.2 Poor Effort Estimation

When a software system needs to evolve according to new or changed specifications, soft-
ware engineers (and their managers) like to know how much work (and time) this evolution
will take. In particular, a software engineer likes to assess the number of classes that needs
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to be changed in order to meet the specifications. The number of classes gives an esti-
mate of the required effort, but it is seldom a good estimate. Dependencies between the
affected classes may significantly increase the work involved, because a change to a class
may propagate through a large part of the software.

2.6.3 Poor Insight into the Effect of Changes

Effort estimation relies on a good assessment of the effect of changes. An impact analysis
tool to identify such effects would help a lot to get a better effort estimation. Impact
analysis tools are seldom found in object-oriented software development environments,
however. In absence of impact analysis tools, a good understanding of the software is
essential to make a fair assessment of the required work. Understanding the dependencies
between classes is crucial to perform an impact analysis manually.

2.6.4 Architectural Drift

Defining a mature software architecture is one achievement, actually enforcing its use is
another. Most software development environments are not equipped with tools to express
designs and architectures. Therefore, it is not surprising that software development en-
vironments are unable to force software engineers to create software that conforms to a
desired architecture, or indicate when the architecture is being violated. Consequently,
the prevention of architectural drift relies entirely on the software engineers’ good will to
follow the software architecture.

In spite of all good will, a software architecture is often breached. Architectural drift
typically occurs because the software engineer is ignorant of an imposed software architec-
ture due to little or no documentation on the subject. Because of the non-integration of
the development environment with the documentation environment, a software engineer
is compelled to look into the source code instead of the documentation, which leads to an
incomplete mental picture of the software. In a working environment where it is known
that the documentation is incomplete or not up-to-date, the software engineer may not
even bother to have a look at the documentation. The result is that the software engineer’s
work drifts away from the intended software architecture.

The situation described above gets worse under deadline pressure. Since time is a scarce
resource in such a situation, normal working rules are bypassed, often resulting in soft-
ware that deviates from the target software architecture. Ruling out deadline pressure is
almost impossible considering the stresses and strains of modern business, so uncontrolled
software evolution due to deadline pressure is unavoidable and must be reckoned with in
the development process. The problem is, however, that after delivery of the software and
certainly after a missed deadline, there is usually no time to reduce the extra complexity,
because other work is piling up. So software that is subject to uncontrolled evolution may
very well remain in a state that is unfit for evolution, which is a dead end street called
"legacy software” (see Section 2.5).
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Cookbooks have been proposed as a solution to architectural drift, but usually cookbooks
are too constraining. They provide only a limited number of predefined ways to reuse soft-
ware. Consequently, undocumented opportunities for reuse are not spotted, which may
give rise to design violations and code duplication. Cookbooks have to be kept up-to-date
with the framework that they serve. Keeping cookbooks up-to-date is similar to keeping
software documentation up-to-date: it is an activity that seldom gets enough attention.

Current OOA/OOD methods and notations do not provide a solution to architectural
drift either, because the notations are unable to express how software can be reused in a
disciplined fashion, i.e. without violating its architectural design.

2.6.5 Overfeaturing

In the production of off-the-shelf software, there is a tendency to add as much features as
possible. When the software provider indulges the users with all extra or enhanced features
they request, the software product results in a product full of features useful for some
users, but useless, and often unwanted, for other users. The tendency to overfeaturing has
been clearly seen in the evolution of word processors, by increasingly resembling desktop
publishing applications, and in the all-in-one Internet applications that combine several
stand-alone applications. Applications with a lot of whistles and bells are typically large
and come with a considerable collection of user adjustable options. The abundance of
features, and the dependencies that come along with them, makes evolution of the software
harder.

2.7 The Importance of Class Collaboration

An object-oriented program is defined as a set of interacting objects. Objects interact
by sending messages to each other. This definition clearly emphasises the importance
of object interaction, and therefore class collaboration in class-based object-oriented pro-
gramming.

The exploitation of class collaboration is essential for building reusable and adaptable
object-oriented software. Reusability and adaptability largely result from the combina-
tion of class collaboration (delegation) and inheritance. By distributing behaviour among
different classes, the different classes can be reused separately and classes can be composed
in new and interesting ways.

The distribution of behaviour among different classes promotes fine-grained reuse, adapta-
tion and composition, but it introduces dependencies between classes that would otherwise
be encapsulated in one class. It introduces acquaintance relationships and invocation de-
pendencies between classes. So when a software engineer wants to reuse a class, he is
actually reusing the acquaintance relationships and the invocation dependencies the class
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is involved in.

In order to reuse or adapt a class properly, the software engineer should be aware of those
dependencies. The object-oriented programming paradigm does not provide the necessary
concepts to capture those dependencies, however. So although information on class collab-
oration is crucial to reuse or adapt a class (or a set of classes), there is no way to capture
how classes collaborate to achieve some behaviour. The resulting lack of insight into the
collaboration between classes is a major source of the software comprehension problems
experienced by software engineers.

Contracts [HHG90], frameworks [JF'88], design patterns [GHJV94], adaptive program-
ming [Lie96], separation of concerns [HL95], component-oriented programming [Ude94]
are well-known models and techniques that address this problem. While class, inheritance
and polymorphism are still the fundamental concepts, the paradigm has been enhanced
with concepts that build upon these concepts. Collaborations between classes, reuse and
evolution are the central themes in these enhancements.

Although some of the newly introduced concepts have been successfully used in the design
and implementation of object-oriented software systems, they have not found their way
into popular software development environments. It is not clear why. Maybe because the
suggested models are too cumbersome, maybe because the models simply do not mix well
with the way of working imposed by development environments, or perhaps because there
is no formal model for these concepts, which makes integrating them into a development
environment difficult, if not impossible.

2.8 Collaboration Contracts

The Reuse Contract Model [Luc97] has been conceived to provide a means to document
software, software reuse and software evolution, and to provide support for change prop-
agation. The model has two main concepts: collaboration contracts and reuse contracts.
An overview of collaboration contracts and reuse contracts is given in this and the next
section. Appendix A includes all formal definitions.

Collaboration contracts' [Luc97] were conceived as structured documentation for the de-
scription of class collaboration. A collaboration contract is a formal description of software
that is still close to the source code. This quality makes collaboration contracts very suit-
able to be used in a software development environment. The balance between formality
and closeness to the source code is crucial for this work, as it is concerned with the creation
of abstractions of object interactions found in the source code.

! Avoid misinterpretation based on earlier work on Reuse Contracts! Note that the term collaboration
contract used here corresponds to the term reuse contract, as defined in Lucas’ work [Luc97]. The term
reuse contract used in this document refers to reuse of a collaboration contract. See Appendix A for the
reasons why the terminology has been changed.
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A collaboration contract formally describes collaboration between participants. Partici-
pants are software entities that have an interface and that invoke each other’s operations.
This means that participants can represent classes, conglomerates of classes that define a
software component, or even large architectural building blocks, such as software layers,
modules, etc. In the context of this work, participants represent classes and the operations
are methods.

A collaboration contract has two aspects: the static structure and the interaction structure.
The static structure refers to the participants and the acquaintance relations between
them. The interaction structure refers to the messages (method invocations) sent between
the participants. In the current state of the model, a collaboration contract is no more
than a named set of participants. The static structure and the interaction structure
are modelled by participant descriptions. This is reflected in the following definition,
which is a combination of several definitions from the Reuse Contract model [Luc97] (also
summarised in Appendix A).

Definition 1 (Collaboration contract)

A collaboration contract consists of a name and a set of participants. Each par-
ticipant has a unique name within the collaboration contract, an interface holding
methods and an acquaintance clause holding acquaintance relationships. A method
has a method signature, an annotation abstract or concrete, and a specialisation
clause. A specialisation clause is a set of method invocations, each associating an
acquaintance name with a method signature. An acquaintance relationship is an
association between an acquaintance name and a participant name.

Collaboration contracts must be well-formed. A well-formed collaboration contract only
references existing methods, acquaintances and participants.

A collaboration contract has a graphical representation. There are two variations. The
first variation separates the static structure diagram and the interaction structure diagram.
The second variation combines the two diagrams.

The collaboration contract depicted in Figure 2.3 and Figure 2.4 describes how participant
controller (aPlannerController)and participant command (a PlannerCommand) collab-
orate. When the controller receives the message executeCommand:, it sends a message
execute to participant command, with which it is acquainted. The PlannerController
refers to the PlanningCommand with the acquaintance name theCommand. The nota-
tion {executeCommand: invokes} execute on the association link denotes that method
executeCommand: sends the message execute. It reflects that a method invocation
theCommand . execute is part of the specialisation clause of method executeCommand:?.

2The notation with the braces is chosen to use a diagram notation that is in accordance with the UML.

It is a UML constraint [OT197].
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Command execution

PlannerController

executeCommand:

PlannerCommand

theCommand

execute

controller: PlannerController

{ executeCommand: invokes}
execute o

command: PlannerCommand

Figure 2.3: Collaboration contract diagram (separated static and interaction structure)

Command execution

controller: PlannerController

executeCommand:

execute

{ executeCommand: invokes}

!

command:
PlannerCommand

execute

theCommand

Figure 2.4: Collaboration contract diagram (combined static and interaction structure)
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2.8.1 Not a Class Diagram, not a Sequence Diagram

A collaboration contract differs from a class diagram in three respects:

1. A collaboration contract holds participants, not classes. Each participant defines the

role its corresponding class plays in a collaboration with other participants (including
itself).

2. A collaboration contract includes the interaction structure of its participants. The
interaction structure states the method invocations from one participant to another.
A class diagram does not include an interaction structure.

3. A collaboration contract does not include inheritance relationships.

Besides the limitations mentioned above, in the current state of the Reuse Contract model
a collaboration contract also does not state specifics about acquaintance relationships.
Multiplicity and information on the kind of acquaintance relationship (aggregation, asso-
ciation, etc) are not recorded in a collaboration contract.

A collaboration contract is not a sequence diagram. A method invocation in the speciali-
sation clause of a method denotes that the method can be invoked; it does not mean that
it will be invoked, and it certainly does not say when it will be invoked. In its current
state, control-flow aspects are thus neglected by a collaboration contract. This contrasts
with UML collaboration diagrams or sequence diagrams, which state the order in which
methods are invoked.

Another difference between a collaboration contract and a sequence diagram is that the
former states the method that performs a message send. The latter only states that the
message is sent from one object to another; no specifics about the sending method are
given.

2.8.2 Classes Play a Role in Many Collaboration Contracts

Usually, the behaviour of a class has many aspects. Each aspect corresponds to a role the
class plays in a collaboration with other classes.

In the example of the PlannerController and the PlannerCommand, both classes may
also be involved in a collaboration contract that relates to undoing. Assume that the
PlannerController keeps a history of the commands that it has already executed (this
was not specified in the collaboration contract of Figure 2.3). When the controller
receives an undo message, it fetches the last command from the command history by
sending commandForUndo to itself, and sends participant command an unexecute message.
Figure 2.5 shows the collaboration contract.

The collaboration contract does not state any specifics about the method commandForUndo,
as it does not contribute to the undoing of commands. It is only concerned with the com-
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Command undoing

controller: PlannerController command:
PlannerCommand

undo {undo invokes} unexecute
commandForUndo > unexecute
theCommand
self
—>

{undo invokes} commandForUndo

Figure 2.5: Classes play a role in several collaboration contracts

mand history.

The fact that a class may participate in several collaboration contracts implies that partic-
ipants in collaboration contracts do not correspond to whole classes, but instead are views
on classes that carry but a partial interface of their corresponding class. Furthermore,
it implies that a collaboration contract is a view on the global interaction structure in
which the collaboration contract’s participants (and thus their corresponding classes) are
involved.

2.8.3 A Method May Play a Role in Many Collaboration Contracts

Since classes may play a role in many collaboration contracts, a method may play a role
in more than one collaboration contract too. This typically happens when a method ad-
dresses several aspects of a class’ behaviour.

In the example, method executeCommand: in class PlannerController is part of more
than one collaboration contract. It plays a role in ‘Command execution’ (see Figure 2.3),
and it plays a role in setting up a history of executed commands to be able to undo
commands. Figure 2.6 shows the collaboration contract.

In the collaboration contract of Figure 2.3, the method executeCommand: has a spe-
cialisation clause that contains method invocations related to executing (execute). The
specialisation clause in this collaboration contract includes method invocations related to
maintaining a command history (addToHistory:).

2.8.4 Classes are the Sum of Roles

As shown in Section 2.8.2, a participant can occur in several collaboration contracts, each
describing another collaboration in which the corresponding class plays a role.
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Command history

controller: PlannerController history:
CommandHistory

{addToHistory: invokes}

executeCommand: addCommand:
addToHistory: addCommand:
theHistory
self
_—>

{executeCommand: invokes} addToHistory:

Figure 2.6: Methods play a role in several collaboration contracts

In principle, when all collaborations of a class with other classes are described by col-
laboration contracts, the union of the interfaces of the corresponding participants in the
different collaboration contracts should be the complete interface of that class. If the
union is not equal to the interface of the class, either some collaborations of that class
with other classes and with itself are not captured by the collaboration contracts, or either
the class has methods that do not play a role in a collaboration with other classes or with
itself (which probably means that those methods are obsolete and unused).

Note the stress on in principle. In practice, not all collaboration contracts are assembled.
Usually the most important ones are enough to get a good understanding of how classes
collaborate.

In the example, when all collaboration contracts are put together, the resulting collabora-
tion contract, with the united interfaces of the participants, looks like depicted in Figure
2.7. For completeness, a method lastCommand for CommandHistory and its invocation by
commandForUndo are added.

2.9 Evolution Model: Reuse Contracts

In general, a reuse contract is a contract between a provider and a reuser. It comprises a
provider clause, that states what is actually provided, a reuser clause, that states what is
actually reused, and a contract type, that states how the contents of the provider clause is
reused.

2.9.1 Reuse of Collaboration Contracts

For object-oriented systems, the provider clause of a reuse contract contains a collabora-
tion contract (see Appendix A for details). A reuser clause describes the changes made to
the provider clause, that is, to the collaboration contract. The description depends on the
contract type, as the contract type lays down how the reuser clause should be interpreted
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Command execution with undo

. {commandForUndo invokes} ; .
controller: PlannerController lastCommand history:

CommandHistory

{addToHistory: invokes}

executeCommand: addCommand:
addToHistory: addCommand:
undo theHistory | |a3stCommand
commandForUndo
self
—

{ executeCommand: invokes}
addToHistory:

{ undo invokes}
commandForUndo

command:
PlannerCommand

execute
unexecute

theCommand

Figure 2.7: Combined collaboration contract - classes are the sum of roles

and how it should be applied on the provider clause to obtain the resulting (or derived)
collaboration contract. There exist several contract types, each defining a different kind of
reuse (see Table A.1 on page 201): addition or removal of participants, methods, acquain-
tance relationships, and method invocations, and changes in the abstractness annotation
of a method. These basic reuser clauses can be grouped in combined reuser clauses to
describe any kind of adaptation of collaboration contracts.

For example, assume that the collaboration contract for PlannerCommand and Planner-
Controller in Figure 2.3 is reused (adapted) for a subclass ResizeCommand in order to
specify what execution means for ResizeCommands. Figure 2.8 shows the collaboration
contract. The interface of participant command is extended with two methods: resizeTo:
and newSize. The execute method invokes both of them. In the original collaboration
contract, command’s execute method performs no method invocations.

The reuse contract that describes how the original collaboration contract is reused to
produce this collaboration contract is shown in Figure 2.9.

The provider clause contains the original reuse contract. The contract type is a combined
contract type: context refinement, participant extension and participant refinement. In
accordance with the combined contract type, the reuse contract has a combined reuser
clause. The first reuser clause is a context refinement that describes the addition of the
acquaintance relationship named self on participant command. The second reuser clause
is a participant extension that describes the addition of the two extra methods in the
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Command execution

controller: PlannerController command:
ResizeCommand
(PlannerCommand)

{ executeCommand: invokes}
executeCommand: execute

theCommand execute
resizeTo:
newsSize

self

—

{execute invokes} resizeTo:
{execute invokes} newsSize

Figure 2.8: Adapted collaboration contract
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Figure 2.9: Reuse contract diagram
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interface of participant command. The third reuser clause is a participant refinement that
describes the addition of two extra method invocations, performed by the execute method.

2.9.2 Evolution of Collaboration Contracts

The reuse contract model employs the same technique for documenting software evolution
as for documenting reuse. When part of a software system is subject to changes, these
changes can be seen as changes to the providers of the reuse contracts that describe the
software system. This means that reuse contracts can be set up to describe the evolution
of a software system. An evolution reuse contract has an existing collaboration contract
as provider clause and its reuser clause describes the evolution changes.

2.9.3 Impact Analysis

The impact of software changes can be analysed by correlating the reuse contracts that
describe reuse with the reuse contracts that describe the evolution. The Reuse Contract
model states how the contract type — reuser clause pairs, one describing reuse and another
describing evolution, should be compared to determine the impact of the changes. The
model comes with a table of impacts that may arise during evolution [Luc97].

2.9.4 The Reuse Contract Model Attacks Evolution Problems

The Reuse Contract Model addresses the evolution problems stated in Section 2.6 as
follows.

Version proliferation. The problem of version proliferation will not be solved by reuse
contracts. However, reuse contracts are helpful when different versions of software
are merged, but this is only possible when reuse contracts for different versions are
available. The development environment can perform some conflict detection to
check whether the changes made to produce the different versions do not clash with
each other. Checking can be done automatically according to the conflict detection
rules laid down by the theoretical reuse contract model. A merge is successful if no
conflicts are detected.

Effort estimation. According to the theory, reuse contracts can be used to estimate the
effort needed to make a change to the software. Collaboration contracts state the
(invocation) dependencies among classes. A development environment is able to
indicate the minimal set of classes that must be looked at and the minimal set of
methods that should be examined when a planned change is actually made. The
software engineer gets a rough estimate of the minimal amount of work it will take
to make the change.

Insight into the effect of changes. Insight into the effect of changes is one of the key
features of the reuse contract model. Conflict detection can be used to provide
answers to ‘what if” questions. A proposed change to the software can be looked
at as a change that should be merged with the software. The conflict detection
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process is able to return a list of conflicts (effects) that would be introduced when
the proposed change would actually be made. That way the software engineer gets
insight into the effects of a change under consideration.

Architectural drift. Architectural drift seems to be a problem that must be solved by
imposing the strict discipline on the development team not to deviate from the
software architecture. However, when collaboration contracts are available in the
software development environment, they can be employed to ensure that the software
architecture described by the collaboration contracts is not violated by the developer.
Checking violations can be done in a Draconian way, each time a change to the source
code is made, but that would probably be too constraining for flexible software
development. An alternative is to postpone checking of architectural violations until
the software engineer has finished his work. The batch of applied changes can then
be checked at once.

Overfeaturing. Overfeaturing is a problem that cannot be solved by employing reuse
contracts. After all, the set of features that should be incorporated into the software
is defined by the customers and cannot be described with collaboration contracts or
reuse contracts.

2.9.5 The Reuse Contract Model as-is is not the Solution

Although the Reuse Contract Model addresses most of the aforementioned problems, the
reuse contract model in itself does not solve them completely. First, integration of the
model in a software development environment is essential for successful application of the
model. Second, the model does not specify how collaboration contracts and reuse contracts
should be set up for a piece of software. Third, the reuse contract model cannot handle a
large amount of classes. This scalability problem cannot be solved by the reuse contract
model. The following paragraphs discuss these issues in more detail.

Tool Support is Indispensable Reuse contract documentation on paper is helpful
to describe a software design, but as such, it cannot play an active role in the develop-
ment process. Documentation based on reuse contracts must be exploited in the software
development environment to realise its full potential. Tool support is required for:

e setting up reuse contract documentation in the form of collaboration contracts and
reuse contracts;

e browsing and exploring of collaboration contracts and reuse contracts;
e supporting reuse;

e supporting evolution, including impact analysis.
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No Method for Setting up Collaboration Contracts and Reuse Contracts The
reuse contract model defines the necessary concepts to document class collaboration, reuse
and evolution, but it does not provide any information on how collaboration contracts and
reuse contracts should be used for documentation purposes. Since setting up collaboration
contracts and reuse contracts is essential for all further use of reuse contracts, it is crucial
to have a method, or at least some guidelines, for software documentation with reuse
contracts.

Inability to Handle a Large Amount of Classes and Changes The reuse contract
model has been conceived to document class collaboration, reuse and evolution. In the
course of developing the theory, little or no attention has been paid to scalability issues.
The theory has been validated in experiments with a small number of classes. In practice,
however, a software system consists of hundreds of classes, and each class plays a role
in several collaboration contracts. On top of that, software is subject to a large number
of changes. In order to handle the large amount of classes, collaboration contracts, and
software changes, some kind of structuring to organise these entities would help.

2.10 Summary

Software evolution is crucial to keep up with the evolution of the society we live in. The
inability to evolve may even break the organisation that relies on the software.

Preserving software from ageing is not easy. Poor effort estimation and poor insight into
the effects of changes make it hard to evolve software correctly. The development pro-
cess itself may even give rise to software evolution problems such as version proliferation,
architectural drift, and overfeaturing. The Reuse Contract model has been conceived to
address software evolution issues. The model has two major concepts: collaboration con-
tracts and reuse contracts. Collaboration contracts describe how participants collaborate.
They are close to the source code, which makes them very suitable for integration in a soft-
ware development environment. Reuse contracts document how collaboration contracts
are reused and evolved. The Reuse Contract model comes with a conflict detection scheme
that can be used to analyse the impact of changes.

This dissertation adopts the reuse contract model. Collaboration contracts and reuse
contracts are the target of the recovery processes described in subsequent chapters.






Chapter 3

Case Study: Evolution in
Framework-Based Development

Following the industry-as-laboratory approach [Pot93, Gla94, Gla96, Par95], a large part of
the research reported on in this document was conducted and validated at a site in industry.
This chapter starts with a description of the context in which this research took place.
After a brief description of the software, the process model and the software development
environment are presented. Next, the evolution problems discussed in Chapter 2 are
reconsidered in that context. A discussion on the role of the case study in this work
concludes this chapter.

3.1 Context

3.1.1 Software

The subject software is an integrated broadcast management system for television and
radio stations. The system is a groupware application. Employees from different de-
partments work together to set up a broadcast planning in a top-down fashion, from a
coarse-grained planning of a whole season, down to a fine-grained planning of the different
tapes that are used to broadcast a programme at any point in time during that season.
Figure 3.1 shows the week planning application.

The current state of the broadcast management software is the result of incrementally
building the software for more than six years, and customising it for several television and
radio stations across Europe.

A large part of the broadcast management system concerns broadcast planning. Although
there are many similarities in the complex broadcast planning processes of different sta-
tions, a standard product would satisfy only 70% to 80% of the needs of a particular
station. That is why the software provider has formulated the following goal: ”Offer a
broadcast planning solution that is highly and efficiently customisable to the needs of dif-
ferent television stations and that gives the customer the feeling of a custom system with
the qualities of a standard product.” [CHSV97]. In order to realise this goal, framework
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technology was adopted as the core technology.

The core of the broadcast planning software is a framework that captures the software
provider’s knowledge of the broadcasting business. The framework is a representation in
terms of variations and commonalities of the broadcasting domain at a given point in time.
The commonalities describe the parts of the domain that are the same for all customers
(television and radio stations). The variations describe the parts of the domain that are
different for each station. The framework represents the knowledge at a given point in
time because the framework is never finished: the introduction of a new station may result
in an update of the domain knowledge and consequently in an update of the variabilities
and the commonalities.
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Figure 3.1: The broadcast planning application (week view)

3.1.2 Development Style

There are two kinds of software being created today: off-the-shelf software and custom soft-
ware. The broadcast management software is a combination of these two kinds of software.
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Off-the-shelf software includes horizontal software, i.e. software applicable in a wide variety
of application domains, such as operating systems, software development environments,
and office applications, and vertical software, i.e. domain-specific software, such as desktop
publishing applications, and scientific calculation tools. Booch recognises three common
characteristics of most off-the-shelf software [Boo94]: the problem domain is usually well
defined, improvements are driven by market forces, and over time off-the-shelf software
becomes a commodity market. Tackling an off-the-shelf domain requires a significant in-
vestment, in development as well as in marketing, support and maintenance. Off-the-shelf
software is developed in-house.

Custom software includes strategic, enterprise-specific applications for a particular line
of business. Examples are financial software, medical software, and software to control
an underground transportation system. Booch describes three common characteristics of
custom software [Boo94]: it is generally designed along specific vertical business lines, it
is rarely fully custom, and it is very difficult to develop compared to off-the-shelf software
because of the unknown. The unknown results from ill-defined requirements. End users
often cannot clearly express what they want, let alone understand what is possible. Cus-
tom software is often developed at the customer’s site, on a project-by-project basis. That
is why custom development is also referred to as project development.

The broadcast management software is off-the-shelf software, in the sense that a product
(the framework) is offered, and it is custom software, in the sense that the framework is
customised according to a station’s specific needs. The development style that combines
off-the-shelf (product) and custom (project) development is referred to as framework-based
development.

3.1.3 Process Model

The duality of framework-based development must be reflected in the process model, be-
cause product development and project development require different skills. Framework
engineers are responsible for the design and the implementation of the framework. They
have to be able to create an abstract skeleton of an object-oriented system that is highly
customisable. They define the hot spots in which the applications engineers can hook new
applications. The application engineers concentrate on the customisation of the frame-
work. They have to understand the framework well, so that they know what hot spots to
use when a new application must be mapped to the framework.

The traditional Waterfall process model and its enhanced derivative, the Spiral process
model, are not appropriate to support framework-based development. After all, the Wa-
terfall model is based on stable, correct requirements, it does not promote software reuse,
it does not promote prototyping, and it takes too long to see results.

As pointed out by Goldberg and Rubin [GR95], there is not one process model for the
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development of object-oriented programs. Organisations choose a process model that best
fits the project at hand. Goldberg and Rubin have identified five types of projects: First-
of-Its-Kind (building the initial version of a system), Variation-on-a-Theme (building a
derivative system by refining an existing system), Legacy Rewrite (rewriting a legacy sys-
tem), Creating Reusable Assets (producing assets for reuse in later projects), and System
FEnhancement or Maintenance (modifying core utilities or system frameworks).

According to Goldberg and Rubin, it is not likely to find a generic process model in the
literature that states how a Variation-on-a-Theme project should be carried out, as such
a project is driven by the framework and its rules for modification. The structure of the
framework dictates the process model. Framework-based development is related to the
Variation-on-a-Theme type project in that respect.

3.1.4 Framework Engineering

A framework is often defined as a skeleton program defining a reusable software architec-
ture in terms of collaboration contracts between (abstract) classes and a set of variation
points, or hot spots [Sch97]. The hot spots define where the framework can be customised.
Collaboration contracts define the rules the customisation must obey. This definition is
the basis for a model for framework engineering whereby an extensive domain analysis
precedes the framework design. In that model, the ultimate goal is to build, through
a small number of iterations, a software architecture that can be turned into a custom
application by simply filling in the hot spots.

Fundamental to the framework-based development approach is the acknowledgement that
for real-world applications only a limited number of frameworks can be customised by just
filling in the hot spots. In general, the customisation process is much more complex, some-
times even violating part of the framework architecture. Moreover, the idea of constructing
an immutable framework after a limited number of iterations is not realistic. On the one
hand, the large up-front investment in the domain analysis and building prototype applica-
tions for establishing the framework architecture is in most cases not financially justifiable.
This analysis is cost effective only for frameworks that have a relatively well known and
stable problem domain, such as generic application frameworks (MacApp, AWT, MFC,
etc). On the other hand, framework engineers are confronted with the constant changes
in the specifications. As the problem domain evolves, so must the framework. It is simply
not possible to conceive a framework that anticipates all future evolutions. Therefore a
framework is never finished.

3.1.5 Application Engineering

While the traditional Waterfall process model lays down that the analysis of the system
must be performed prior to the design of the system, in framework-based development
this is no longer viable. Instead of performing an analysis from scratch, the results of
earlier analyses can be reused for subsequent customisations. The software engineers
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perform a delta analysis based on the current state of the framework. In absence of a
better (more formal) way to perform delta analysis, application engineers browse through
a prototype with the customer and carefully write down where existing functionality covers
the customer’s needs, where adaptations of existing functionality are necessary, and what
functionality must be added. The result is a document that can be used by the framework
engineers to adapt the framework towards insights gained through the analysis. New
insights typically concern variations that cannot be covered by hot spots in the framework,
and commonalities that were not apparent earlier.

3.1.6 Iterative and Incremental Software Development

Essential to the framework-based development approach is the iterative development style,
which is adopted by many practitioners of object-oriented technology in favour of the tra-
ditional process models. Iterative development is based on the belief that the development
life cycle is a learning experience in which developers get things wrong before they get
them right and they make them bad before they make them well [GR95]. Iteration is
necessary to review earlier versions of the software and to correct mistakes based on ex-
perience gained since the development of earlier versions, or based on user feedback.

Iterative development usually goes hand in hand with incremental development, which
allows for software development in a step-by-step manner. FEach small step produces
tangible results that can be shown to the customer. Together with prototyping, incremental
and iterative development can be used to test out ideas, to build software incrementally,
and to enhance the software based on early customer feedback, so that the risk of making
mistakes in requirements and design is minimised.

3.1.7 Evolutionary Software Development

The subject software evolves continuously. Evolution is required when customers submit
new specifications, changed specifications, or when they submit bug reports. Evolution is
also necessary when the software provider has new insights in the domain or in the design,
and when the complexity of the classes is too great.

Software evolution is thus not considered as an occasional activity that may be required
in the course of the software’s lifetime. It is considered to happen daily, and it must be
reckoned with at all stages of the software development lifecycle. This style of software
development is referred to as evolutionary software development. The amount of changes
that is typical for evolutionary software development makes the management of changes
an important and a necessary part of the software development process. Change manage-
ment, estimating the impact of changes, and architectural drift are problems that must
be addressed to keep the software system from degrading into total chaos.
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3.1.8 Management of Changes

Changes are managed by employing a request/defect system to receive and process requests
and defects, and to log the changes to the software system during processing (implemen-
tation).

Figure 3.2 shows the request/defect system and its use in the development process. The
request/defect database is a repository that holds specifications and bug reports. Specifi-
cations come in two forms. New specifications describe desired new functionality. Change
specifications describe desired changes of existing functionality. Specifications and bug
reports are received from the customers and from the software engineers.

When they are received, they are given a unique identification number. When a develop-
ment task is assigned to a software engineer, a specification or a bug report is drawn from
the request/defect database. The software engineer designs and implements the specifi-
cation or fixes the reported bug. By doing so, the software engineer makes changes to
the software system. When the changes are finished, the software system will include new
versions of the classes that have been changed. After finishing the changes, the software
engineer manually logs the changes in the request/defect database, so that a processed
specification or bug report includes information on the (versions of the) classes that have
been changed to implement the specification or to fix the bug. After logging the changes
in the request/defect database, the software engineer notifies the code reviewer of the
development task that has been performed by supplying the identification number of the
specification or the bug report.

task assigned to
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logs changes engineer
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Figure 3.2: Making, logging and tracking changes in a request/defect system
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Based on the supplied identification number, the code reviewer retrieves the specification
or bug report from the request/defect database. He reviews the changes made by the
software engineer. Three cases can be distinguished. One, the changes are not accepted.
In that case, the code reviewer asks the software engineer to redo the work by assigning
a new development task. Two, the changes are accepted, perhaps with small corrections
by the code reviewer. Three, the changes are accepted, but they have to be merged with
changes made to the same classes but for another specification or bug fix. In the first two
cases, the ultimate versions of the changed classes are released in the versioning system,
so that they can be distributed among all members of the development team.

The use of a request/defect system allows the software engineers and the project managers
to analyse what changes were made to the software system and to look up why the changes
were made. The actual changes are contained in the versioning system, while the mapping
between changes and specifications and bug reports is maintained by the request/defect
database. Together, the versioning system and the request/defect database log the history
of the software system.

3.1.9 Software Development Environment

The software development environment used to produce the broadcast management soft-
ware is Envy/Developer [OT195] for VisualWorks\Smalltalk [PD95].

Instead of the classic categories, Envy classifies classes in applications, sort of hierarchical
categories between which prerequisite and part-of relations can be defined. Nested appli-
cations are called subapplications. Applications are loaded into the Smalltalk image from
a central repository (the library). An application can only be loaded if its prerequisite
applications are already loaded.

Envy enhances VisualWorks with a versioning system. A versioning system is indispens-
able to support the evolutionary development style employed to build the subject software.
The versioning system logs every change to the software. Methods, classes and applica-
tions can be versioned. Methods are versioned automatically after each accepted change.
Classes and applications are versioned only on demand by the developer. Classes have
an owner and applications have a manager. The owner and the manager are developers.
They decide when their versioned classes and applications are released, i.e. made accessible
to other members of the development team.

Configuration maps define configurations of applications. Simple use of configuration
maps includes grouping of applications that should be loaded together. Advanced use
includes the configuration of all applications that together form the delivery of a computer
application for a particular computer platform.

All changes are recorded in the library, so that software developers have access to all soft-
ware changes ever made (an important requirement for experimentation with evolution in
this work). Envy supports browsing of changes made to methods, classes and applications.
Although Envy/Developer provides the building blocks (classes) to build frameworks, it
does not actually support the creation, the customisation and the evolution of frameworks.
To the best of our knowledge, no commercial software development environment supports
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framework development. So the software provider has to make shift with what he has
got, and must set up a process model in which the software development environment is
exploited to its full potential and in which insufficiently supported development tasks are
handled separately in a disciplined way.

3.2 Software Evolution Problems Revisited

This section explains how the evolution problems discussed in Chapter 2 show up in the
broadcast management software and the employed development style.

3.2.1 Version Proliferation

Version proliferation is an inherent problem in framework-based development, because
customisation of the software is done in projects carried out on-site at the television and
radio stations.

Customisation proceeds after installation of the relevant software at the station. The in-
stalled software is part of the software baseline. The software baseline is the set of classes
that make up the software product as installed at the company site. It contains the
framework and all its customisations. The relevant parts for a station are the framework
and any customisations that apply to the station’s business needs. Version proliferation
happens as soon as the software is installed, since the installed version is a copy of the
software maintained at the software provider’s site.

When the development team in charge of the customisation decides to alter the frame-
work, this version of the framework is no longer synchronised with the original framework
at the software provider’s site. Reasons for changes to the framework range from long-term
vision reasons, such as new insights in the domain, to short-term vision reasons, such as
making the customisation task easier. In any case, classes are moved from the framework
to the customisation or the other way around, and classes in the framework are changed
as necessary.

The scenario above results in two versions of the framework that must be merged in order
to obtain an up-to-date version of the framework in the software baseline. The framework
in the baseline may have been subject to changes as well, making the integration of the
changes made during customisation into the software baseline extra difficult. To make
matters even worse, the framework may have been changed in parallel at more than one
station. Implementations of the different changes may be in conflict, so that the merging
process is far more complicated than merely putting things together.

Figure 3.3 shows a situation in which the framework has been customised at two stations
and at the company site as well. The initial version of the framework is V1. Starting from
this baseline version, changes are made at two stations, resulting in versions V1’ and V17”.
While customisation for the two stations is going on, the framework in the baseline is also
subject to change, typically in response to bug reports and requests for small additions of
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software baseline

Figure 3.3: Merging software changes into the software baseline

functionality, resulting in version V2. When customisation for the two stations has been
completed, the changes made during customisation are merged into the software baseline,
so that version V3 of the baseline is compiled from V2, V1’ and V17”.

3.2.2 Poor Effort Estimation and Poor Insight into the Effect of Changes

Effort estimation is required on both levels of framework-based development. An applica-
tion engineer likes to assess how much work a customisation will take. Due to the lack of
good reuse documentation, assessing the amount of work is difficult, because one cannot
determine what can be reused, what can be extended and what must be developed from
scratch.

A framework engineer struggles with similar problems. When a proposed change to the
framework is to be made, it is hard to assess how the change will affect the rest of the
framework and, maybe more important, existing customisations of the framework. Care
must be taken that by changing the framework no anomalies are introduced in the cus-
tomisations, so that the customised applications keep on running.

Software documentation targeted to customisation would be much help for an applica-
tion engineer to do his job more efficiently than is the case now. Framework engineers
need software documentation that describes the dependencies between classes within the
framework, as well as between classes from the framework and the classes from the cus-
tomisations.

3.2.3 Architectural Drift

Although architectural drift, as argued in Section 2.6.4, typically happens because the
software engineer is ignorant of the software architecture, it can also be introduced on
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purpose in framework-based development.

Intended architectural drift may occur during framework customisation. Since for a real-
world framework customisation is far more complex than filling in the hot spots of the
framework [CHSV97], customisation may require the application engineers to violate the
framework architecture when the framework does not support the required customisation.
When framework engineers are not available to make the framework more amenable to the
desired customisation, the application engineers are compelled to violate the architecture
in order to get their work done.

In framework-based development, prevention of architectural drift seems to be served with
a good co-operation between framework engineers and application engineers [CHSV97].
Framework engineers have the important advisory role of giving application engineers
techniques for increasing the generic aspects of their designs and code, and advice on how
to reuse the framework, so that architectural drift during the customisation process is
avoided. Application engineers report on their customisation experience to the framework
engineers, in particular on the encountered limitations of the framework, so that the
framework engineers can use this feedback to improve the framework.

3.2.4 Overfeaturing

Since framework-based development is partly product (or off-the-shelf) development, the
tendency towards overfeaturing, as explained in Section 2.6.5, also exists in framework-
based development.

The tendency towards overfeaturing is not only driven by customer demand, but also by
the software engineers themselves. Application engineers tend to migrate features from the
customisations to the framework in order to reduce future customisation efforts. The re-
sult is that applications containing features not relevant for a particular customer are still
part of the standard package. The decision to include features in the framework should be
taken with great care, because overfeaturing makes the framework more expensive, more
complex, and less reusable for future customers. A User Advisory Board may serve as a
forum for strategic customers to discuss and decide on proposed features.

Evolution of the software may give rise to unintended overfeaturing, as was shown during
a case study. The broadcast-planning framework includes a manuscript module. When a
television station showed interest in the broadcast planning software, it stated that it did
not require the manuscript module. At that point, it became apparent that the ability to
handle manuscripts was a feature that should not reside in the framework, but should be
part of the customisation. Taking out the manuscript module appeared to be a non-trivial
task, because it was not clear where the manuscript module interacted with the rest of
the framework. In general, a feature of a product may be tightly integrated with other
features, so that isolating its implementation in order to separate it from the framework
is very difficult.
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3.3 Role of the Case Study in this Work

The case study is an industrial case study that has been a laboratory for investigating
the production of continuously evolving software, for conceiving and evaluating ideas, for
developing models and methods, for prototyping tools, for experimenting with prototypes
and for fine-tuning proposed solutions. Three important roles of the case study can be
distinguished.

3.3.1 Industry as Laboratory

The research of this work has been conducted according to the industry-as-laboratory ap-
proach. The industry-as-laboratory approach contrasts the research-then-transfer method-
ology [Pot93], which can be summarised as ”conceive an idea, analyze the idea, and advo-
cate the idea” [Gla94]. Researchers using the research-then-transfer methodology expect
their ideas to find their way to practice as soon as possible, but the research method is
characterised by the absence of any evaluation or validation. It is therefore no surprise
that practitioners are not inclined to adopt ideas conceived in such a way.

This is confirmed by Parnas, who states that in the field of software engineering none
of the most influential papers presented at software engineering conferences during the
last decade, nor any other papers for that matter, have had an influence on practitioners.
”Engineers use methods if they work”, Parnas says [Par95], but the sad conclusion is that
managers are seldom able to assess the benefits of the application of a method. This is
acknowledged by Fenton et al [FPG94]: "Much of what we believe about which approaches
are best is based on anecdotes, gut feelings, expert opinions, and flawed research, not on
careful, rigorous software engineering experimentation.”

So what Glass, Fenton et al, Potts, and Parnas are saying is that because the laboratory
research often fails to address significant real world problems, researchers better adopt an
industry-as-laboratory approach [Pot93], in which research is done in close co-operation
with industry. The foundation of the approach is that software engineering research and
its application in industry are not separate, sequential activities, but complementary ac-
tivities that reinforce each other and together produce better and practicable results.

The case study plays the role of the industrial laboratory in this research. The industry-
as-laboratory approach is adopted to develop ideas in close co-operation with industry in
order to get immediate feedback so that bad ideas are dismissed early, and to test methods
and tools on real-world software instead of academic or toy applications.

3.3.2 Requirements Provider

Probably the most important role played by the case study is the role of requirements
provider. Thorough investigation of the software and the employed development process,
and many discussions with the software engineers and the project managers have produced
a list of requirements for the recovery process, the model underlying the recovery process
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and the tools supporting the recovery process. Although the list of requirements is the
result of investigating the case study, the requirements are not case study specific. They are
concerned with considerations that go beyond the case study. They are mainly driven by
concerns about the practicality of the solutions, in particular with respect to the software
development tools and the software development process. The requirements are discussed
in Chapter 5.

3.3.3 Platform for Experiments, Evaluation and Feedback

The broadcast management system serves as an excellent case study for this work. It is
large (more than 2000 classes), it is complex (not one software engineer has a complete
picture of the whole system), and it is subject to constant evolution (more than 30 new
specifications and bug reports per month), so that it is representative of the large and
complex evolving software systems in use today. It is representative of many software
systems in another respect as well: there is not much software documentation.

The original software engineers are still around, so that the results of validation experi-
ments can be compared against their knowledge of the software system. All source code
since the software’s conception is available in the repository of a versioning system, so that
the evolution of the software can be traced.

Discussions with the software engineers and the project leaders have been invaluable with
respect to the evaluation of ideas. Many ideas that seemed to be promising from a research
point of view were rejected by the software engineers as unpractical and too hard to
integrate in the software development process. This early feedback has been very helpful
in directing the research. The industry-as-laboratory approach resulted in prototypes of
which it was known in advance that they would be acceptable in practice. Elaboration of
the prototypes has been under constant evaluation by the software engineers as well as by
the project managers.

3.4 Summary

This chapter has given the context in which a large part of this research was carried out
and where the methods and tools presented in this dissertation were validated. The subject
software, the employed development style to produce the software, and the process model
were presented. Furthermore, the software evolution problems were reconsidered in this
context. The discussion on the software evolution problems confirms that the absence of
software documentation is a major problem in software evolution. This chapter concluded
with a discussion on the role of the case study in this work. The industry-as-laboratory
approach has proven to be a very good approach to produce practical solutions. One of
the case study’s major roles is the role of requirements provider. The next two chapters
discuss the list of requirements for the recovery process that is the objective of this work.
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Multiple Views on Software

The study of the subject software has spawned insight into how software developers look
at the software they are building. Apparently, software engineers look at software in many
ways. Software engineers take a view on the software that best matches the development
task at hand. This chapter discusses two kinds of views on software: architectural views
and other views that have no connection with the architecture but are still useful in
software development. Each view on software is accompanied by an example taken from
the broadcast management software. Chapter 10 discusses how multiple views on software
can be recovered.

4.1 Architectural Views

Remember the definition of software architecture given in Section 1.2. One aspect de-
scribed by the software architecture is of particular concern here: ”the software architec-
ture describes the organisation of the software as a composition of components”. Architec-
tural views render the structure of a software system in terms of architectural components.
They show how architectural components, usually large sets of classes, are composed to
form a software system. Four architectural views are discussed here: the software layers
view, the modules view, the (framework) customisations view, and the features view.

4.1.1 Software Layers View

Many software systems are conceived as layered architectures [SG96]. A well-known exam-
ple is a layered architecture with three software layers (see Figure 4.1). The domain model
layer consists of all so-called domain classes that represent domain concepts. The user
interface layer consists of the classes that are needed to display and manipulate domain
model layer objects through a (graphical) user interface. The persistency layer consists
of the so-called storage classes that represent domain model layer objects when they are
stored in a database.

The purpose of this layered architecture is a clear separation of concerns [HL95]. Each
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layer addresses a particular concern: user interface, domain logic and persistency. The
boundaries between the layers define a protocol between the layers that may be not be
breached. Breaching the protocol results in architectural drift, as explained in Section
2.6.4.

User Interface Layer

Domain Model Layer

Persistency Layer

Figure 4.1: Software layers

In the broadcast management software, the domain layer includes domain classes for
broadcast management: programmes (news, series, sports event, ...), time frames (sea-
son, week, day, ...), schedules, television stations, etc. The user interface layer contains
many special-purpose widget classes to display and manipulate planning objects: a season
planner widget, a week planner widget and a day planner widget. The broadcast planning
applications, also part of the user interface layer, are compositions of these special-purpose
widgets.

4.1.2 Modules View

Software can also be looked on as the combination of several functional requirements. A
module defines which classes implement some functional requirement. The modules view
describes how the software is divided into modules.
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Figure 4.2: Software modules

Figure 4.2 shows some of the modules in the broadcast management software. The Plan-
ning module holds all classes related to planning. The Manuscript Management module is
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concerned with scripts for home-made programmes. The Video Media Management mod-
ule is responsible for the management of the video media library holding tapes, disks, etc.
The Product & Contract module handles the purchase of programmes and the contracts
that come with them.

Software modules are not used in isolation. In fact, a close co-operation of the modules is
essential for the broadcast management software to support the complex work processes
of television and radio stations. For example, the Planning module and the Product &
Contract Management module have to work together so as to ensure that a programme
(product) is planned during the period stipulated in the contract that comes with it. In the
same vein, the Planning module and the Video Media Management module work together
to ensure that a planned programme can only be broadcasted if the tapes are actually
present in the video media library.

Each module has three layers as shown in the software layers view, so when the modules
view and the software layers view are combined, the combined view on the broadcast
management software looks as depicted in Figure 4.3.
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Figure 4.3: How modules relate to layers

The three layers in one module interact with each other to achieve module-related be-
haviour and the different modules work together to provide an integrated broadcast man-
agement solution. The same layers of different modules interact to achieve that integration.
For instance, the domain layers interact to validate programme planning as already men-
tioned above, and the user interface layers interact to open applications of other modules.

4.1.3 Customisations View

In framework development, the framework is the core of the software. It is customised for
different products or for different customers. This means that the framework is instanti-
ated and that the variations for a product or a customer are defined.

The customisation view clearly marks the boundaries between the classes belonging to the
framework and those belonging to the different customisations. This view accords with
the framework development style, in which framework engineers are responsible for the
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framework and the application engineers focus on the framework customisations. Appli-
cation engineers can employ this view to get an overview of the classes that constitute
a customisation and framework engineers use it to get insight into how the framework
classes have been reused.

Customization for Customization for
television station TV1 television station TV2

Broadcast planning

framework

Customization for Customization for
television station TV3 radio station RADIO1

Figure 4.4: The broadcast planning framework and its customisations

Figure 4.4 shows the customisation view on the broadcast planning software. Three televi-
sion stations and one radio station reuse the framework. For each station, a customisation
of the framework has been made.

The customisations view can be combined with the combined software layers and modules
view to give insight into how customisations relate to modules and software layers. For
example, Figure 4.5 shows the combined view for two customisations. The black cus-
tomisation customises the framework in all four modules, but only in two software layers.
The persistency layer is not customised. The white customisation changes the user inter-
face layer and the domain layer of the two modules on the right, and it customises the
persistency layer of the rightmost module.

4.1.4 Features View

A feature [JGJ97] is an aspect of the software that extends across a large number of classes.
Examples in the user interface layer are on-line help, the ability to undo commands and
translation of text displayed in the user interface. A permission system, granting or re-
fusing access to some parts of the software, is an example of a feature in the domain layer
that affects the user interface layer. When a user does not have reading access to some
information, that information is not displayed in the user interface. When the user has
reading, but not writing access, the user interface displays the information in read-only
views.
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Figure 4.5: Combined customisations/layers/modules view (for two customisations)

The features view stands out against the other views, because the view does not include
entire classes, but instead includes only methods in the classes that address a feature.
Since methods addressing a feature are scattered over many classes, and because current
development tools are class-centred, a features view is hard to establish. Consequently,
feature views usually only exist in the heads of the software developers.

Although a features view is not supported by the object-oriented paradigm, nor by the
development environments, it is an indispensable view for software developers. Because
features extend across a large number of classes, changes to a feature have an immense
impact on the software. In the current state-of-the-art of object-oriented programming, a
change to a feature implies a large amount of work to find and change the methods that
address the feature. Having a features view considerably reduces the time to search for
the methods that address a feature.

4.2 Other Views

In software development, views other than architectural views may be helpful to reason
about the software. Views that provide insight into the structure of the software with
respect to the development process are particularly interesting. Two are given here: the
ownership view and the traceability view.

4.2.1 Ownership View

Software developers often have to carry out activities that are only related to the classes
under their responsibility. For example, when a class is adapted by another developer,
the owner of this class has to check whether the adaptation is consistent with the change
requirements, whether it does not clash with other changes to the class (adaptations by
yet other developers), and whether the class still defines a behaviour that is expected by
its client classes. If no problems are found, or when they are solved, the owner of the class
can release the class to the other members of the development team.
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The ownership view helps to keep an overview of how class ownership and responsibility is
distributed among the members of the development team. It shows which classes belong
to a given software developer (see Figure 4.6).

Developer 1 Developer 2
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Figure 4.6: Ownership view for two developers

The set of owned classes does not necessarily correspond to customisations, modules or
software layers. How and when class ownership is granted depends on the organisation of
the development team and the development style. Ownership may be granted based on
expertise in the domain, based on technical expertise required to implement the classes,
or based on the fact that the developer did the initial implementation. The combination
of the ownership view, the software layers view, and the modules view may very well look
like a patchwork, as shown in Figure 4.7. Black squares are classes that belong to one
developer; the white ones belong to another developer.
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Figure 4.7: Combined ownership/layer/module view for two developers

4.2.2 Traceability View

Classes and methods are created and changed according to new specifications, changed
specifications, or bug reports. In absence of a request/defect system, there does not exist
a record of how changes made in the implementation correspond to a specification or a
bug fix. Such a trace would be very helpful, however, because it provides insight into the
dependencies between specifications at implementation level. When methods are changed
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in response to different change specifications or bug fixes, this indicates that those methods
are used in several contexts and changing them for one context may invalidate them for
another context.

For example, in a development environment where several developers may change the
same classes, development may get into the following situation. A change made by one
developer in response to one bug fix may introduce an unnoticed bug somewhere else. The
latter bug, which shows up some time later, may be fixed by another developer by undoing
the changes made to fix the former bug, which results in a circular and endless bug fixing
scheme.

Specification 1 Specification 2 Bug fix 1 Bug fix 2
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Figure 4.8: Traceability view

A traceability view shows how classes and methods relate to specifications and bug fixes
(see Figure 4.8). It gives insight into how specifications are implemented and it helps
to assess what parts of the software may be affected when a change is made. If the
changed methods are part of other specifications, these specifications should be examined
for correctness. The traceability view is thus helpful for software change impact analysis.

4.3 Conclusion

This chapter challenges the prevalent opinion that software systems have one predomi-
nant software architecture. The study of the subject software clearly demonstrates that
software systems may have multiple architectures. The different views on software archi-
tecture discussed here show that a software architecture can be decomposed along several
equally important lines. The customisations view, the software layers view, the modules
view, and the features view are different views on the architecture.

The discussion of the different views also indicates that software engineers would benefit
from having these views. Each view gives insight into a different aspect of the software,
which is important when a piece of the software needs to be changed.

The list of interesting views is not restricted to the ones given in this chapter. Some
development tasks may require other views, more targeted at the development task at
hand. Software engineers may even have their personal views that help them in their
daily development tasks.






Chapter 5

Requirements for the Recovery
Process

The case study presented in Chapter 3 has played the important role of requirements
provider. The subject software has been studied carefully, the development process has
been investigated, and the software engineers have been interviewed. These activities have
spawned a list of requirements for the recovery process, for the model used to represent
recovered software entities, and for the tools that support the recovery process. This
chapter discusses these requirements.

5.1 Take Multiple Views on the Software into Account

The previous chapter has shown that multiple views on software are desirable and useful.
Different views give insight into the different aspects of the software, which is important
when a piece of software needs to be changed. For example, a framework engineer requires
another view on the software than an application engineer. The problem is, however, that
usually software development environments do not provide a means to establish multiple
views on the software. Thus, a model for architectural recovery cannot rely on existing
means to express multiple views. It must include the necessary concepts so that it can be
used to express multiple views on software, in particular multiple views on the software
architecture.

5.2 The Recovery Process Should be Incremental

Software engineers often do not reverse engineer the source code completely. They reverse
engineer up to a point at which they know enough to evolve the software. Reverse en-
gineering a very large software system completely would be unfeasible anyway. It would
take too much time and too much manpower to reverse engineer collaboration contracts
or architectural components in a software system with a few thousand classes. Therefore,
a recovery process should be incremental.
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An incremental approach to recovery also implies that the tools for recovery do not in-
troduce modes in the development environment. The recovery tools should not block
other development activities. The software engineer should be able to switch between
programming and recovery at all times.

5.3 Motivate the Software Engineer

Software engineers show a very reluctant attitude towards changes in the development
process and the software development environment they work with. The development of a
fully-fledged methodology for disciplined reuse and evolution based on reuse contracts, of
which this work is an important step, requires changes to the development process. These
changes may involve major changes to the daily working habits of the software engineers.
The problem is, however, that it is hard to convince software engineers of changes of which
it is not certain what the outcome will be. Forcing software engineers to radically change
their working habits may even have the undesired effect that their productivity decreases.
Experience shows that in order to win over the software engineers, the changes should
be introduced gradually, and the changes should spark off new benefits. Motivation is a
strong force to convince people. Software engineers are motivated to change their way of
working or to do (little) extra work if they know that they will get something in return
that makes their work simpler or easier. A little change or a little overhead that will pay
off afterwards appears to be acceptable.

5.4 Keep the Model Simple

A recovery process requires a model to represent the software entities that are to be re-
covered. In this work, this means that the model should include collaboration contracts,
reuse contracts and large architectural building blocks, but also the smaller software enti-
ties they are composed of, such as classes and collaboration contract participants.

One approach could be to provide a different model for each software entity that is consid-
ered for recovery. Another approach is to provide one generic model that allows describing
all software entities. The latter approach has the advantage that software development
tools are easier to build, because the tools all use the same unified model.

Whatever approach is chosen, the model should be simple, so that it is easy to learn and
easy to understand. Moreover, the model should be open, so that future extension of the
model is possible.

5.5 Keep the Recovery Process Lightweight

The rationale behind a lightweight approach is that recovery should be fast and relatively
easy, and without devoting too much resources. Complex and time-consuming reverse
engineering activities are likely to be dismissed as unpractical and contra-productive. Re-
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lated work [Mur96] has already presented successful lightweight approaches to recovery.
Speed and the incremental refinement of the recovery parameters are essential.

5.6 Integrate the Model and the Recovery Process in the
SDE

In absence of reverse engineering tools, software engineers reverse engineer manually. Man-
ual recovery is generally based on browsing the source code with the development tools,
and by consulting external software documentation, if available. Recovery of abstractions
from the source code is based on filtering and selecting software entities that are present
in the development environment, such as classes and methods.

Discussions with software engineers revealed that a recovery process and its underlying
model to represent recovered software entities would not be accepted by software engineers
if they were not integrated in the software development environment. The integration is
essential to break down barriers for the software engineers.

5.7 Integrate Existing Software Entities in the Model

Software engineers do not work with the software entities that are the target of our recovery
objectives. They work with classes and with software entities to organise classes, as
provided by the employed software development environment. Often these organisational
entities are essential in the development environment, as they are used as compilation
units, or as units that can be loaded/unloaded. The integration of these organisational
software entities in the model is thus essential. Otherwise, the software engineers would
not be able to work with the model and the tools that are based on that model.

In case of the subject software, which has been developed with Envy/Developer, meeting
this requirement means that classes, methods, Smalltalk categories and Envy applications
must be integrated in the model and in the supporting tools.

5.8 Make the Results of Recovery Tangible in the SDE

In general, the results of recovery are design abstractions (see the definition of design
recovery in Section 1.1). Collaboration contracts and reuse contracts are design abstrac-
tions too. A collaboration contract is an abstraction of an interaction structure of a set
of classes. It makes an interaction structure of a set of classes explicit that is buried in
the source code. A reuse contract is an abstraction of the reuse or the evolution of a
collaboration contract. It makes explicit how an interaction structure of a set of classes is
reused or evolved. Reuse is implicit in the source code. Evolution is implicit in the version
control system (if available, otherwise evolution leaves no trace).

Recovery is done to get a mental model of the software. The mental model serves as the
foundation for further analysis or for making changes. When the recovered abstractions
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cannot be represented in the software development environment, it is up to the software
engineer to relate the recovered entities with the classes found in the development environ-
ment. Frequent switching between the recovery tools and the development environment
is necessary. Needless to say that this way of working is annoying, unpractical, and error-
prone.

Therefore, the results of recovery should be tangible in the software development environ-
ment. The requirement that the model and the recovery process should be integrated in
the environment is a prerequisite for this requirement. When the model and the recovery
process (and the tools) are integrated, the results can be made available, so that they
can be used in forward engineering. The recovered abstractions can be linked with the
classes in the software system, so that the software engineer is able to use the abstrac-
tions actively, instead of passively, as is the case when the results are not tangible in the
development environment.

5.9 Cope with an Obscure Software System

Recovery of design abstractions is not a trivial problem. Recovery might be easier when
some characteristics of the software are known in advance. For example, if design decisions
and implementation strategies are known, it is easier to recover some design abstractions,
because that knowledge can be hardwired into the recovery algorithm. In the same vein,
if naming conventions are known, it is easier to identify the nature of variables and other
named entities. If the source code is annotated with special comments, these annotations
can be taken into account when abstractions are recovered.

In general however, no assumptions whatsoever can be made about the software. It is
likely that design decisions have been bypassed, that implementation strategies have not
been followed, that naming conventions have not been respected, and that expected source
code annotations are missing. Moreover, software may not be correct, especially in Small-
talk and other non-statically typed languages: it is possible that non-existing messages are
sent, that abstract classes are instantiated, etc. Since software is developed by humans,
and since humans are liable to error, and often under deadline pressure, a recovery process
cannot make assumptions about the (quality of the) target software.

Therefore, the recovery process should start from the idea that little or nothing is known
about the subject software.

5.10 Summary

This chapter has discussed the requirements for a recovery process and for the model that
is used to describe the target software entities. The list of requirements is the result of
investigating the subject software and the development process used to build the software.
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Many of the requirements boil down to the selection of a proper model. The model should
be simple, yet powerful enough to describe existing software entities as well as the target
software entities. Moreover, the model should be integrated in the software development
environment, as does the recovery process, so that the software engineer does not need to
leave his familiar working environment, and so that the results of recovery are tangible in
the development environment.

A recovery process based on such a model should be incremental, so that no modes between
reverse and forward engineering inhibit flexible software development. It should assume
nothing about the subject software, so that it can be used without prior knowledge of the
(quality of the) software. Moreover, the recovery process should be lightweight, so that no
complex and time-consuming operations are required. All these requirements are bound to
the requirement that the recovery process should be motivating. If the software engineer
is not motivated to use the recovery process, the recovery process has no practical value
and consequently it is useless.

The next chapter proposes a model that satisfies the requirements given here. Chapter 7
proposes a recovery process for collaboration contracts based on that model and Chapter
8 discusses the recovery of reuse contracts. The recovery of architectural components, and
the integration of the model in the tools and in the development environment is discussed
in Chapter 9 and Chapter 10.






Chapter 6

Software Classification

This chapter presents software classification. Software classification is a model, as well as
a technique.

The software classification model is a metamodel that describes how recovered software en-
tities should be modelled to make them tangible in the software development environment.
The model will be used as the foundation of architectural recovery activities presented in
Chapter 7, Chapter 9, and Chapter 10.

The metamodel is divided into two parts. The first part is the participant model. 1t
describes how participants in a collaboration contract are modelled. This model accords
with the theoretical model on reuse contracts. The theory does not say how collaboration
contracts and reuse contracts can be organised, however. The classification model, the
second part of the metamodel, covers those organisational aspects. It defines a flexible
structure to describe and organise software entities. It will be shown how the participant
model fits in the classification model, making the classification model the superstructure
of the participant model. Instead of giving formal definitions, the important concepts in
the metamodel are presented using UML notation [OT197], [Lar98].

The software classification technique is a way to carry out classification. The technique is
based on software classification strategies. The model thus states what the target entities
of software classification are, while the strategies define how these entities can be set up.
Many classification strategies are conceivable, but only four are introduced here: manual
classification, virtual classification, classification with advanced navigation tools, and au-
tomatic classification through method tagging. The latter two deserve more elaboration,
especially with respect to the integration in the software development environment and
their applications in architectural recovery and software evolution. They are presented in
detail in Chapter 9 and Chapter 10.
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6.1 Participant Model

The participant model describes the metamodel concepts that correspond with classes,
methods, method invocations, and acquaintance relationships. In short, it provides con-
cepts to create abstractions of classes found in the source code.

The participant model is the basis for modelling collaboration contracts, because a set of
participants comprises a collaboration contract. The participant model does not include
the concept of a collaboration contract, however. The classification model takes care of
that by representing a collaboration contract as a classification of participants.

The participant model accords with the theory on reuse contracts [Luc97]. The definitions
referred to in the following sections can be found in Appendix A.

6.1.1 A Participant is a View on a Class

The concept of a class is interpreted in different ways, depending on the point of view. A
class can be interpreted as:

The modification of its superclass. A (sub)class is often thought of as the modifi-
cation of its superclass. That means that only the changes with respect to the
superclass (added methods, overridden methods, added instance variables) are con-
sidered. This view on a class is strongly influenced by the mechanism object-oriented
languages employ to define classes: incremental modification of a root class.

The flattened class. A class is more than the modification of its superclass. It is the
result of successive incremental modifications as laid down by its superclass chain.
The flattened class gives “the whole picture”: all methods and instance variables
defined by the class and inherited from the superclasses.

A partially flattened class. In some situations, software developers are only interested
in a partially flattened class chain. For example, in Smalltalk many developers are
not interested in the interface of the root class Object, because it contains a lot of
methods that are required to let every object behave correctly in the Smalltalk en-
vironment. Many methods of Object are metalevel methods that have little bearing
on the correct behaviour of the instances of the subclasses of Object.

A role. A class usually plays several roles, depending on the context in which the class
is used. The roles are reflected in the collaboration contracts in which the class
participates. Typically for each role a different part of the class’ interface is used.
A role is thus a class restricted to a subset of its methods, i.e. a class with partial
interface.

A partially flattened class with partial interface. This view on a class is the com-
bination of the previous two views.
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The last and most general view on a class is adopted by the participant model. A partic-
ipant represents a role played by a partially flattened class in a collaboration contract.

The last view on a class can be used as a representation for the first four views. It can
be used to represent a modification X of a superclass, through inclusion of all methods
in a class chain X..X. It can be used to represent a flattened version of class Y, through
inclusion of all methods in Y’s superclass chain Y..Object (assuming Object is the root
class). In the same vein, it can represent a partial flattened class Y..X, where X is an
arbitrary superclass of Y. Finally, it can be used to represent a role when only part of the
class’ interface is included.

6.1.2 Participant

According to the theory (Definition 9), a participant in a collaboration contract has a
name, an acquaintance clause, and an interface. The acquaintance clause is a set of ac-
quaintance relationships (Definition 10) and the interface is a set of methods (Definition
11).

The participant model accords with the theory. Figure 6.1 depicts how a participant is
modelled.

1 Interface : 1 * Method
. 1
Participant
1 1 Acquaintance Acquaintance
Clause @ — | Relationship
name S

1 Class
Chain

Figure 6.1: Participant

A participant is a view on a partially flattened class. This is reflected by the association
between Participant and Class Chain. Class Chain represents the partially flattened class
of which Participant is an abstraction. Participant is a view because Participant’s Inter-
face may hold only part of the interface of the flattened class, and its Acquaintance Clause
may hold only part of the acquaintance relationships Participant is involved in.
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The associated Class Chain is traceability information. It establishes the link between the
model (design level) and the source code (implementation level). The traceability is new
with respect to the reuse contract theory, in which traceability is not worked-out.

6.1.3 Acquaintance Relationship

Acquaintance relationships are modelled according to the theory. An acquaintance rela-

tionship is an association between an acquaintance name and a participant name (Defini-
tion 10).

Again, the model deviates from the theory with respect to traceability. An Acquaintance
Relationship keeps a link to the source code through an Implementation Stereotype.

Acqguaintance

Relationship
acquaintanceName 1 1 Implementation
participantName Stereotype

Figure 6.2: Acquaintance relationship

An implementation stereotype records how an acquaintance relationship is established
in the source code. There are multiple ways to set up an acquaintance relationship in
source codel. For each of them, there exists an implementation stereotype, as shown in
Figure 6.3. The number and the nature of the stereotypes is language dependent. Note
that implementation stereotypes are not merely types, or tags attached to acquaintance
relationships. They record the link to the source code. For example, the Parameter
Stereotype and the Temporary Stereotype keep a reference to the method in which the
acquaintance relationship is established.

While the theory states that acquaintance names should be unique, in this model this
condition is relaxed. The combination of an acquaintance name and a stereotype must be
unique. The same acquaintance name can be used to refer to different acquaintances, as
long as the corresponding implementation stereotypes are different. This is crucial for ac-
quaintance relationships established in different methods, for instance through parameters
that have the same name.

6.1.4 Method

The interface of a participant holds methods. According to the theory, a method has
a method signature, an abstractness attribute (isAbstract), and a specialisation clause

"How acquaintance relationships are set up in source code will be discussed in detail in Chapter 7.
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Implementation

Stereotype
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Global Receiver
Stereotype Stereotype

Figure 6.3: Implementation stereotypes

(Definition 11). The specialisation clause is a set of method invocations (Definition 12).
As depicted in Figure 6.4, the model follows the theory.

Method
1 1 Signature
Method
isAbstract
1 1| Specialisation 1 Method
Clause o————— Invocation

Figure 6.4: Method

The Method Signature is modelled explicitly so that a Method can be used to model
methods for different languages. Method Signature can then be specialised as depicted in
Figure 6.5.

Since Smalltalk has no type system, Smalltalk signatures are actually nothing more than
the names of the methods (so-called selectors)?. Java signatures carry the method name,
the formal types of the arguments, and the return type.

2 A Smalltalk selector also includes the number of arguments, thanks to the way selectors are represented.
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Method
Signature

A

Java Smalltalk
Signature Signature

Figure 6.5: Method signature

6.1.5 Method Invocation

According to the theory, a method invocation is an association between an acquaintance
name and a method signature (Definition 12). The acquaintance name denotes the receiv-
ing object, and the method signature identifies the message being sent.

The model deviates from the definition by associating an acquaintance relationship with
a method signature, instead of an acquaintance name. This choice is in harmony with the
fact that an acquaintance relationship cannot be uniquely identified by an acquaintance
name, but by the combination of an acquaintance name and an implementation stereotype
(see Section 6.1.3). Moreover, this way of modelling reflects that messages are sent across
acquaintance relationships.

Acquaintance

Relationship
/
Method
Invocation *
Method
1 Signature

invokedMetho
d

Figure 6.6: Method invocation
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6.2 Software Classification Model

While the participant model describes how abstractions of classes are represented, the
classification model focuses on the organisational aspects. It provides concepts to organise
software entities in a flexible way.

6.2.1 Classifications and Items

A classification is an entity in which items can be classified. A classification is thus a
container for items. There are several types of classifications. Some classifications are
very simple. They just hold the items without putting constraints on them. A Smalltalk
category is an example of a classification that holds classes without constraining them.
Other classifications only hold items that have some relationship. A classification with all
subclasses of a certain class is an example of a classification that expresses a relationship
between its items.

Classification % Item

Figure 6.7: Classifications and items

At the highest abstraction level, classifications, items, and their relationship can be mod-
elled as depicted in Figure 6.7. There are no restrictions on the number of items in a
classification and an item may be classified in more than one classification?.

6.2.2 Classifications as Items

Classifications can carry other classifications as items. This is useful to model subclassi-
fications and other kinds of decomposition. For example, an Envy application may have
subapplications, and a classification representing a module may contain classifications that
represent submodules. Figure 6.8 shows how a classification is wrapped with an Itemized-
Classification object to turn it into an object (item) that can be put in a classification.

6.2.3 Classes as Items

It seems obvious that classes are entities that should be classified. After all, they are the
basic entities that are browsed and manipulated by the software engineer. The model
includes a special item that represents a class in a classification. A Class Item holds a
reference to a class in the software system. Class Item is an item that has an interface.
Since other kinds of item may have an interface as well (see Section 6.2.4)%, an intermediate
concept (Item With Interface) is included in the model.

#This accounts for the hollow diamond in the UML diagram, which expresses a shared aggregation.
4Only two items with an interface are used in this document, but software modules and software layers
can also be considered as items with an interface.
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Figure 6.8: Classifications as items
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Figure 6.9: Classes as items
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6.2.4 Participants as Items

The classification of participants in classifications is the link between the participant model
and the classification model. Figure 6.10 shows how participants show up as items. Par-
ticipantltem is a kind of item that represents a participant as an item in a classification.

Item

2

Item With
Interface

A

Participant 1 1 Participant

Item @

Figure 6.10: Participants as items

The use of Participantltem is not restricted to modelling participants in a collaboration
contract. It can be used to classify parts of classes (see Section 6.1.1) in classifications.
This allows the software engineer to reason about partial classes outside the context of
collaboration contracts. For example, Participantltems can be employed to capture the
methods that are changed during a bug fix. The Participantltem then represents the
method changes made to the corresponding class.

6.2.5 Classifications Have a Structure

While some classifications do not expect the classified items to have any relationship, some
classifications do. To express relationships between items, classifications have a structure
that states how the items are related. For the simplest classifications, no structure is
required. For others, a specific structure is necessary. For example, classifications rep-
resenting Smalltalk categories have a Smalltalk Structure, expressing that categories are
nothing but a grouping mechanism without semantics. Classifications holding a complete
class hierarchy would have an Inheritance Structure to express that the Class Items are
related by inheritance.

The structure can also be used to define how the contents of a classification should be
displayed. The items in a classification with a Smalltalk Structure would be displayed
in an alphabetic list; the items in a classification with Inheritance Structure would be
displayed in a hierarchical manner.
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Figure 6.11 shows that each classification has a structure, possibly an explicit NoStructure.

Classification 1 Structure
Smalltalk Inheritance
No Structure Structure Structure

Figure 6.11: A classification has a structure

6.2.6 Classifications Have a Classification Policy

Until now, there were no restrictions on the items that can be put into a classification. In
general, however, not all items can be put in any given classification. For example, Envy
applications may contain classes as well as other (sub)applications, but they cannot hold
Smalltalk categories. Smalltalk categories hold only classes®, no other items. Moreover,
the classes should have unique names.

Therefore, classifications have a classification policy (see Figure 6.12). A classification’s
policy determines whether a given item can be classified in the classification, and whether
items in a classification can be changed (renamed for instance). It is also responsible for
keeping the structure of a classification consistent.

1 Classification

Classification * .
Policy

Smalltalk Policy

No Policy Envy Policy

Figure 6.12: A classification has a classification policy

5With Smalltalk categories, class categories are meant, as opposed to method categories (usually called
protocols).
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Some classifications have no policy, indicating that they can classify all kinds of item. Some
classifications require a special-purpose classification policy, of which some are shown in
Figure 6.12. For example, Envy applications have an associated Envy Policy to ensure
that only Class Items and Envy Applications are classified.

6.2.7 Collaboration Contracts as Classifications

According to the theory, a collaboration contract consists of a name and a set of partic-
ipants, each with a unique name within the collaboration contract (Definition 8). Since
a classification has a name and a classification is a container for items, a collaboration
contract can be represented by a classification of participants with a naming restriction.
A classification with Participant Items only, all having a unique name, models a collabo-
ration contract. The naming restriction is enforced by the Collaboration Contract Policy.
The fact that the participants in a collaboration contract have a relationship is expressed
by the Collaboration Contract Structure. Figure 6.13 collects elements from previous
diagrams to show how a collaboration contract is modelled by a classification.

Classification . * Participant
o Sm— Item
1 1
1
1 1 1
Collaboration Collaboration Participant
Contract Structure Contract Policy P

Figure 6.13: Collaboration contracts as classifications

6.2.8 Reuse Contracts as Classifications

Like collaboration contracts, reuse contracts can be considered as classifications as well.
A reuse contract describes how a collaboration contract is reused to derive a new collab-
oration contract. According to the theory, a reuse contract consists of a name, a provider
clause, a contract type, and a reuser clause (Definition 14). It will be shown in Section
9.4 that the contract type and the reuser clause can be computed automatically from an
initial and a derived collaboration contract. In that view, a reuse contract can be seen as
a classification of two collaboration contracts, of which the contract type and the reuser
clause are virtual (i.e. computed) attributes. Figure 6.14 collects elements from previous
diagrams to show how a reuse contract is modelled by a classification.
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Classification 2| Classification

1 1
This classification
represents a
collaboration contract
1 1
Reuse Contract Reuse Contract
Structure Policy

Figure 6.14: Reuse contracts as classifications

6.2.9 Virtual Classifications

Besides classifications defined by the software developer, there are classifications that are
native, that is, already present in the development environment, or that can be computed
from data retrieved from the environment, or from other classifications.

In order to integrate existing classifications or computed classifications, virtual classifi-
cations are introduced. A virtual classification is a front-end for a native or computed
classification. Examples are:

e categories in a Smalltalk environment

applications in an Envy environment
e a classification holding all classes in the environment

e all senders of a given message

all implementers of a method

In an environment based on classifications, virtual classifications of classes are essential
to bootstrap the use of classifications for software entities that are larger than classes.
Virtual classifications can be exploited to create classifications of entities extracted from
software. These entities are not necessarily classes and methods. They can also be metrics,
search results, or anything else. The inclusion of user-definable virtual classifications (not
shown in Figure 6.15) opens the door to easy and flexible extendibility of the model from
within a development environment.

6.2.10 The Classification Repository

Classifications are stored in the classification repository. The repository is responsible for
the creation, manipulation, consistency and persistency of classifications. Classification
and manipulation of items is done in co-operation with classification policies. The reposi-
tory can be queried for classifications and items. Since items can be classified in different
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Figure 6.15: Virtual classifications

classifications, one important query involves the inverse mapping between items and clas-
sifications. The classification repository maintains inverse classifications (not shown in the
figure below) that are used to process such queries rapidly.

As depicted in Figure 6.16, the classification repository has one privileged classification,
called the root classification. 1t is the classification that holds all other classifications and
items, directly or indirectly.

1 *
Classification > o
Repository 0,1 1 Classification

root classification

Figure 6.16: Classification repository

The classifications in the root classification are referred to as the top-level classifications.
Many virtual classifications are top-level classifications, so that they can be found easily.
Section 9.1.3 explains how top-level classifications show up in the tools that make use of
classification.

6.3 Classification Strategies

A classification strategy is a method for setting up classifications. Many classification
strategies can be devised, ranging from setting up classifications manually, to generating
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classifications automatically.

Four classification strategies are introduced here: manual classification, virtual classifi-
cation, classification with advanced navigation tools, and automatic classification through
method tagging. The first two strategies are straightforward and will not be discussed in
detail. The last two strategies are introduced here, and they will be discussed in detail in
Chapter 9 and Chapter 10 respectively. These chapters will also present the tool support
to perform software classification with the presented classification strategies, and they
will discuss the application of the classification strategies in architectural recovery and in
software evolution.

6.3.1 Manual Classification

Manual classification is the simplest classification strategy: manually putting items in
classifications. The strategy can be employed by the software engineer to organise soft-
ware entities according to his wishes.

Since the software classification model states that items can reside in multiple classifi-
cations, manual classification has a direct application in the creation of multiple views
on software. For example, consider the modules view and the software layers views as
presented in Chapter Four. With the manual classification strategy, the software engineer
is able to create two classifications called ‘Modules” and ‘Software layers’, with subclassi-
fications called ‘Module 1’, ‘Module2’,...and ‘User interface layer’, ‘Domain model layer’,
‘Persistency layer’ respectively. The software engineer creates multiple views on the soft-
ware by putting classes in these classifications. After classification, each classification
represents an abstraction (module or software layer) that was not tangible before.

Manual classification is supported by the Classification Browser, which is introduced in
Chapter 9. The browser provides commands to create and manipulate classifications, and
to classify items in classifications.

6.3.2 Virtual Classification

Virtual classification is a software classification strategy to draw software entities of the
software development environment into the software classification model. The strategy is
based on virtual classifications in the software classification model.

Virtual classification is an automatic classification strategy. The strategy does not require
human intervention. The items of a virtual classification are retrieved from the develop-
ment environment, or they are computed from information retrieved from the development
environment or the source code. Virtual classifications keep themselves consistent, that
is, they re-retrieve or re-compute their items automatically when necessary. Retrieval or
computation is necessary when the classification repository signals changes that affect the
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classifications®.

Virtual classification will be used by the Classification Browser to provide classifications
that serve as starting points for browsing.

6.3.3 Classification with Advanced Navigation Tools

When classification of items is based on the relationships between the items, a simple man-
ual classification strategy is not sufficient. The idea behind classification with advanced
navigation tools is that advanced navigation tools are necessary to browse the possibly
large number of relationships between items. The advanced navigation tools not only pro-
vide excellent support for browsing/navigating relationships; they also provide extensive
support for classification.

Basically, classification with advanced navigation tools is a manual classification strategy.
Based on the results of browsing the relationships between items, the software developer
decides whether items must be classified. He creates the classifications and he puts the
items in those classifications.

The Classification Browser is an advanced navigation tool to browse interaction structures
and to classify classes, methods, acquaintance relationships and method invocations. How
the Classification Browser supports classification with advanced navigation tools will be
explained in detail in Chapter 9.

6.3.4 Automatic Classification Through Method Tagging

In many cases, a manual classification strategy is not a feasible option. For large software
systems it would take a long time to classify all classes by hand, especially when multiple
classifications have to be created according to different points of view on software, of which
some were given in Chapter 4. Often classification of a software system is an activity that
cannot be done by one software engineer alone, since one software engineer seldom knows
the whole system. From a managerial standpoint, such an endeavour is a costly operation,
since it takes a lot of time and possibly many software engineers to accomplish it.

When manual classification is not a valid option for the classification problem at hand,
automatic classification may provide a solution. The question then, however, is how clas-
sification can be done automatically.

The idea behind automatic classification through method tagging is that when software
engineers carry out a development task, for example implementing a new or changed
specification, or fixing a bug, they usually know the context in which changes are made.
They know the module they are changing, the software layer a class belongs to, the

SWhen classifications are integrated in the software development environment, the classification repos-
itory should signal changes to the source code as well as changes to classifications. Section 9.1.1 discusses
the relationship of the classification repository and the system in which it is integrated.
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specification they are implementing, the bug they are fixing, etc. Normally, this knowledge
is kept implicit in the heads of the software developers.

The classification strategy automatic classification through method tagging is based on
making that knowledge explicit, by asking the software engineers to transfer that knowl-
edge in the form of classification information when changes are made. The classification
information is tagged onto the methods that have been changed. These tags are processed
automatically to generate tag-based classifications. The classifications can then be used
in future software development activities.

Since software engineers are usually lazy when (source code) documentation is concerned,
relying on discipline is not realistic. It is up to the software development environment to
make sure that classification knowledge about the software is recorded. Since development
environments are not geared towards software classification, this classification strategy re-
quires changes to the software development environment. The changes are needed to add
support for entering classification information as tags, for processing the tags, and for
storing the generated classifications in the classification repository.

Automatic classification through method tagging is inherently incremental. Each change
to the software increases the (partial) classification knowledge about the changed software
system. For example, suppose that the software development environment asks for the
module of the class each time a class is subject to change. During development, classes
are changed and the module information is recorded in the repository. The more classes
are changed, the more information on their containing modules is available. The repos-
itory constantly grows until all classes have been changed one time or another. At that
point, classification is finished. Note that while incremental classification is going on, the
repository can already be queried, although for parts of the software only.

The generated classifications only hold information that is provided in the tags. Therefore,
the choice of tags determines the applications of this classification strategy. Chapter 10
discusses this classification strategy in detail. It will present the tags that are used in
the context of the broadcast management software, and it will discuss applications of the
classification strategy in architectural recovery and software evolution.

6.4 Summary

This chapter has presented software classification. Software classification has two aspects:
the software classification model and the software classification technique, the latter em-
bodied by software classification strategies.

The software classification model is a metamodel. It consists of two parts: the participant
model and the actual classification model. Each part focuses on another level of granu-
larity. The participant model describes how participants in a collaboration contract are
modelled. Largely, the participant model parallels the theory on collaboration contracts.
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The model deviates from the theory with respect to traceability. Traceability information
is explicitly present for participants and acquaintance relationships. A participant keeps
a reference to the corresponding partially flattened class in the source code. Acquain-
tance relationships have an implementation stereotype that defines the link between the
acquaintance relationship at design level and the way that relationship is established in
the implementation.

While the participant model is concerned with modelling entities found in the source
code, the classification model defines and describes the entities of the superstructure. The
superstructure is a flexible organisational structure, based on classifications and items.
A classification is a container for items. An item can be any software entity. Methods,
classes, and classifications are obvious items, but the classification model is flexible enough
to handle metrics, query results and other entities as well.

The participant model is embedded in the classification model by considering participants
as items, and collaboration contracts and reuse contracts as classifications. Participants
can be looked at as classifications as well. The model defines a participant as a view on
a (partially flattened) class. The methods and acquaintance relationships in the view can
be considered as being classified in the participant. The other ones are not classified.

Four software classification strategies were introduced. Two are straightforward: manual
classification is a strategy to put together classifications manually, and virtual classification
is a strategy to draw existing software entities in the classification model. Classification
with advanced navigation tools and automatic classification through method tagging require
specialised tool support. This chapter only gave an introduction of these two strategies.
They will be discussed in depth in Chapter 9 and Chapter 10.






Chapter 7

Recovery of Collaboration
Contracts

Reverse engineering collaboration contracts is a way to make object interactions buried
in the source code tangible in the development environment. This chapter presents an
incremental approach to recover collaboration contracts based on software classification,
whereby a classification incrementally evolves from an informal aggregation of classes to
a formal description of class collaboration. The chapter discusses issues involved with
the recovery of collaboration contracts, gives an elaborate list of clues, guidelines, and
heuristics to identify key classes and key collaborations, and treats technical matters in
detail.

This chapter treats technical matters concerned with the recovery of collaboration con-
tracts and paves the way for a classification strategy to recover collaboration contracts.
The classification strategy itself, classification with advanced navigation tools, is discussed
in Chapter 9.

7.1 Problem and Overview of the Proposed Solution

The fact that a collaboration contract is an abstraction of the source code gives rise to the
following problems for which the reverse engineering method should provide solutions.

1. If collaboration contracts are to be extracted from the source code, how do they map
on the source code and vice versa?

2. If a collaboration contract is an abstraction of the source code, what abstraction
does it represent? Naively documenting the method invocations between a set of
classes does not necessarily provide useful and meaningful collaboration contracts.

3. How are collaboration contracts discovered in the source code?

4. Is it feasible to extract collaboration contracts from the source code automatically?
If not, what can be extracted and what must be supplied by the reverse engineer?
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5.

Part of the previous problem is interesting enough to treat it separately: the ex-
traction of acquaintance relationships from source code. Finding the acquaintance
objects of an object in the source code is relatively easy. Determining the class of
the acquaintance object is another matter, however, especially in dynamically typed
languages such as Smalltalk.

. How should the reverse engineering process be supported by tools, and how do

collaboration contracts show up in the development environment?

In order to solve these problems, an incremental approach to reverse engineering is pro-
posed here. The problems stated above are addressed as follows:

1.

In their current state, collaboration contracts cannot capture all aspects of the source
code, but the limitations do not restrict their applicability much. Section 7.2 de-
scribes how concepts found in the source code map to concepts in collaboration
contracts.

. A class plays a role in several collaboration contracts. Each of these collaboration

contracts corresponds to a different concern addressed by the class. Therefore, collab-
oration contracts contribute to separation of concerns [HL95]. Section 7.3 discusses
the issues involved with recovery of collaboration contracts.

. The collaboration contract recovery process is a process of source code examination.

It is not easy to find useful and meaningful collaboration contracts in the large set of
object interactions found in the source code. This chapter proposes an incremental
approach to collaboration contract recovery based on software classification. An
elaborate set of guidelines and heuristics for identifying concerns, key classes and
key collaborations is given. Section 7.4 presents the overall method for recovery and
sections 7.4 through 7.8 discuss the identification process.

Collaboration contracts cannot be extracted from the source code automatically, be-
cause the inclusion of classes as participants and the inclusion of method invocations
is based on subjective decisions. However, a large part of a participant in a collab-
oration contract can be extracted from the source code: the interface, including the
specialisation clauses, and even the acquaintance clause (also see the next item).
Section 7.9 explains what can be extracted and how the extraction is achieved.

. Determining the class of an acquaintance object found in the source code sounds

like a typing problem. In a language without explicit types, such as Smalltalk,
this poses a major problem that has been addressed by many [BI82, Joh86, JGZS8S,
Graf9, PS91, BG93, AH95]. Instead of employing a full-blown type inference engine,
or requiring extra type annotations in the source code, a lightweight approach is
proposed here. Section 7.10 explains the computation of the acquaintance classes
based on the required interfaces of the acquaintance objects found in the source code.
This approach is simple, yet produces good results. Moreover, it is fast, and it can
also be applied on source code written in typed object-oriented languages.
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6. The Classification Browser supports the incremental reverse engineering of collabo-
ration contracts: participants in a desired collaboration contract are collected in a
classification, and these participants are subjected to incremental refinement until
a collaboration contract between the participants emerges. The classification that
represents the collaboration contract makes the contract tangible in the development
environment. The Classification Browser is presented in Chapter 9.

7.2 How does Source Code Map on Collaboration Contracts?

Before going into the issues involved with collaboration contract recovery, it should be
clear how concepts found in the source code map on the concepts in a collaboration con-
tract. This knowledge is necessary for best understanding of the subsequent sections.

In their current state, collaboration contracts can be employed to document the source
code of an object-oriented language as follows.

Class interfaces map to participant interfaces. Participants are at the heart of
the collaboration contract model, since they hold all the information. A participant that
describes a class can be given the same name as the class. A participant is not equipped
to hold information on instance variables. A participant has an interface; therefore, it is
suited to describe the interface of a class. In many object-oriented languages the interface
of a class is richer than can be described by the interface of a participant, since the latter
only holds the method signatures and the methods’ abstractness attributes. Language-
specific concepts, such as access restrictions (e.g. public, private and protected in C++),
restrictions on overriding (e.g. the final attribute in Java), and the like, are not recorded in
a participant. On the other hand, participants in the reuse contract model have a richer
interface structure than traditionally seen in object-oriented languages, since a method
signature in the interface of a participant is annotated with a specialisation clause that
records the messages in the method body.

Message sends in method bodies map to specialisation clauses. All messages in
the body of a method are listed in the specialisation clause of that method. A specialisation
clause does not impose any order on the message sends it lists. It just states that the listed
messages may be sent when the method is executed.

Acquainted classes are listed in the acquaintance clause. The classes with which
a class is acquainted, that is of which it requires services, are listed in the acquaintance
clause of the participant that describes the class. Each acquainted class is described by
a participant, of course. The acquaintance clause only states which participants are ac-
quaintances of a target participant. It does not state any specifics about the acquaintance
relationships. For instance, the acquaintance clause does not state the multiplicity of the
acquaintance relationships.
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Apart from the restrictions mentioned above, assignments in method bodies are not
recorded in a reuse contract. Table 7.1 summarises the mapping from object-oriented
language concepts onto collaboration contract concepts.

‘ Language Concept Collaboration Contract Concept ‘

Class Participant
Method in class Method signature in interface of participant
Message sends in method body Specialisation clause associated with method
signature
Abstract method Abstractness attribute of method signature
Acquainted class Participant
Acquaintance relation
Instance variables not recorded
Assignments in method bodies not recorded
Order of message sends/control flow | not recorded
Kind of acquaintance relations not recorded
Other (language-specific) concepts not recorded

Table 7.1: Mapping from language concepts onto collaboration contract concepts

7.3 Issues in Recovering Collaboration Contracts

Naively recovering collaboration contracts may lead to useless and meaningless collabora-
tion contracts. Several issues have to be taken into account in order to produce ”good”
collaboration contracts. The issues discussed here have an impact on the recovery process
presented later.

7.3.1 A Collaboration Contract is a Unit of Reuse

In the reuse contract model, a collaboration contract plays the role of the provider clause
in a reuse contract and a reuse contract states how that provider clause is reused. The
collaboration contract is thus the unit of reuse.

Reusability increases when the units of reuse are small. The less dependencies between the
different units, the more reusable these units are. This also holds for collaboration con-
tracts. A large collaboration contract states many dependencies between classes. Reusing
a large collaboration contract may require many adaptations, possibly breaching the con-
tract’s design. By keeping collaboration contracts small, they can be varied more easily.
The collaboration contract model does not state anything about the size of a collaboration
contract!. It is up to the software engineer to determine the ideal size of collaboration
contracts.

'The research on the collaboration contract model suggests that collaboration contracts should not have
more than seven participants, but no hard evidence exists that this suggestion is good or bad.
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7.3.2 Where to Start and Where to Stop

When a software engineer is confronted with a piece of software in which he should find
his way, it is not easy to find a starting point. Any available software documentation, like
analysis documents, design documents, etc, may significantly help to find an entry point
in a large and complex software system. When such documentation is not available —
not a rare case in practice — the software engineer should have at his disposal a set of
guidelines that help him to search for starting points.

When starting points have been found, the next question is where to stop. Simply adding
all methods and method invocations found in the source code does not produce good
results. Since collaboration contracts are units of reuse, one should strive for a set of
collaboration contracts that describe the different aspects of a software system, that use
each other to achieve global behaviour, and that can evolve separately.

7.3.3 Level of Detail

A software system can be looked at from different levels of abstraction. A software en-
gineer likes to look at software from different angles, so he likes to have collaboration
contracts that describe a software system at different levels of granularity.

For example, while collaboration contracts at the class level (participants represent classes)
are useful, a software engineer likes to have collaboration contracts at module level (par-
ticipants represent modules), or software layer level (participants represent layers) as well.
This means that larger architectural building blocks need to be considered as compo-
nents that invoke each other’s operations. Very interesting in this context is the mapping
from invocations between these components on invocations between objects that consti-
tute those components.

In this work however, the recovery of collaboration contracts is restricted to the class level,
although the concepts and the mechanisms to handle larger-scale components (classifica-
tions as components) are available. Recovery of collaboration contracts for larger-scale
components is deferred to future work (see Section 13.3.1).

7.3.4 Coding Practice and Coding Conventions

A reverse engineering process cannot make assumptions about the quality of the examined
source code. It should be robust towards bad coding practice. A good example is the bad
use of super sends. The coding rule says: ”A method x should only perform a super
send of x, not of y.” The use of bad super sends in a class indicates badly decomposed
(and thus difficult to reuse) methods in the superclass. The reuse contract model expects
methods to conform to the rule above. The reverse engineering process, however, should
not break when a bad super send is encountered. Instead it should indicate the problem
and propose a solution to make the source code agree with the conditions imposed by the
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reuse contract model.

Much software is crammed with coding conventions. Development teams often define nam-
ing conventions for classes, methods, variables and types. A reverse engineering process
should exploit these conventions to the fullest.

7.3.5 Tool Support

Tool support is very important in reverse engineering, because it is very hard to manage
the number of classes and dependencies in a large and complex software system manually.

Finding starting points for the recovery of collaboration contracts should be supported
by giving clues in the user interface and by supplying powerful query facilities. Reverse
engineering tools should not only support the recovery process. They should also provide
a means to organise the results of the recovery process, so that the results can be consulted
later, and so that they can be used for further recovery activities. Reverse engineering
is a recurrent software development activity. Reverse engineering tools should thus be
integrated into the software development tools, so that the software engineer can record
and consult recovered documentation with the tools he is accustomed to.

7.4 Incremental Recovery Based on Software Classification

The overall method for collaboration contract recovery is based on the application of
classifications. Classifications are used to recover collaboration contracts in an incremental
way, from an informal aggregation of classes to a formal description of class collaboration.
The idea behind incremental recovery is that a classification passes through four stages
during collaboration contract recovery (also see Figure 7.1).

Stage 1: a classification of classes. The initial classification holds a set of classes found
in the source code.

Stage 2: a classification of participants. The classification holds participants, each
corresponding to a partially flattened class (see Section 6.2.3), and each having a
partial interface of that partially flattened class.

Stage 3: a classification of acquainted participants. The classification holds par-
ticipants, each with a partial interface of the corresponding partially flattened class,
and each with an acquaintance clause (including traceability information in the form
of implementation stereotypes).

Stage 4: a classification that represents a collaboration contract. The classifica-
tion represents a collaboration contract. This means that each participant holds
a partial interface of the corresponding partially flattened class, an acquaintance
clause, and a specialisation clause for each method.
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Figure 7.1: Incremental recovery of collaboration contracts
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In stage 1, the classification has no special semantics. It is nothing more than an informal
grouping of classes found in the source code. Each transition from stage N to stage N +
1 produces an increasingly formal description of the target collaboration contract. The
transitions are based on the following procedure:

The reverse engineer decides on the target participants, and edits their in-
terfaces and their acquaintance clauses through classification. Specialisation
clauses are not edited. They are computed automatically from the interfaces
and the acquaintance clauses.

The decision on the target participants results in the initial classification of stage 1.

Transition to stage 1. Collaboration contract recovery starts by identifying the con-
cern of interest for which collaboration contracts are to be recovered. The process
proceeds by identifying the classes that play a role in that concern. These key classes
are then subjected to further examination. The identification of concerns is discussed
in Section 7.5. The identification of key classes is discussed in Section 7.6.

Three transitions incrementally transform the initial classification of classes into a repre-
sentation of a collaboration contract.

Transition 1 — 2. Since collaboration contracts hold participants, not classes, this tran-
sition is the first step to turn the informal grouping of classes into a classification
that will be used to recover a collaboration contract. A participant is a view (a fil-
ter) on the corresponding partially flattened class. Its interface holds only methods
that are of interest in the context of the target collaboration contract. To make the
transition, first the classes from stage 1 are classified as participants in the collab-
oration contract (the classes are removed because they are not needed anymore).
Then, methods are added to the interfaces of the participants by classifying them
in the participants. The identification of methods involved in key collaborations is
discussed in Section 7.7.

Transition 2 — 3. When the set of participants has been determined, the acquaintance
relationships between the participants can be formalised. The source code level ac-
quaintances referenced in the methods of a participant are added to the acquaintance
clause by classifying them in the participant. For each acquaintance, traceability in-
formation is recorded in an implementation stereotype, so that a link between the ac-
quaintance relationship and the source code is maintained. The acquaintance clause
is completed after determining the acquaintance classes. For each acquaintance, the
participant corresponding to its acquaintance class is recorded in the acquaintance
clause. The identification of acquaintances is discussed in Section 7.8.

Transition 3 — 4. At this point, only the specialisation clauses of the methods in the par-
ticipants must be determined in order to transform the classification into a complete
representation of a collaboration contract. Based on the methods and the acquain-
tance relationships in the participants, the specialisation clauses extracted from the
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source code can be computed automatically. All source code level acquaintances
that are not part of the acquaintance clauses, and all messages that are not part
of the interfaces can be ignored. The remaining method invocations are recorded
in the specialisation clauses of the participants’ methods. A well-formedness check
concludes the incremental recovery of the target collaboration contract.

Although the presentation above suggests a sequential process to recover collaboration con-
tracts, in practice these transitions happen concurrently for different participants. After
all, finding key collaborations may result in a better understanding of the software which
in its turn may spawn concerns that were not known before. While browsing interactions
between classes, a reverse engineer may find co-operating classes that were not known to
co-operate, and the identification of these key classes may again lead to newly discovered
concerns. Therefore, the process of recovering a collaboration contract cannot be divided
into sequential steps. The steps usually take place concurrently while the reverse engineer
is browsing the source code.

Consequently, the state of a classification might not be as clear-cut as presented here.
Classifications may be in a state that corresponds to a mix of stage 2 and stage 3. Some
participants may already have an interface and an acquaintance clause, while others may
not.

The recovery process presented here, and elaborated in the next sections, is not a ready-
made solution to reverse engineering collaboration contracts, as the decision to include or
exclude participants and methods in a collaboration contract highly depends on the subject
software and on subjective criteria. Recovering a good collaboration contract requires some
experience, just as creating good classes requires some expertise. Although it is hard to
define a clear-cut method for collaboration contract recovery, a set of guidelines and clues
can be given to steer the recovery process. The following sections first discuss clues and
guidelines that help with identifying concerns, key classes and key collaborations, and then
explain which acquaintances and therefore which method invocations are interesting to be
included in a collaboration contract.

7.5 Identifying Concerns

As indicated by Sections 2.8.2 and 2.8.3, the behaviour of a class often has many aspects,
and each aspect corresponds with a role played in a collaboration contract. A collabora-
tion contract consists of several participants, each playing their role. The collaboration
between the participants expresses that the participants share a concern for which each
provides part of the solution. The collaboration contract describes how the participants
address that concern. The different concerns of a class are separated by formalising the
different collaboration contracts in which the class plays a role.

For example, the concern ‘undoing commands’ corresponds to the task ‘add an undo fea-
ture to the application’. All methods that have behaviour to set up an undo context
(typically before an undoable command is executed) or that execute an undo command
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are part of the ‘undoing commands’ concern. The ‘undoing commands’ concern is an ex-
ample of a concern that spans several classes (typically all command classes).

The ‘intent’ section in the pattern form that describes a design pattern typically states the
task corresponding to a non-functional concern. For example, the intent of the State de-
sign pattern reads: ” Allow an object to alter its behaviour when its internal state changes.
The object will appear to change its class.” [GHJV94].

Since collaboration contracts address a concern, it is obvious to look for concerns during
recovery of collaboration contracts. When concerns addressed by the software are known in
advance, the recovery process can be driven by those concerns and collaboration contracts
can be recovered in a top-down fashion. When no concerns are known, recovery proceeds
in a bottom-up fashion: concerns are discovered by examining object interactions in the
source code.

7.5.1 Top-Down Identification

Top-down identification of concerns is possible when concerns are known before source
code examination starts. When documentation about the target software is available, it
must be exploited to the fullest to identify concerns that may drive the recovery process.
A concern may cover a large part of the software, so that decomposition of the concern is
recommended. The documentation may or may not provide insight into possible subcon-
cerns. If it does, the initial concern can be decomposed easily. If it does not, decomposition
proceeds by source code examination.

Top-down identification can also be applied when the problem domain and the (top-level)
concerns involved are known.

A good example of top-down identification of concerns comes from an experiment? to set up
collaboration contracts for the user interface builder framework of VisualWorks\Smalltalk.
Based on a developer’s guide [How95], students have identified the major concerns involved
with opening an application with a graphical user interface. Partial results are shown in
Figure 7.2.

Documentation may not cover all concerns addressed by the software. In that case,
bottom-up identification is necessary. Experience shows that the top-down and bottom-up
approach are often applied together to identify concerns.

Top-down identification based on documentation often gives insight into the classes that
address the identified concerns. This means that key classes have already been identified.

7.5.2 Bottom-up Identification

When no software documentation is available, concerns can only be deduced from the
source code. This kind of identification is driven by identifying key classes (see Section

?Last year students were asked to document software with collaboration contracts. The software was
unknown to them and they had to use the Classification Browser to recover collaboration contracts.
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Figure 7.2: Example of top-down identification of concerns

7.6).

7.5.3 Extra Clues in Smalltalk

A Smalltalk system provides some information not found in other environments that may
be exploited for the identification of concerns. While Smalltalk class categories are prob-
ably too coarse-grained to be good clues for identification of concerns, names of method
protocols may be extremely helpful. Method protocols often have a name that corresponds
to some aspect of the behaviour defined by the class that can be identified as a concern.
Examples are: ‘printing’, ‘displaying’, ‘updating’. Many of the method protocols are found
on many classes in the Smalltalk system, indicating that there are concerns that apply to
many classes. Since all classes in Smalltalk inherit from the same root class, there are even
concerns that are shared by all classes in the system. A good example is the ‘printing’
concern that refers to the methods printString and printOn:. If a developer likes to see
a descriptive printable string in the development tools for instances of a class, the method
printOn: on that class should be implemented. Another example is the ‘conversion’ con-
cern expressed by the ‘converting’ protocol: it contains conversion methods (typically of
the form asXXX) for doing arithmetic with numbers of different classes. If a new number
class is added to the system, conversion methods must be added for the new class, as well
as for the existing classes.

A method may play a role in several concerns, but a method in Smalltalk can be categorised
in only one protocol, so method protocols do not always indicate all concerns addressed
by a method.

7.6 Identifying Key Classes

When analysing a complex software system to recover collaboration contracts, it is hard
to find a starting point. Identifying some key classes is the crucial first step in the design
recovery process. Examining these key classes may result in more key classes. This section
discusses the techniques that can be applied to find key classes.
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A software development environment should be able to supply a software engineer with
all the crucial clues that can be extracted from the source code to support him in his
detective work. Most development environments do not supply that information, however,
and therefore many of these techniques are based on heuristics and coding conventions.

7.6.1 Problem Domain Concepts

Many software developers use classes that map directly to concepts in the problem do-
main. Moreover, such classes typically carry a name that is the same as the name of
the concept they represent. Classes that map directly to problem domain concepts are
mostly concrete classes. Therefore, it is likely that such a class concretises or adapts a
collaboration contract that is defined for an abstract or a concrete class on its superclass
chain.

This observation leads to the following heuristics when the software engineer is concerned
with understanding the domain model implementation: classes with names that map to
names in the problem domain are probably important classes in the software architecture
and are worth looking at when searching for collaboration contracts. This heuristics
produces very good results in the presence of the original analysis documents, because the
problem domain names are readily available. In absence of such documents, the software
engineer must fall back on his experience and his general knowledge about the problem
domain.

7.6.2 Abstract Classes

When looking for a design framework, the identification of abstract classes provides useful
information. An abstract class has three kinds of methods: abstract methods, template
methods and concrete methods. Abstract methods are methods without implementation.
One abstract method is enough to make the containing class abstract. Template methods
are methods that invoke abstract methods, directly as well as indirectly, and on the class
as well as on other classes. Concrete methods are all other methods.

Template methods define the design of the abstract class: they lay down how the behaviour
of the class’ instances is defined in terms of abstract methods that should be defined by
the subclasses of the abstract class. Due to the capability of defining an abstract design
that should be followed by its subclasses, abstract classes play an important role in the
architecture of a software system. Therefore, abstract classes are important to be consid-
ered when one searches for collaboration contracts.

Spotting abstract classes in a class hierarchy may not be easy, since development envi-
ronments usually do not give any indication in that respect. The names of the classes
may help, however. Many developers use names of abstract classes that contain the word
‘abstract’. Names of abstract classes typically refer to abstract concepts, or concepts that
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are generalisations of the concepts represented by the subclasses. When the team that
developed the software has defined naming conventions, these would also help a lot in
spotting abstract classes.

Although these are not foolproof heuristics, they might help when the software develop-
ment environment fails to provide crucial information on the abstractness of classes and
methods. Ideally, a development environment should provide a query mechanism to find
abstract classes.

7.6.3 Classes with Many Subclasses

A class with many subclasses is a good starting point to look for collaboration contracts,
because the fact that it has many subclasses means that the class has many variations. In
general, these variations are reflected in variations in the collaborations with other classes.

Classes in a class hierarchy often interact with classes from a parallel class hierarchy. The
Model-View-Controller framework [KP88] is a good example thereof: classes from three
class hierarchies (Model, View and Controller) work together to define the behaviour of a
widget. Increased reusability and the ability to evolve the different class hierarchies sepa-
rately are the reasons behind the division of behaviour into several classes. The division
of behaviour gives rise to an interaction between the different classes to achieve the global
behaviour. That interaction is the collaboration contract in which the reverse engineer is
interested.

The collaboration contract laid down by the root classes is subject to adaptation by their
subclasses. Figure 7.3 shows a situation in which the interaction between the root classes
of two parallel class hierarchies is defined in a collaboration contract. Two subclasses of
the root classes adapt the collaboration contract to fit their needs and two other subclasses
adapt the collaboration contract again.

original collaboration contract

<

>

adapted

collaboration contract

< adapted collaboration contract

>

Figure 7.3: Collaboration contracts often exist in parallel class hierarchies

Collaboration contracts can be adapted by implementing abstract methods, adding meth-
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ods, and overriding methods. The latter adaptation indicates that identifying classes with
many subclasses is linked with identifying frequently overridden methods (see Section

7.7.3).

7.6.4 Classes that Participate in Design Patterns

A design pattern is a recurring solution to a standard problem [SFJ96]. Design patterns
are described according to the design pattern form, a structured documentation format in
which each section describes a different aspect of a pattern. Two sections are of particular
importance in this context. The ‘Structure’ section gives a graphical representation (class
diagram) of the classes that participate in the pattern. It may also include interaction
diagrams to illustrate object interaction. The ‘Collaboration’ section explains how the
participants in the design pattern collaborate and divide responsibilities. The section of-
ten clarifies collaborations that can be found as pseudo-code in the structure diagram.

Therefore, design pattern catalogues are an important source of information for collabo-
ration contract recovery. When software is documented with design patterns, even if that
documentation is in fact nothing more than a list of class names connected to a design
pattern name, this immediately sheds light on the key classes in the collaborations that
exist between them, as described by the design pattern. The key collaborations can easily
be read from the design pattern description (also see Section 7.7.5).

7.6.5 Classes or Instances Returned by Factory Methods

A factory method is a method that returns a class (in object-oriented languages in which
classes are first-class citizens, such as Smalltalk) or an instance of a class (in all object-
oriented languages, but certainly in languages in which classes are not first-class citizens,
such as C++). Factory methods are introduced by developers to avoid hard-coding of
class names in method bodies. The result is an increase in reusability, because subclasses
can override the factory method and return another class or instance without having to
change the sites where the factory method is invoked.

Factory methods are important because they explicitly state what the acquainted classes
of the target class are. They are invoked to set up an acquaintance relationship. Factory
methods are thus important methods to look at when searching for key classes for collab-
oration contracts.

As is the case for abstract methods, development environments usually do not indicate
whether a method is a factory method. Therefore, developers look for factory methods
based on heuristics. In object-oriented languages with first-class classes, factory methods
typically carry names matching xxxClass, where xxx is the name of a concept (often a
class name), for instance programmeClass. In object-oriented languages in which classes
are not first class citizens, factory methods typically carry names matching makeYYY,
createYYY, or newYYY, where YYY is the name of the concept (often a class name), for
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instance createProgramme.

The factory method has been included as design pattern in the gang-of-four design patterns
catalogue [GHJV94]. Due to the book’s popularity, many developers use the naming
conventions described there (and here), so that most factory methods are easily spotted
in a class implementation.

7.6.6 Abstract and Concrete Factory Classes

Related to factory methods are abstract factory classes. An abstract factory (also a de-
sign pattern) provides an interface for creating families of objects, while a factory method
provides an interface for creating a single object only. Abstract factories consist of several
abstract factory methods. Concrete factory classes inherit from abstract factory classes
and override each abstract factory method to return a family-specific class. One major
advantage of using abstract factories is that the factory can be changed, even at runtime.
This results in high flexibility.

Recognising concrete factory classes is crucial, because they list all the classes or objects
that together form a family. Since classes in a family are usually closely related and collab-
orate to achieve some family related behaviour, concrete factory classes supply key classes
that should be further explored in the search for collaboration contracts.

Finding abstract and concrete factory classes is again based on naming conventions. The
name of a class that implements a factory typically matches xxxFactory or xxxFamily
(also AbstractXXXFactory for an abstract factory), or has a name that corresponds to an
important problem domain concept that defines a family. For instance, the class TVSite
could be an abstract factory class for a family of site-specific classes with factory methods
programmeClass, weekViewClass, etc.

7.7 Identifying Key Collaborations

7.7.1 Template Methods

When a template method invokes abstract methods of the same class, it implements a
collaboration contract in which the class is the only participant. If a template method
invokes abstract methods of other classes, it implements a collaboration contract with
other classes.

Template methods define a piece of the abstract behaviour of their containing class. The
fact that the abstract class defines how the method’s behaviour is distributed over several
methods and that some behaviour must be supplied by the subclasses (by implementing
the abstract methods), means that a template method always implements (part of) a col-
laboration contract.
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Spotting template methods is not easy, since the body of a method must be examined
to determine whether one of the invoked methods is an abstract method. Ideally, a soft-
ware development environment should give an indication whether a method is a template
method.

7.7.2 Method Invocations Between Key Classes

Besides the invocations of abstract methods by template methods, in general method
invocations between key classes should be examined to determine whether they should be
included in the target collaboration contract. The choice to include an invocation is made
by the software engineer, who decides based on his experience and his knowledge about
the software system.

7.7.3 Frequently Overridden Methods

Looking for frequently overridden methods is connected with spotting classes with many
subclasses, as described in Section 7.6.3. Frequently overridden methods in a class hierar-
chy indicate that some collaboration contract is implemented differently by many classes.
When the subclasses do not conform to the collaboration contract defined at the top of
the class hierarchy, the collaboration contract has many variations. The many variations
make the collaboration contract very interesting for further examination.

7.7.4 Invocations of Methods with the Receiver as Argument

A method that sends a message to another object with the receiver (self in Smalltalk or
this in Java) as argument, is a very important clue in finding a collaboration contract.
When such a method is found, it is very likely that the invoked method sends a message
back to the originating object. If that is the case, a collaboration contract between two
classes has been found.

When an object sends a message to another object with itself as argument, the first object
sets up an acquaintance relationship between the other object and itself. The acquaintance
relationship that is established at message sending time may be prolonged, depending on
what the two objects do with it. The following three cases can be distinguished for a
message object2 msg: self sent by an object objectl:

Volatile acquaintance relationship. If the argument of the message is not stored by
object2, objectl establishes a volatile acquaintance relationship from object2 to
objectl.

One-way volatile acquaintance relationships are set up when objects delegate be-
haviour to other objects that need the sending object to achieve that behaviour.
These acquaintance relationships are typically encountered after refactoring a large
and complex class. The original behaviour of the complex class is spread over several
new classes and the objects that delegate behaviour to the appropriate objects pass
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themselves along. This is also the basis for the implementation of several design
patterns, such as State and Strategy for instance, and for double dispatching tech-
niques in languages that do not support double dispatching directly.

Consider the simple Smalltalk example with two classes shown in Figure 7.4. Class
Employee implements method salary which sends the message salaryFor: with
the receiver (self) as argument to the result of the company message to itself.
Class Company implements salaryFor: by sending baseSalary to its argument,
so that the original employee object receives that message. This clearly shows the
collaboration contract between class Employee and class Company to compute the
salary of an employee.

Cl ass Enpl oyee C ass Conmpany
sal ary sal aryFor: anEnpl oyee
Nsel f conpany sal aryFor: self NanEnpl oyee baseSal ary

+ self raiseFor: anEnpl oyee
baseSal ary
~50000

Figure 7.4: The receiver as argument is a clue for finding a collaboration contract

One-way lifetime acquaintance relationship. If msg: is a mutator message (see Ap-

pendix B for the definition of accessor and mutator messages), and if object1 does
not keep a reference to object2, objectl establishes a one-way lifetime acquain-
tance relationship between object2 and objectl. The acquaintance relationship
established by sending msg: is lost. If objectl should keep a reference to object2,
then the next case applies.

One-way lifetime acquaintance relationships are set up when objects are composed
into bigger wholes, typically through object creation, or when object2 has to do
something for which it needs a long-term binding with objectl.

An example of the former case is found in the Adaptor design pattern. When
objectl creates an Adaptor for itself, it typically performs Adaptor on: self,
where Adaptor is a class and on: is an instance creation message that returns a new
Adaptor instance with objectl stored in an instance variable. The acquaintance
relation from the Adaptor object to objectl exists for the lifetime of the Adaptor
object.

An example of the latter case is found in the Builder design pattern. Builders are
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typically objects that exist for a short period in which building of a data structure is
performed. When objectl needs a Builder to build a datastructure based on data
retrieved from it, it configures a new Builder object by sending it a mutator message
with itself as argument. For instance: aBuilder source: self, where aBuilder
holds an instance of the Builder class. The acquaintance relation from aBuilder to
objectl exists for the lifetime of aBuilder.

Mutual lifetime acquaintance relationship. If msg: is a mutator message and if
objectl keeps a reference to object2 as well, a mutual lifetime acquaintance rela-
tionship is established. Mutual lifetime acquaintance relationships are set up when
the composition of the objects represents a bigger whole of which the behaviour is
distributed among the objects, but requires a tied co-operation to achieve it.

A well known example comes again from the Model-View-Controller triad. A View
and a Controller are intimate partners in achieving input and output behaviour of
a widget. When a View is instantiated, the new View instance creates the corre-
sponding Controller object and stores it in an instance variable. The View object
then asks the Controller object to store it through self controller view: self.
From that moment, the two objects know each other for life.

The cases above clearly indicate that invocations of methods with the receiver as argu-
ment are important in object composition and delegation. The recursion makes these
object interactions very interesting for examination during collaboration contract recov-
ery. Spotting the receiver as argument requires method body examination. Ideally, a
software development environment should provide a query mechanism to find them, or at
least give an indication of receiver arguments.

7.7.5 Collaborations in Design Patterns

As already mentioned in Section 7.6.4, design pattern catalogues clearly state what the
major interactions between design pattern participants are. If it is known that some classes
play a role in a design pattern, the interactions found in the catalogue help to find the
corresponding method invocations in the source code. These invocations are part of the
collaboration contract, or contracts, that are (implicitly) present in the design pattern.
Note, however, that the interaction structure found in the design pattern catalogue does
not necessarily have a one-to-one correspondence in the source code. Design patterns can
be implemented in several ways, often only partially. The result is that the target collabo-
ration contract may deviate from the interaction structure suggested by the design pattern.

Finding classes that play a role in a design pattern may not be simple. Naming is again an
important indication. For instance, classes that play the role of the composite in the Com-
posite design pattern often have names starting or ending with ”composite”. The same
holds for ”policy” or ”strategy” in names of classes that play the role of the strategy par-
ticipant in the Strategy design pattern. Other ways to find classes participating in design
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patterns relies on clues found in the source comments or any other form of documentation,
and (as always) the general knowledge of the software system.

7.8 Identifying Acquaintances

A collaboration contract does not hold classes; it holds participants that represent roles
played by classes. Each participant knows other participants through acquaintance rela-
tionships. Methods in a class may send messages to acquaintance objects of which many
may not be of importance for a collaboration contract. This section discusses which ac-
quaintance objects are important to include as participants and which are not. Acquain-
tance relationships are name — participant pairs. This section also proposes a naming
scheme for the participants to which a given participant is acquainted.

7.8.1 Source Code Level Acquaintances

Acquaintance relationships play a very important role in collaboration contracts, because
they define the participants to which a participant is allowed to send messages.

In order to document acquaintance relationships, it is necessary to define clearly what an
acquaintance is. According to Agha [Agh86], the acquaintances of an object are all ob-
jects the object has knowledge of, or can directly refer to. In an object-oriented language,
acquaintance relationships can be realised in several ways: through instance variables,
through method arguments, through temporary variables, through global variables, and
through object creation. Objects can be created in two ways: by sending an instance cre-
ation message to a class and by writing down a literal object. Acquaintance relationships
also originate from message sending, where the returned object is an acquaintance of the
sending object. The Law of Demeter stresses the importance of recognising different kinds
of acquaintances.

The Law of Demeter (class form) [Lie96].
Inside an operation O of class C' we should call only operations of the following classes,
called preferred supplier classes:

e the classes of the immediate subparts (computed or stored) of the current object;
e the classes of the argument objects of O (including the class C' itself);

e the classes of objects created by O.

So when programs conform to the Law of Demeter, the only acquaintances an object is
allowed to have are held in the object’s instance variables, passed as method arguments,
returned by self sends, and created by the object.

Not many programs obey the Law of Demeter and consequently many object-oriented pro-
grams are littered with expressions such as self window topComponent menubar someMessage.
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The question that immediately rises is what acquaintance relations are important here for
the collaboration contract that is to be reverse engineered from the source code. Is only
the resulting object from the compound message expression self window topComponent
menubar important, or are all intermediate objects (the results from self window and
self window topComponent) important as well? If all intermediate objects are impor-
tant, they all need a name for reference in the collaboration contract.

Consider self window topComponent menubar height: 25. This message expression
consists of several messages. The top level message height: 25 is sent to the result of
three consecutive messages: window, topComponent and menubar. Looking at this mes-
sage expression in isolation, we assume that the sender of the compound message is not
interested in the results (objects) of the intermediate messages. The sender is only inter-
ested in the object to which it sends the height: message. Therefore, the resulting object
from the menubar message is the only acquaintance of importance to the sending object.
The compound message expression self window topComponent menubar is the way the
acquaintance relationship between the sending object and its acquaintance is set up.

When considering the whole scope in which such compound message expressions, or parts
thereof, can occur, it is possible that the results of the intermediate messages become im-
portant to be considered acquaintances as well. For instance, when the same, or another
method contains the message expression self window topComponent width: 150, the
result from the compound message expression self window topComponent is also an ac-
quaintance of the sending object.

The above discussion leads to the following definition of an acquaintance for the purpose
of software documentation by means of collaboration contracts.

Definition 2 (Direct acquaintance of an object)
A direct acquaintance of an object O of class C is one of the following:

e the object O itself;
e objects held in O’s instance variables;
e objects that result from sending messages to O (i.e. results of self sends);
e objects passed as arguments of methods in C;
e newly created objects in methods in C;
e objects stored in temporary variables in methods in C;

e objects stored in global variables.

Note that this definition defines the direct acquaintances of an object to be the instances
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of the preferred supplier classes, as defined by the Law of Demeter, together with the
objects stored in temporary and global variables.

Definition 3 (Indirect acquaintance of an object)

An indirect acquaintance of an object O of class C is the object that is the receiver
of the message msg,+1 in a compound message expression <direct acquaintance>
msg; msgy ...msg, msg,ii in a method in C, according to the following conditions:

e <direct acquaintance> is a reference to a direct acquaintance, different from

O itself;

e <direct acquaintance> msg; msg; ...msg, msg,41 is a top level message,
that is, it is not the receiver of a message expression;

e n > 1.

This definition does not say anything about the receivers of the intermediate messages. The
receivers of messages msgy, msgs, ..., msg, arethus not considered to be acquaintances.
There are no indirect acquaintances if all methods of a class obey the Law of Demeter.
These two definitions define the acquaintances of an object as being the objects to which
the object is able to send messages. The direct acquaintances are the objects to which the
object can refer directly in a method, while the indirect acquaintances are all the objects
that are results of messages sent to the direct acquaintances.

Definition 4 (Acquaintance)

An acquaintance of an object O of class C is a direct acquaintance of O or an
indirect acquaintance of O.

Definition 5 (Acquaintance Class)

An acquaintance class of a class C is the class of an acquaintance of any instance of
C. The term acquaintance class is qualified with direct and indirect to refer to classes
of direct acquaintances and indirect acquaintances, respectively.

7.8.2 Categorisation of Source Code Level Messages

The previous section defined what the source level acquaintances of an object are. Many
source level acquaintances are not interesting enough to be included in a collaboration
contract, however. Since collaboration contracts are concerned with a collaboration be-
tween participants, it is natural to define acquaintances as the receivers of the messages
that are to be considered for inclusion in a collaboration contract. The question then, of
course, is what messages are important to be included in a collaboration contract. This
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question cannot be answered easily, because the answer strongly depends on several sub-
jective considerations: the desired level of detail, decomposition in several collaboration
contracts, choice of the concern to be documented, etc. What can de done, however, is
to state which messages should certainly not be included in a collaboration contract. The
complementary messages are then the only ones that should be considered for inclusion.
This section categorises the messages that can be found in the source code and discusses
why certain messages should not be included. The next section defines collaboration con-
tract acquaintances based on this categorisation.

For the purpose of documenting software with collaboration contracts, we recognise the
following categories of message expressions.

Navigation messages. When source code does not conform to the Law of Demeter, the
source code often contains compound message expressions. An important observa-
tion is that many of these compound message expressions are in fact expressions to
navigate an object structure, where each message in the expression is an accessor
message (see Appendix B for a definition of accessor messages). Navigation code is
bad for reuse, because it creates unnecessary data dependencies among objects. It is
also bad for maintenance, because by definition navigation code is scattered all over
the source code, thereby giving responsibilities to clients that should only reside with
the object. Despite these clear disadvantages, navigation code is frequently encoun-
tered in software, making it an important factor to reckon with in the collaboration
contract recovery process.

Navigation messages are used to set up acquaintance relationships, and therefore
they seldom contribute to a collaboration. Navigation messages are implemented
by accessor methods. Accessor methods come in several flavours, but their common
property is that they return an object without taking part in any interaction with
other objects. Since they are commonly used to access a stored object, accessor
methods are seldom overridden in a subclass, making it uninteresting to include
them in a collaboration contract.

Since navigation code usually does not contribute to the essence of a collaboration
contract, navigation code should be recognised in the source code so that inclusion
in a collaboration contract is avoided.

Messages to rock-bottom objects. In pure object-oriented languages, such as Small-
talk, rock-bottom objects, such as numbers, characters, strings and Boolean values
are also objects. In that case, rock-bottom objects are identified as source code level
acquaintances. However, rock-bottom objects do not take part in collaborations
with other, non-rock-bottom objects, due to their general-purpose nature. Since
rock-bottom objects do not interact with other objects except other rock-bottom ob-
jects, and since messages to rock-bottom objects return other rock-bottom objects,
messages to rock-bottom objects are not interesting for inclusion in a collaboration
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contract.

Note that rock-bottom objects do not exist in impure object-oriented languages.
Consequently, messages to such object are not found there and will never show up
in a collaboration contract anyhow.

Messages to literals. Literals generally denote rock-bottom objects. Therefore, they
belong to the previous category, which means that messages to literals should not
be included in a collaboration contract.

Control structure code . Some object-oriented languages express control structures
by means of message passing. Receivers of control structure messages are typically
Boolean values, thus rock-bottom objects. In the current state of the reuse contract
model, in which iteration and branches in the control structure are not addressed,
control structure messages should not be part of a collaboration contract.

Object creation code. Some object-oriented languages express object creation by means
of sending an instance creation message to a class. Whether instance creation mes-
sages should be included in a collaboration contract depends on the target software.
When one of the Abstract Factory and Factory Method design patterns [GHJV94]
is used in the implementation, it is probably a good idea to include the instance
creation messages. In other cases, where the class name is hard coded in the source
code, the instance creation message probably has no bearing on the collaboration
contract and can be omitted.

Interaction code . All messages that cannot be categorised in one of the categories
above are part of the interaction code. These messages should be considered for in-
clusion in a collaboration contract. Inclusion or omission depends on several aspects
of the desired documentation: level of detail, decomposition in several collaboration
contracts, choice of the concern to be documented.

7.8.3 Collaboration Contract Acquaintances

Given the categorisation of messages in the previous section, it is now time to define which
source code level acquaintances are candidates for inclusion in a collaboration contract.

Definition 6 (Candidate collaboration contract acquaintance)
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A source code level acquaintance Q) is a candidate collaboration contract acquain-
tance when it is sent at least one interaction message.
This means that:

o () receives at least one message
e (Q is not a literal
e () is not the receiver of a control structure message

e () is not the result of navigation code

According to this definition, the following source code level acquaintances have no bearing
on the essence of a collaboration contract:

Acquaintances not receiving messages. Source code level acquaintances of an object
O that do not receive messages clearly do not play a role in the interaction in which
O is involved. Therefore, it seems obvious not to include them in a collaboration
contract.

In practice, excluding method arguments that receive no messages may be problem-
atic. After all, when methods in a collaboration contract have arguments, they are
intended to be used. Classes that define a collaboration contract in which no mes-
sages are sent to a method argument, typically lay down an (abstract) collaboration
contract that is to be adapted by their subclasses. In the adapted collaboration
contracts, the acquaintance may play a role after all.

Acquaintances being rock-bottom objects. Since messages to rock-bottom objects
are considered as unimportant interactions, the objects cannot be acquaintances in
a collaboration contract.

Receivers of control structure messages. As explained before, control structure code
should not be part of a collaboration contract. Receivers of control structure mes-
sages should thus not be included as acquaintances in a collaboration contract.

Acquaintances obtained by navigation code. Intermediate results of compound mes-
sage expressions consisting of navigation messages should not be included as acquain-
tances in a collaboration contract.

So, when at least one message is sent to an instance variable, method argument, tempo-
rary variable, global variable, or to the result of a non-navigation message, these objects
are considered acquaintances of the sending object.

If no messages are sent to these objects, they are not considered to be an acquaintance,
and will not be recorded in a collaboration contract. This choice deviates from the defini-
tion given by Agha [Agh86], which defines an acquaintance to be any object that can be
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referred directly regardless of whether any message is sent to the object.

For compound messages, the receiver of the top-level message is the acquaintance, un-
less other top-level messages are sent to intermediate receivers. In the example self
window topComponent menubar height: 25, the receiver of the height: message is
an acquaintance of the sending object, because height: is a top-level message. The re-
ceivers of the messages menubar and topComponent are not acquaintances, unless other
top-level messages have the same expressions as receiver. So, if an expression self window
topComponent someMessage can be found in the rest of the source code of the class under
consideration, the receiver self window topComponent is an acquaintance.

Table 7.2 summarises when source code level acquaintances are to be considered as col-
laboration contract acquaintances.

Source Code ‘ Acquaintance When ‘

Self self msg receiver of at least one mes-
sage in class

Super super msg receiver of at least one mes-
sage in class

Instance variable iv msg receiver of at least one mes-
sage in class

Global variable g msg receiver of at least one mes-
sage in class

Argument of method m a msg receiver of at least one mes-
sage in m

Temporary variable in method m t msg receiver of at least one mes-
sage in m

Literal object in method m 1 msg receiver of at least one mes-
sage in m

Newly created object in method m | C new msg receiver of at least one mes-
sage in m

Result of message expression X y z msg receiver of at least one top

level message in class

Table 7.2: Mapping from source code to acquaintances

7.8.4 Acquaintance Names

Messages to acquaintances are recorded in the specialisation clause of the method in which
the message send resides. A specialisation clause is a collection of acquaintance name —
method invocation pairs. When the body of a method is examined, it is not always clear
what an appropriate acquaintance name for the receiver of a message is. On top of that,
acquaintance names should be unique within a participant, since acquaintance names are
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also used in the acquaintance clause of the participant and the acquaintance clause is
globally defined for the participant and thus for all methods and specialisation clauses in
that participant.

Self and super. For self and super sends it is clear what the acquaintance name of the
acquaintance object is, namely ‘self’ or ‘super’.

Instance variables . When a message is sent to an instance variable, the name of the
instance variable can serve as acquaintance name, because instance variable names
are unique within a class and all its superclasses and subclasses.

Global variables. The name of the global variable can serve as acquaintance name,
because it is unique in all source code under consideration.

Method arguments and temporary variables. Since the names of method arguments
and temporary variables may not be unique over all methods in a class, the name
of a method argument or temporary variable cannot serve as acquaintance name.
Another way of identification is needed. A simple, but practical solution is to take
the combination of the method signature and the method argument or temporary
variable name as the acquaintance name.

Literals and newly created objects. Literal objects are not referred to by name, so
another way of referral is required. The same holds for newly created objects. Since
the class of a literal is usually defined by the language, and the class of the newly
created object can be read from source code, a solution to the absence of a name is
to take the name of the class concatenated with some index. For a newly created
instance of class Person, for example, one could use the name ‘aPerson’, under
the condition that only one instance of the Person class is created. If more than
one instance is created in the same method, a numbering scheme could be adopted:
‘Personl’, ‘Person2’, ... The combination of the method signature and the instance’s
name gives a unique acquaintance name. For some literals, the textual representation
of the literal’s value could be taken® as unique acquaintance name in a method.

Result of a self send. The name of the message cannot serve as acquaintance name,
because the name may clash with the acquaintance name of an instance variable.
Prefixing the method signature with ‘self” using the dot notation gives a unique
acquaintance name.

Result of a compound message expression. Similar to the previous case, a unique
acquaintance name for the result of a compound message expression (being an indi-
rect acquaintance) can be formed by combining the acquaintance name of the initial
receiver (which is a direct acquaintance) with all method signatures of the messages
in the message expression using the dot notation.

#This is actually the way numbers, Boolean values, strings, and nil are displayed in the Classification
Browser (see Section 9.1.5).
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Acquaintance Message Acquaintance Notation in
Expression Name Specialisation

Clause

Self self msg self self.msg

Super super msg super super.msg

Instance variable iv msg iv iv.msg

Global variable g msg g g.msg

Argument of method m a msg m.a m.a.msg

Temporary variable in | t msg m.t m.t.msg

method m

Literal object in method m 1 msg aC aC.msg

Newly created object in | C new msg aC aC.msg

method m

Result of self send self x msg self.x self.x.msg

Result of compound message |d my ...m, msg | d.my.....m, d.my. ....m,.msg

expression to a direct

acquaintance d

Table 7.3: Acquaintance names

Table 7.3 summarises how acquaintance names are chosen from message expressions found
in the source code, and how these message expressions map to invocations listed in the
specialisation clause of the containing method.

7.9 Extraction From the Source Code

In order to give tool support for incremental collaboration contract recovery, many col-
laboration contract concepts have to be extracted from the source code. This section
explains what can be extracted automatically from the source code and how the extrac-
tion is achieved.

According to the definitions given in Section A.2.1, and as explained in Section 7.2, the
following information needs to be extracted from the source code, and mapped to collab-
oration contract concepts (also see Table 7.1 on page 78):

e classes

e methods defined in a class

e the abstractness attribute of methods
e self sends and super sends

e message sends to acquaintance objects
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e acquaintance relations

The following subsections explain how this information can be extracted from the source
code.

7.9.1 Extraction of the Participant Interfaces

The first three items are concerned with participants and their interfaces. In file-based
object-oriented languages, such as C+4 and Java, these items can be found in the parse
tree provided by a parser. In Smalltalk, the definition of a class and its interface are stored
in the Smalltalk image and can be consulted without parsing. Due to the Smalltalk con-
vention that an abstract method sends the message subclassResponsibility, one should
expect that determining the abstract methods of a class requires parsing all methods in
the class. However, checking whether a Smalltalk method is abstract can be performed
far more efficiently by inspecting the compiled code of the method?®. No parsing is involved.

The name of the extracted participant is the same as the name of the class from which it
is extracted. The method signatures in the participant’s interface and their abstractness
attribute are the same as in the class.

7.9.2 Extraction of the Interaction Structure

Self sends, super sends, and message sends to acquaintance objects in a method can be
found by inspecting the parse tree of that method. All message sends are part of the
specialisation clause of the method under consideration.

7.9.3 Extraction of Acquaintance Relations

While finding message sends to acquaintance objects is relatively easy, finding the actual
acquaintance relations is another matter, because the classes of the acquaintance objects
need to be determined. In dynamically typed object-oriented languages, such as Small-
talk, the lack of typing information hinders detection of acquainted classes. Consequently,
extraction of acquaintance relations cannot be fully automated and must be performed
with human assistance. The good news is that with proper tools the human assistance is
only required to make choices between options presented by the extraction tool, as we will
see later.

Since the work discussed in this dissertation had to be validated in a Smalltalk environ-
ment, a means for extraction of acquaintance relations was required. While in statically
typed languages the types of the instance variables and method arguments give a good in-
dication of the acquainted classes, in Smalltalk this information is not available and must
be extracted from the source code somehow. In Section 7.10, a lightweight acquaintance

*Finding senders of a message in Smalltalk is achieved by inspecting the byte codes of all methods. The
names of the messages are stored as symbols in the byte code stream.
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class inference scheme will be introduced to find acquaintance relations. The approach
does not require extensive type inference, nor explicit type annotations, which means that
the technique can be used for programs written in explicitly typed languages as well as in
implicitly typed languages.

7.9.4 Traceability of the Corresponding Flattened Class

To record the trace from a participant to its corresponding flattened class, the participant
is annotated with that flattened class (see Section 6.1.2). The following notation is used:
<participant name> : <subclass name>...<class name>. It indicates the chain of
classes of which the participant is a flattened representation. <class name> is a class on
the super class chain of <subclass name>.

7.10 Determining Acquaintance Classes In Smalltalk

According to the model, an acquaintance relationship is a pair consisting of an acquain-
tance name and a participant name, expressing how the participant involved in the rela-
tionship refers to another participant (see Section 6.1.3). Participants in a collaboration
contract represent (partial) classes in the source code, so in order to determine an ac-
quaintance relationship, the class of the acquaintance must be determined.

Determining acquaintance classes does not require a full-blown type inference engine, as
one may expect (see Section 12.3 for related work on type inference). A lightweight algo-
rithm to determine the class of an acquaintance is sufficient. The algorithm proposed here
collects the set of messages sent to an acquaintance, and finds the classes that implement
those messages. The reason for choosing such lightweight algorithm is threefold:

Speed. Acquaintance classes are computed frequently during collaboration contract re-
covery. Therefore, the computing algorithm should be fast. The proposed algorithm
is based on set inclusion: the set of messages sent to an acquaintance is compared
with the interfaces of the classes in the program. Intentionally, the algorithm does
not perform data-flow analysis, since data-flow analysis is often a major performance
bottleneck. Due to the absence of data-flow analysis, the lightweight algorithm con-
trasts strongly with type inference algorithms. The price that must be paid, of
course, is that the acquaintance class cannot be deduced for acquaintances that re-
ceive no messages. In general, such acquaintances are not added to a collaboration
contract, since they do not contribute to the collaboration anyway. In case such
acquaintance must be added®, other means for determining the acquaintance class
must be used, such as exploiting dynamic information for instance.

Tuning ability. The fact that the algorithm is lightweight means that it can be enhanced
easily with extra heuristics, coding conventions and other rules. Coding conventions

®In the course of this research, we have not encountered one example where such an acquaintance had
to be added to the collaboration contract.
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may influence the number of acquaintances. For example, coding conventions about
accessor methods (see Appendix B) may state that an accessor message and the
corresponding instance variable in fact denote the same acquaintance. Heuristics
may influence the number of matching classes, based on knowledge about special
messages that identify certain classes. The combination of the message isNil and
the class UndefinedObject is an example thereof.

Applicability. An algorithm to compute acquaintance classes should not impose restric-
tions on the source code, as do many type inference schemes for Smalltalk. Imposed
restrictions on the source code limit the applicability of the algorithm, which makes
the algorithm impractical. The proposed algorithm puts only one but fair limitation
on the source code: it must be in a form that can be parsed. It does not rely on
typing information. Since the algorithm produces the best match that can be found
according to the set of message sends found in the source code, it can be used for
typed object-oriented languages as well as for Smalltalk. Moreover, it can be used
for typed object-oriented programs that are not statically type-correct.

7.10.1 A Lightweight Approach

Our approach to computing acquaintance classes is based on the observation that objects
are implicitly typed by the messages they receive and therefore must understand. The set
of messages sent to an object defines the interface that is expected from it, the required
interface (terminology borrowed from work in component-oriented programming [HLS97]).

Definition 7 (Required interface of an acquaintance)

The required interface of an acquaintance is the set of messages that is sent to
the acquaintance in all the methods in the scope of that acquaintance.

For instance variables, the scope is the defining class and all its subclasses, so the interest-
ing methods are all the methods in the defining class and all its subclasses. For temporary
variables, the scope is the method in which they occur. For class variables, the scope
includes all methods in the defining class and all its subclasses, including the meta-classes.
For global variables, the scope includes all methods in the Smalltalk system.

Note that the class of an acquaintance can change in a subclass of the class in which
the acquaintance is referred. This means that all methods of a class (being the methods
defined by the class and all methods of its superclasses) referencing an acquaintance must
be enumerated in order to correctly determine the class of the acquaintance, and thus to
capture possible re-definitions of acquaintances in subclasses of the defining class.

Based on the required interface of an acquaintance the set of conforming classes can be
computed, and a best match can be determined. The following sections discuss this process
in detail. For some source code level acquaintances, inferring the class is overkill, because
the class can be determined directly, as it is stated in the definition of the language. The
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class of an acquaintance representing a class reference is the class’ class, thus the meta-
class. The class of a literal in Smalltalk is determined by the language, so that gives the
following table.

‘ Literal Example ‘ Class ‘
nil UndefinedObject
-100,0, 5 Smalllnteger
0.31415d2 Double
3.1415,0.0 Float
true True
false False
#(1 2 3 4) Array
#[5 6 7 8] ByteArray
$A, $z Character
‘Hello’ ByteString
#reuse, #’reuse contract’ | Symbol
[:argl| arg printString] BlockClosure

Table 7.4: Classes of Smalltalk literals

7.10.2 Collecting the Required Interface

Collecting the required interface of an acquaintance is straightforward. All source code
in the scope of the acquaintance must be analysed. By enumerating the parse trees of
all methods referencing the acquaintance, the messages sent to the acquaintance can be
collected easily.

7.10.3 Computing the Conforming Classes

When the required interface of an acquaintance is determined, the system can be queried
for the classes that conform to the required interface, that is, the classes of which the
interface is a superset of the acquaintance’s required interface. The set of conforming
classes is potentially large, in the worst case holding all classes currently in the target
Smalltalk system, in the best case holding one class. Four cases can be distinguished:

The set of conforming classes is empty. This means that no class in the system con-
forms to the required interface. This happens when either the acquaintance may be
bound to objects of different classes and meta-level messages are used to check their
interface before sending them interface-specific messages, or either when the program
is incorrect. The latter situation represents an error condition.

The set of conforming classes contains all classes in the system. This means that
the required interface is shared by all classes. This happens when the required in-
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terface only includes methods implemented by all the root classes in the system®.

The set of conforming classes contains one class. This is the ideal situation. This
happens when the required interface is a combination of methods that is unique to
the class.

The set of conforming classes contains several classes. This means that either all
classes of one subhierarchy of the class hierarchy conform (this is a generalisation
of the previous case, in which the subhierarchy consists of only one class), or ei-
ther all classes of separate subhierarchies conform. The latter typically happens
when the required interface contains methods that have generic names that are used
polymorphically across subhierarchies, for instance name or value.

7.10.4 Determining the Best Match

A reverse engineer is not interested in all the classes that conform to the required interface
of an acquaintance, but in the best match that can be found; preferably one class. To
trim down the set of conforming classes to a best match, the common superclasses of the
conforming classes are determined.

The common superclass of a set of conforming classes is the class, as high up in the class
hierarchy containing all conforming classes, that still conforms to the required interface.
The common superclass is thus an approximation of a set of classes with respect to the
required interface. For example, when the required interface consists of the Smalltalk
messages select: and collect:, the set of conforming classes will include all collection
classes. The best match will be the class Collection, because it is the common superclass
that still conforms to {select:, collect:}.

The purpose of calculating the common superclass is to reduce the number of best matches
for the acquaintance class. Note that a set of conforming classes often has several com-
mon superclasses, if the conforming classes reside in several separate class hierarchies. In
the worst case, no common superclasses can be found, which means that the conforming
classes themselves are the best match.

Based on the set of conforming classes, a best match is determined as follows and as shown
in Table 7.5.

The set of conforming classes is empty. No best match can be determined.

The set of conforming classes contains all classes in the system. The set of root
classes in the system is the best match.

The set of conforming classes contains one class. The best match is that class.

®Some programming languages/systems allow more than one root class. In Smalltalk, Object usually
is the only root class, but it is possible to create other root classes.



7.10. Determining Acquaintance Classes In Smalltalk 107

The set of conforming classes contains several classes. The set of common super-
classes of the conforming classes is the best match.

Conforming Classes Best Match
in Name Space
None -
All classes Root classes (Object)
All classes of one or more Roots of separate
separate subhierarchies subhierarchies
One class The class

Table 7.5: Best match for an acquaintance class

7.10.5 Enhancing the Search for Conforming Classes

When applied on a whole Smalltalk image, the lightweight algorithm may select all classes
as candidate acquaintances if the required interface only lists methods understood by all
classes. Even when a small set of conforming classes is found, it may happen that several
separate class hierarchies are found to conform to the required interface. This happens
when the classes in the different hierarchies have overlapping interfaces.

The obvious solution is to reduce the name space in which the classes reside. By fo-
cussing on a subset of all the classes in the Smalltalk system, the results get much better,
since less classes have to be examined and less classes conform to a given required interface.

Introducing a name space is actually a natural step to take, because most of the time
several subhierarchies of the class hierarchy do not interact with each other. A name
space thus provides a way to keep non-collaborating classes out of focus. A development
environment may provide mechanisms that can serve as name space. Envy/Developer,
for instance, organises classes in Envy applications and Envy applications in configuration
maps. Configuration maps define configurations of classes by grouping a set of Envy
applications. A configuration map must include all classes that are required for the correct
behaviour of a program. Therefore, the set of all classes in a configuration map can be used
as the name space for the computation of acquaintance classes. As will be explained later,
classifications play the role of the name space in reverse engineering with the Classification
Browser (see Chapter 9).

7.10.6 Problems with Metalevel Code

The presented algorithm to compute acquaintance classes does not take metalevel code
into account. Therefore, it may produce no results when applied to code that contains
such code.
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For example, consider the following Smalltalk classes, unrelated by inheritance: ClassA
with a method mA and ClassB with a method mB. Further consider a class ClassC with a
method mC:. The method expects an argument that is an instance of ClassA or ClassB,
and that is implemented as:

mc: arg

“arg isKindOf: ClassA)
ifTrue: [arg mAl
ifFalse: [arg mb]

The presented algorithm would find mA, mB as the required interface for acquaintance arg.
The problem is that no class conforms to that interface, and consequently the algorithm
would not produce an acquaintance class. Solving this problem would require data-flow
analysis to determine the class of the argument. The algorithm can, however, raise an
exception to indicate that no class conforms to the required interface. In that case, the
user has to determine the acquaintance class manually.

Note that the same problem arises when messages are found that do not exist anymore.
The required interface is then too large to find a conforming class.

Similar problems occur when message selectors are passed as arguments to methods, or
when message selectors are computed. Message selectors are typically passed or computed
to use them as arguments of perform: messages. The algorithm to compute acquaintance
classes does not consider perform: messages as special messages. The result is that a
message sent by invoking perform: is not included in the required interface. Considering
these messages would require data-flow analysis to determine what message is actually
sent.

7.11 Summary

This chapter has shown how collaboration contracts can be recovered. The overall process
consists of four stages. First, a classification of target classes is created. Second, the
classes are stripped from unnecessary methods and unnecessary acquaintances to form a
classification of participants. Third, the participants’ acquaintance relationships are set up
by determining the classes of the acquaintances. Fourth, the classification is turned into
a collaboration contract by computing the specialisation clauses automatically based on
method invocations found in the source code, and acquaintance relationships and methods
classified in the participants.

The transitions between the stages require the reverse engineer to identify concerns, key
classes and key collaborations. When documentation about the software is available, it
may include pointers to interesting parts of the software, especially about concerns ad-
dressed by classes. The sad fact is that in many cases, no documentation is available.
Then, it is up to the reverse engineer to find starting points in the software that may
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lead to interesting collaboration contracts. An elaborate list of clues and guidelines for
identifying concerns, key classes and key collaborations have been discussed. Many of
these guidelines are based on heuristics.

The recovery of collaboration contracts also has a technical aspect. Large parts of par-
ticipants in collaboration contracts can be extracted from the source code. This quality
is especially useful for determining the acquaintances of a participant and for recording
the trace from implementation to design. A diflicult problem in the recovery process
is the mapping from acquaintance names to participants in a collaboration contract. A
lightweight algorithm for computing acquaintance classes has been presented. It is based
on matching the required interface of an acquaintance with the interfaces of the classes in
the system.

This chapter has treated technical matters concerned with the recovery of collaboration
contracts. The presentation of the 4-stage recovery process paves the way for the clas-
sification strategy that will be used to recover collaboration contracts with tools. The
classification strategy, classification with advanced navigation tools, will be discussed in
Chapter 9.






Chapter 8

Recovery of Reuse Contracts

A reuse contract describes how a collaboration contract is reused. Reverse engineering
reuse contracts is the means to discover how reuse of collaboration contracts is achieved
in the source code. This chapter proposes a 5-step approach to reverse engineering reuse
contracts. After setting up an initial and a derived collaboration contract, the reuse
contract between the two can be computed automatically.

The definitions of the concepts used in this chapter can be found in Appendix A.

8.1 How Does Source Code Map on Reuser Clauses?

Before introducing the 5-step approach to reverse engineering reuse contracts, it should be
clear how concepts in the source code map on the concepts in a reuse contract, or in reuser
clauses in particular. This knowledge is required for best understanding of the subsequent
sections.

Reuse in an object-oriented program can be documented as follows.

Subclasses map to participants. Since classes map to participants, it is natural to
map subclasses to participants too. However, the name of the participant corresponding to
the subclass determines whether the participant is subject to a renaming or not. When the
participant corresponding to the subclass does not have the same name as the participant
corresponding to the superclass, a renaming of a participant is performed from the provider
clause to the reuser clause. If the names are the same, no renaming is necessary.

Extra acquaintance classes are part of a context extension and refinement.
When a subclass has more acquaintance classes than its superclass, the extra acquaintance
classes map to participants in a context extension if the extra acquaintance classes were
not part of the provider clause, and they also map to participants in an associated context
refinement to set up the actual acquaintance relation.
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Removed acquaintance classes are part of a context coarsening and cancella-
tion. When a subclass has less acquaintance classes than its superclass, the dropped
acquaintance classes map to participants in a context coarsening stating which acquain-
tance relationships are removed. These participants are also part of a context cancellation
if they are not referenced anymore after the context coarsening.

A change in the abstractness attribute of a method is part of a participant ab-
straction or concretisation. When an abstract method in a superclass is overridden
and implemented in a subclass, the overridden method is part of a participant abstraction
reuser clause in which the method is listed in the interface of the participant that corre-
sponds to the subclass. When it is the other way around, that is, when a concrete method
in the superclass is made abstract in the subclass, the method is part of a participant
concretisation reuser clause.

Abstracting a method in a subclass is a language-specific operation that can be expressed in
Smalltalk, but not in C++4 or Java. It is achieved through a Smalltalk coding convention:
overriding a method with a subclassResponsibility message (usually to self) in its
body. Although abstraction may seem a strange operation at first, it appears to be used
often to introduce abstract layers in Smalltalk class hierarchies.

Extra methods in a subclass are part of a participant extension. When a sub-
class introduces extra methods with respect to the superclass, these methods are listed in
the interface of the participant corresponding to the subclass in a participant extension
reuser clause. The reuse contract model requires that a participant extension reuser clause
does not reference any methods in a specialisation clause that are not part of the same
extension. Consequently, a participant extension reuser clause must be complemented
with a participant refinement reuser clause if any added method invokes any method that
is already present in the provider clause.

Removed methods in a subclass are part of a participant cancellation. When
a subclass removes methods that are present in the superclass, these methods are listed in
the interface of the participant corresponding to the subclass in a participant cancellation
reuser clause.

As method abstraction, method cancellation is an operation that can be expressed in
Smalltalk, but not in C++ or Java. It is achieved through a Smalltalk coding conven-
tion: overriding a method with a shouldNotImplement message (usually to self) in its
body. Method removal comes in handy when (intrinsic) multiple inheritance hierarchies
are implemented in a single inheritance language.

Extra method invocations are part of a participant refinement. When a subclass
overrides a method and invokes more methods than the overridden method, the extra
method invocations are part of a participant refinement reuser clause in which the interface
of a participant corresponding to the subclass lists the overridden method with the extra
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method invocations in its specialisation clause. Frequently, an overridden method removes
some method invocations and introduces other method invocations. In that case the
participant refinement reuser clause is accompanied by a participant coarsening reuser
clause.

Removed method invocations are part of a participant coarsening. When a
subclass overrides a method and invokes less methods than the overridden method, the
removed method invocations are part of a participant coarsening reuser clause in which
the interface of a participant corresponding to the subclass lists the overridden method
and the removed method invocations.

Method invocations in a method performing a super send are part of a partic-
ipant specialisation. When a method is overridden in a subclass, and the overriding
method performs a super send, the other method invocations are part of a participant
specialisation reuser clause in which the interface of a participant corresponding to the
subclass lists the overridden method and the method invocations.

Other ways of reuse, possibly language-specific ways, cannot be captured by the current
state of the reuse contract model. Table 8.1 summarises the mapping from reuse concepts
onto reuse contract concepts.

‘ Reuse Concept ‘ Reuse Contract Concept

Participant with same name as participant
corresponding with superclass in provider clause
Renaming

Subclass

More acquainted classes Context extension and refinement

Less acquainted classes Context cancellation and coarsening

Methods become concrete in class Participant concretisation

Methods become abstract in class Participant abstraction

More methods in class Participant extension

Less methods in class Participant cancellation

More message sends in method body

Participant refinement

Less message sends in method body

Participant coarsening

Super send in method body

Participant specialisation

Other (language-specific) concepts

not recorded

Table 8.1: Mapping from reuse concepts onto reuse contract concepts

8.2 A 5-step Approach to Reverse Engineering

The approach proposed here consists of five steps. This section gives a short overview,
while the five subsequent sections explain the steps in detail, with a simple example for
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illustration.

In the first step, an initial collaboration contract is set up by the reverse engineer, as
discussed in the previous chapter.

In the second step, a derived collaboration contract is put together in which some classes
mentioned in the initial collaboration contract are replaced by their subclasses, and in
which collaborations described by the initial collaboration contract are adapted for those
subclasses.

When the initial collaboration contract and the derived collaboration contract are deter-
mined, and the two are well-formed, the third step can be performed: the determination
of the adaptation (the difference) between the initial collaboration contract and the de-
rived collaboration contract. This adaptation is in fact a reuser clause that states how
the initial collaboration contract is reused /changed by the derived collaboration contract.
Since such extracted reuser clause is not defined in the reuse contract model (there exists
no contract type for such a clause), it is decomposed into basic reuser clauses together
with their contract types in the fourth step of the reverse engineering process.

After performing that step, all key ingredients are available to perform the fifth step:
setting up a reuse contract with the provider clause (which is the initial collaboration
contract), the extracted basic reuser clauses and their associated contract types. Supplying
a name for the reuse contract completes the reverse engineering process.

This process can be repeated from the second step to reverse engineer other reuse contracts
describing other reuses of the initial collaboration contract.

Reverse engineering reuse contracts is a semi-automatic process: the reverse engineer has
to set up the initial collaboration contract and the derived collaboration contract, from
which the reuse contract between the two can be determined automatically.

8.3 Step 1: Setting up the Initial Collaboration Contract

8.3.1 A Collaboration Contract for a Set of Classes

The previous chapter discussed how collaboration contracts can be recovered from the
source code. The result of this step is a well-formed collaboration contract that describes
a collaboration between a set of classes.

8.3.2 Example

An example will be used throughout this and the following three sections to illustrate the
reverse engineering process.

Consider the Collection class in a Smalltalk system. Collection has a method add:
to add a new object to a collection. Since the Collection class is merely the abstract
root class of the Collection class hierarchy, it does not implement the method and thus
declares it abstract. The interface of the Collection class can be extracted from the source
code automatically. Since for this example we are only interested in adding behaviour of
collections, we neglect all other methods in the interface of the Collection class. Since
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[] Set up for classes

Initial collaboration contract | U Derive and set up for subclasses g | Derived collaboration contract

] Determine the adaptation

Extraction reuser clause

[l Decompose

Basic reuser clauses
with associated contract types

0 Put together

Reuse contract
= initial collaboration contract as provider clause
+ basic reuser clauses with associated contract types
+ user supplied name

Automatic ;

Figure 8.1: 5-step approach to reverse engineering reuse contracts
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a collection does not interact with the object argument of the add: method, no other
participants are included in the collaboration contract under consideration. The resulting
provider is depicted in Figure 8.2.

Partici pant Collection
acquai nt ance cl ause:
<enpty>
interface:
abstract #add:

Figure 8.2: The initial collaboration contract describes part of the Collection class

8.4 Step 2: Setting up the Derived Collaboration Contract

A derived collaboration contract is derived from the initial collaboration contract by re-
placing some classes by their subclasses, and by adapting the collaboration contract to
reflect how the subclasses work together.

8.4.1 A Collaboration Contract for a Set of Subclasses

Subclasses adapt the collaboration contracts in which their superclasses participate. They
do so by overriding, adding and removing methods and by adding and removing acquain-
tance relationships that are part of the collaboration contracts they adapt. So when the
reverse engineer wants to find how collaboration contracts defined for a set of classes are
adapted for a set of subclasses of those classes, he should look for these changes.

8.4.2 Traceability of Initial Participants

It is common to use class names as participant names in a collaboration contract. When
a collaboration contract for subclasses is set up, the participant corresponding to a sub-
class often gets a new name (the subclass’ name). This results in a derived collaboration
contract of which it is not known which participant is derived from which participant in
the initial collaboration contract. In other words, there is no trace from the derived to
the initial contract. To solve this problem, the original participant’s name is recorded
in the description of the derived participant. In the graphical notation, this backtrace
information is written between parentheses after the name of the participant in the head
of a participant box. The same notation is adopted for the textual form (see Figure 8.3).

In combination with the backtrace information on extracted classes (see Section 7.9.4), a
participant named xxx that corresponds to a class chain Bag..Collection and is derived
from a participant with name yyy is notated as xxx:Bag..Collection (yyy).
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8.4.3 Example

Class Set is a subclass of class Collection which expects some behaviour from the added
objects. Since it uses a hash table to store the objects in a set, it requires that the added
objects understand the message hash to provide a hash value that can be used as index
in the hash table. Class Set introduces a method findElementOrNil: to find an index in
the hash table where the added object should be stored. As shown in Figure 8.3, method
add: sends findElementOrNil: to the receiver, and findElementOrNil: invokes hash
on the object that is to be added. The notation Set (Collection) means that participant
Collection is renamed to participant Set in this reuser'. Since participant Set does not
require more than the method hash from the objects it stores, and because class Object
provides this method for all objects in the Smalltalk system, a participant named Object
is part of the reuser. Object’s interface only lists method hash, and its acquaintance
clause is empty.

Participant Set (Collection)
acquai nt ance cl ause:
self -> Set
an(bj ect -> (Obj ect
i nterface:
#add: {self.#findEl ementONil:}
#findEl ement O Ni | : {anObj ect . #hash}

Partici pant noject
acquai nt ance cl ause:
<enpty>
i nterface:
#hash

Figure 8.3: The derived collaboration contract describes part of the Set and Object classes

8.5 Step 3: Determination of the Extraction Reuser Clause

The third step in our approach is to compare the initial collaboration contract and the
derived collaboration contract and to determine how they relate to each other. This is
achieved by computing a reuser clause that represents the difference between the initial
collaboration contract and the derived collaboration contract.

'The extractor tool used to provide this example gives the extracted participant the same name as the
class from which it is extracted. It renames a participant when a subclass is extracted, but keeps the name
of the original provider for reference.
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The resulting reuser clause, called extraction reuser clause, is not a clause that is defined
by the reuse contract model. It not only describes a static structure and an interaction
structure, but also includes information on participants and methods that are not present
in the derived collaboration contract anymore. While basic reuser clauses contain either
positive information (i.e. additions), or either negative information (i.e. removals), an
extraction reuser clause contains positive and negative information.

Apart from negative information about the removals, an extraction reuser clause also has
to hold information about the participants that are renamed from an initial collaboration
contract to a derived collaboration contract, since renamings cannot be represented by
general reuser clauses. Computing an extraction reuser clause from a given initial collabo-
ration contract and a given derived collaboration contract can be performed automatically
by computing the difference between the two collaboration contracts with respect to the
corresponding participants’ interfaces, acquaintance clauses, specialisation clauses and ab-
stractness attributes of methods.

8.6 Step 4: Decomposition of the Extraction Reuser Clause

An extraction reuser clause seldom maps directly onto one of the basic reuser clauses, since
many ways of reusing a collaboration contract are coarser-grained than can be described
by one basic reuser clause. Decomposition of an extraction reuser clause is therefore nearly
always necessary to break it down into basic reuser clauses, that are at the heart of the
reuse contract model. The decomposition is performed in this step: the extraction reuser
clause is broken down into basic reuser clauses according to the definitions in Appendix
A. According to those definitions, the following basic reuser clauses may be detected when
CC is the collaboration contract and ERC is the extraction reuser clause:

e Renaming: ERC holds renaming information for a participant in CC.
e Context extension: ERC holds participants that are not present in CC.

e Context cancellation: ERC holds negative (i.e. removal) information on participants
present in CC.

e Context refinement: ERC holds acquaintance relationships not present in CC.

e Context coarsening: ERC holds negative (i.e. removal) information on acquaintance
relationships present in CC.

e Participant concretisation: ERC holds a concrete method on participant P that was
abstract on P in CC.

e Participant abstraction: ERC holds an abstract method on participant P that was
concrete on P in CC.

e Participant extension: ERC introduces methods on participants that are not present
on those participants in CC.
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e Participant cancellation: ERC holds negative (i.e. removal) information on methods
in participants present in CC.

e Participant refinement: ERC holds the specialisation clause of method M in partic-
ipant P that is a superset of the specialisation clause of method M in P in CC.

e Participant specialisation: ERC holds the specialisation clause of method M in par-
ticipant P that holds all methods invoked besides the super invocation of M in
participant P in CC.

e Participant coarsening: ERC holds the specialisation clause of method M in partic-
ipant P that is a subset of the specialisation clause of method M in P in CC.

e Participant redefinition: ERC holds methods that are present in CC and cannot be
categorised in one of the previous cases.

The decomposition can be fully automated, as explained in the following subsections.

8.6.1 Decomposition Issues

Decomposition of an extraction reuser clause into basic reuser clauses can be performed in
several ways. As a degenerate case, the extraction reuser clause can be decomposed into
one context cancellation to remove the participants in the initial collaboration contract,
and one context extension to add all participants mentioned in the extraction reuser clause.
Such decomposition would not only lead to bad reuse documentation, and therefore non-
optimal description of how an initial collaboration contract is reused, but it would also give
extremely bad results when the resulting reuse contracts are subject to impact analysis
later on, because of the coarse-grained nature of the extracted reuser clauses. For most
detailed reuse documentation and best impact analysis results later on, a fine-grained
decomposition is the best option. A fine-grained decomposition is a decomposition in
which the smallest changes are recorded in the most appropriate basic reuser clauses,
instead of larger clauses.

Typically, several basic reuse clauses are decomposed from an extraction reuser clause.
Since methods can be part of several reuser clauses, care must be taken that the order in
which extraction of reuser clauses is performed does not inhibit extraction of other reuser
clauses, so that obtaining correct and complete fine-grained decompositions is ensured.
In general, care must be taken for all contract types that refer to the same part of a
contract clause (participant, method, specialisation clause, acquaintance clause), because
the extraction of these contract clauses may interfere with each other. The order of the
extracted basic reuser clauses in the resulting combined reuser clause is also important
to ensure the applicability of the reuser clauses. For instance, a participant refinement
cannot precede an extension that introduces a new method that is refined or referred to
in the refinement.

The order of decomposition used in all experiments carried out in this work is:

1. renaming
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2. context extensions and context cancellations

3. context refinements and context coarsenings

4. participant concretisations and participant abstractions

5. participant extensions and participant cancellations

6. participant refinements, participant coarsenings, and participant specialisations

7. participant redefinitions

The decomposition is always a combined reuser clause with twelve? or less basic reuser
clauses.

8.6.2 Renaming

Finding renamings is achieved by consulting the renaming information held by ERC. A
renaming reuser clause holds all renamings, i.e. a mapping from participant names to
participant names.

8.6.3 Context Extension and Context Cancellation

Finding context extensions is achieved by checking which participants are present in ERC,
while not present in CC. All such participants are part of a context extension. Analogously,
a context cancellation is found when some participants are part of CC, but are included
in the negative information of ERC.

8.6.4 Context Refinement and Context Coarsening

A context refinement is found when the interaction stucture in ERC is a superset of
the interaction structure in CC. The context refinement holds all added acquaintance
relationships. Analogously, a context coarsening is found when the interaction structure
is a subset of the interaction structure in CC. The context coarsening holds all removed
acquaintance relationships.

8.6.5 Participant Concretisation and Participant Abstraction

Finding participant abstractions and concretisations is achieved by comparing the inter-
faces of a participant P in ERC and its interface in CC. When a method’s abstractness
attribute is present in CC, but not in ERC, the method is part of a participant concreti-
sation. If it is the other way around, the method is part of a participant abstraction. In
the two other cases, where the abstractness property has not changed during subclassing,
the method is not affected by a participant abstraction or concretisation.

212 and not 13 because participant redefinitions are not kept for further processing, since the reuse
contract model does not support it.
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8.6.6 Participant Extension and Participant Cancellation

Finding participant extensions is achieved by comparing the interfaces and the specialisa-
tion clauses of corresponding participants P in CC and ERC. Comparing the specialisation
clauses is necessary, because the comparison determines whether methods are only part of
a participant extension, or also part of a subsequent participant refinement. The compari-
son is required to enforce self-containedness of the extension, as stated in the definition of
the participant extension. When the specialisation clause of a method refers to a method
that is not added to the interface of P in ERC, the method is part of the participant
extension, but its specialisation clause is added through a subsequent participant refine-
ment. When the specialisation clause of a method only refers to methods that are also
part of the same extension, the method, together with its specialisation clause, is part of
the participant extension.

Finding cancellations is achieved by comparing the interfaces of corresponding participants
P in CC and ERC. When a method is part of the interface of P in CC, and part of
the negative information in ERC, that method is included in a participant cancellation.
Otherwise, the method is not affected by a participant cancellation.

8.6.7 Participant Refinement, Participant Specialisation, and Partici-
pant Coarsening

Finding participant refinements is achieved by comparing the specialisation clause of a
method in participant P in CC and the specialisation clause of the same method in ERC.
When the specialisation clause of a method in CC is a subset of the specialisation clause
of the same method ERC, the method is part of a participant refinement that lists the
method together with the extra invocations.

Finding participant specialisations is achieved by detecting a message send to super in
the specialisation clause of a method in a participant in ERC. If a message send to super
is found, the method with a specialisation clause listing the extra invocations is recorded
in a participant specialisation.

Finding coarsenings is analogous to finding refinements. When the specialisation clause
of a method in participant P in CC is a superset of the specialisation clause of the same
method in ERC, the method is part of a participant coarsening that lists the method
together with the invocations that were removed from the specialisation clause.

8.6.8 Participant Redefinition

Since contract types are only concerned with additions and removals to and from class
interfaces and specialisation clauses, and with changes to the abstractness property of
methods, it is possible that an extraction reuser clause cannot be completely covered
by a decomposition in the basic reuse operators. After all, it is impossible to describe
changes to methods that do not perform message sends, but perhaps perform more or



122 Chapter 8. Recovery of Reuse Contracts

less assignments to instance variables, or perhaps return other values than the overridden
method.

Experience shows that often several methods in a class’ interface are not found in the
decomposed reuser clauses. Not displaying these methods in tools that list decomposed
reuser clauses tends to confuse the user of those tools. For the sake of clarity, these
methods should be displayed in tools in a separate semi-reuse clause.

Since such semi-reuser clause holds all overridden methods that cannot be captured by
other contract types, it is called the participant redefinition contract type. Note that,
in general, the participant redefinition reuser clause holds all methods unaffected by the
reverse engineered reuser clauses. Currently, only eleven contract types are considered,
but in the future more could be taken into account, such as contract types and clauses that
record changes to methods with regard to state changes. Even then there will be methods
that do not belong to any of the considered contract types. The participant redefinition
contract type and reuser clause should thus be looked upon as a container for all the
changes to methods that cannot be categorised into one of the contract types currently
supported by the reuse contract model. Also note that the participant redefinition contract
type is a concept that is only required during reverse engineering. Such a semi-reuse clause
is not used during forward engineering of reuse contracts.

8.6.9 Example

Given the initial collaboration contract from Figure 8.2 and the reuser from Figure 8.3,
the extraction reuser clause computed in step 2 is decomposed as shown in Figure 8.4.

The first reuser clause is a renaming which renames participant Collection to Set. The
second is a context extension which adds participant Object, with only one method (hash).
The next reuser clause is a context refinement which states that participant Set from now
on knows participant Object through acquaintaince name anObject and itself through
acquaintance name self. The fourth reuser clause is a participant concretisation, which
states that participant Set concretises method add:. The fifth reuser clause, a participant
extension, adds method findElementOrNil: to the interface of participant Set. Finally,
a participant refinement describes how the two participants work together: from within
method add: participant Set sends findElementOrNil: toitself, which in its turn invokes
method hash on Set’s acquaintance named anObject.

8.7 Step 5: Setting up the Reuse Contract

Given the initial collaboration contract and the extracted combined reuser clause resulting
from the previous step, all that needs to be done to set up a reuse contract is to provide
a name for the reuse contract. This concludes the reverse engineering process.

Further reverse engineering based on the extracted reuse contract can be done when the
extracted reuse contract is considered as a new collaboration contract.



8.7. Step 5: Setting up the Reuse Contract

123

Renaming

renane participant 'Collection' to

' Set'’

Context extension

Partici pant oj ect
acquai ntance cl ause:
<enpty>
interface:
#hash

Context refinement

Partici pant Set
acquai nt ance cl ause:
self -> Set
anObj ect -> Obj ect
interface:
<enpty>

Participant concretisation

Partici pant Set
interface:
#add:

Participant extension

Partici pant Set
interface:
#findEl ement O Ni | :

Participant refinement

Partici pant Set
interface:
#add: {sel f.#findEl enentOrNil:}

#findEl ement O Ni | : {anQbj ect . #hash}

Figure 8.4: Decomposition of the change between initial and derived collaboration con-

tracts



124 Chapter 8. Recovery of Reuse Contracts

8.8 Summary

This chapter has shown how reuse contracts can be reverse engineered. Reuse contract
recovery is based on the recovery of an initial and a derived collaboration contract and
the computation of a reuser clause that represents the adaptation from the initial to the
derived collaboration contract.

The computation of the reuser clause can be automated. This quality is crucial for the
integration of reuse contract recovery in a software development environment. Manually
determining the reuser clause would be very labour-intensive.



Chapter 9

Classification with Advanced

Navigation Tools

This chapter presents the software classification strategy classification with advanced nav-
wgation tools, as introduced in Section 6.3.3. It is a classification strategy to set up classi-
fications of items based on relationships between the items. It is a manual classification
strategy supported by advanced navigation tools. In this chapter, classification with ad-
vanced navigation tools will be restricted to the interaction structure of objects. The
relationships between the items are thus method invocation dependencies.

First, this chapter presents the Classification Browser. The browser is not only the main
tool to create, manipulate, and browse classifications through manual and virtual classifi-
cation strategies; it is also an advanced browser to browse interaction structures. Second,
the strategy classification with advanced navigation tools is applied in the recovery of col-
laboration contracts. Third, an experiment of collaboration contract recovery is discussed.

9.1 The Classification Browser

The software classification model is the foundation of the Classification Browser, a browser
that integrates Smalltalk browsing and editing facilities with support for the creation, ma-
nipulation, exploration and exploitation of classifications. The Classification Browser has
been developed based on the browser framework delivered with ApplFLab [SHDM95],
[SHDBY6], [Hon98]. The browser is able to handle Smalltalk categories and Envy ap-
plications, the primary means of structuring classes in Smalltalk and Envy/Developer,
and has a familiar user interface, so that daily Smalltalk and Envy/Developer users are
comfortable with it.

9.1.1 A View on the Classification Repository

A Classification Browser is a view on the classification repository. Figure 9.1 shows how
all open Classification Browsers share the same repository.
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The classification repository is the model (in MVC terminology) of a browser. It handles all
changes to the classifications (by Classification Browsers or other agents that manipulate
the repository) and reports all changes to the open Classification Browsers. The latter
keep themselves consistent with the repository. The simultaneous update of all browsers
avoids inconsistencies across browsers. The classifications in the Classification Browsers
are thus always up-to-date.

= ' & 3

Classification
Repository

.

Smalltalk

Repository
- -

!

| Smalltalk System |

Figure 9.1: A Classification Browser is a view on the classification repository

A Classification Browser only interacts with the classification repository. If Smalltalk-
related information is necessary, the classification repository interacts with the so-called
Smalltalk repository, actually a facade of the Smalltalk system.

9.1.2 Brief Overview of the Functionality

The Classification Browser looks like a standard Smalltalk class browser, but in fact en-
hances the standard browser in many ways. Besides the ability to work with classifications,
it supplies the software engineer with many alternate views and a multitude of additional
functionality. Only a general overview of the Classification Browser is given here. Sub-
sequent sections elaborate on some of the functionality to support software classification
strategies.

Figure 9.2 shows the Classification Browser. Only part of the browser is visible because
many parts of the browser’s interface are on other pages in the several notebooks (multi-
page widgets with tabs at the top or on the right) that together form the general layout
of the browser window. The browser consists of two major parts: a classification selector
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on the left-hand side (5 in the figure) and an editor on the right-hand side.

The classification selector lists the classifications and their items in a hierarchical manner.
Each kind of classification or item has its own icon'. Classes have a small red dot as
icon; participants have a small blue dot as icon (for instance ‘definition’ in the figure).
Classifications have a four-colour square as icon (for instance ‘Case Study’ in the figure).
Envy applications carry a pink triangular icon (for instance ‘AdvancedToolsLauncher’ in
the figure). The black triangular icon in front of a classification can be toggled to expand

and collapse that classification. The figure shows two expanded classifications: ‘Case
Study’ and ‘Envy Applications’.
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Figure 9.2: Classification Browser

'The icons currently in use are just simple visual clues. Not much time has been devoted yet to select
and design icons that intuitively reflect the kind of classification or item.
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The classification selector provides menu commands for creating, classifying, moving, and
removing items and classifications. Classifications can be imported from and exported
to external media. The history menu (1 in the figure) displays the name of the current
classification, that is, the classification of which the items are currently displayed in the
classification selector. When the software engineer (the user) zooms into a classification,
the context where he started from is logged in the history, so that he has a trace of his
navigation activities. The history menu (and the buttons next to it) can be used to go
back and forward in the history?.

The editor is a part of the browser with many faces. In the figure, four alternative views
(2 in the figure) are available. These views correspond to the four views provided by a
standard Smalltalk browser: the definition of a class, the methods of a class, the hierarchy
in which the class resides, and the on-line documentation (comment) about the class. A
Classification Browser may have more views on classes or classifications. Each extra view
is another page in the notebook.

The ‘Methods’ page in the editor’s notebook (as shown in the figure) provides the software
engineer with an interface to add, modify, remove and browse methods of classes selected
in the classification selector. It looks like a standard Smalltalk browser, but incorporates
many new features.

The hierarchy of the method’s containing class is displayed in the hierarchy list (7 in the
figure). In general, only the class selected in the classification selector is selected in the
hierarchy list. However, the software engineer can select more than one class in the hierar-
chy list. The method selector on the hierarchy list’s right side will display the methods of
all classes selected in the hierarchy list. This feature provides a way to browse overridden
methods in a class hierarchy®.

Methods are selected with a method selector (3 in the figure). A frequently used method
selector is the combination of a protocol and a method list, but the browser provides al-
ternative views (4 in the figure), such as an acquaintance view (with an icon that looks
like a head) to browse methods that refer the selected acquaintance (explained later), an
alphabetic view (‘ABC’), a view that splits up abstract and concrete methods (‘A/C’),
and a pattern match view (‘“*’). Each alternative view corresponds to another way of
searching for a method. Each alternative view has at least a method list. The method list
displays abstract methods in a special way (with a preceding icon ‘A’) so that they are
spotted easily.

While the classification selector provides menu commands for classifying classes in classifi-
cations, the class hierarchy list provides menu commands to classify classes as participants
in classifications. When a class is classified as participant, the newly created participant

2The history is similar to the history facilities of world-wide-web browsers.
®This functionality is also known as full browser functionality in VisualWorks\Smalltalk [PD95].
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item does not include methods. The protocol list and the method list provide menu com-
mands to classify methods in participants*.

When a participant is selected, the protocol list and the method list display the methods
that are classified in the participant, as well as the methods that are not classified. The
former are displayed in plain text, the latter are displayed in italic text. Thus, the user
sees the participants as views on classes. The methods in plain text are in the view (clas-
sified), the methods in italic text are outside the view (unclassified).

Information on the selected method is displayed in a page of the notebook at the bottom
of the window. The notebook provides alternative views on the method (6 in the figure).
The first page in the notebook displays a simple text editor to edit the body of a method.
The other views on a method will be explained in subsequent sections.

9.1.3 Default Top-Level Classifications

-

Top level clazsifications |ﬂ < | i) |
1

P Envy applications
¥ Enwy BEditions
P & HoensPlayground

§

P A Reuse Cortracts
W [ Recent
P A Reuse_Cortract_Tools

Figure 9.3: Default top-level classifications (some expanded)

When a Classification Browser is opened, it displays at least the following top-level clas-
sifications that serve as starting points for browsing.

Envy Applications. (Envy/Developer only) This virtual classification holds all loaded
Envy applications in the Smalltalk image. Each application is a virtual classification
of Class Items (see Section 6.2.3) and Envy Applications (see Section 6.2.9).

Envy Editions. (Envy/Developer only) This virtual classification holds all Envy appli-
cations that are open for edition. Each application edition is a virtual classification
of Class Items and Envy Applications.

*Note the use of ‘classification of methods in a participant’, although participants are not defined as
classifications, but as items.
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Smalltalk categories. (VisualWorks only). This virtual classification holds all cate-
gories in the Smalltalk image. Fach category is a virtual classification of Class
Items.

Recent. This special classification is used to keep a history of recently used classifications.
The ‘Recent’ classification is filled automatically when the software engineer creates
classifications and classifies items. The number of included classifications is limited
by the browser; the software engineer has no control over this classification.

Favourites. This special classification holds frequently used classifications. The software
engineer decides when and which classifications should be added or removed. Since
it is a classification, addition and removal of favourite classifications is performed
through classify and unclassify commands. The number of favourite classifications
is unlimited. The classification is under the software engineer’s control.

9.1.4 Browsing the Interaction Structure

The Classification Browser provides the ability to browse senders and implementers in-
place, that is, in the same browser window. In order to be backward compatible with the
standard browser, the standard way of browsing senders and implementers is still sup-
ported by the Classification Browser.

With standard senders/implementers browsers, the methods that result from a senders
/implementers browsing action are shown in isolation. The Classification Browser displays
the resulting methods in the context of their class. Browsing senders and implementers
(sometimes called ‘lateral browsing’ or ‘horizontal browsing’) is thus tightly integrated
with browsing class hierarchies (sometimes called ‘vertical browsing’).

The Classification Browser keeps a history of places that are visited when senders and im-
plementers are browsed, so that the software engineer has a trace of his browsing actions
and is able to backtrack at any time.

Figure 9.4 shows the Classification Browser in action. The point of interest here is the
notebook in the bottom-right corner of the browser window. The text field (4 in the
figure) displays the body of the selected method with special emphasis on grammatical
entities that makes reading and browsing the source code easier. Self sends, super sends,
the receiver (‘self’) as argument of messages, assignments and comments are displayed
in different colours, so that they are spotted easily. Besides the body of the selected
method, the notebook displays additional information that relates to senders and imple-
menters, the context (classification) in which they are computed, and the browsing history.

The Classification Browser has a scope reduction feature. Browsing senders and imple-
menters always happens in the context of a classification. The selection in the context
menu (2 in the figure) defines the scope in which browsing takes place. The context menu
holds the Favourites and the Recent classifications. Since these classifications are listed
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in the classification selector on the left-hand side of the browser window, the software
engineer can easily manipulate the list of classifications shown in the context menu. He
typically adds the classifications he is working with to the Favourites classification, so
that he can select his own classifications as the browsing scope. The context menu al-
ways includes a special classification named ‘All Classes’. When this special classification
is selected, browsing happens Smalltalk-system-wide, that is, all classes in the Smalltalk
image are queried to compute senders and implementers. A special classification named
‘None’ can be selected to turn off computation of senders and implementers.

This scope reduction feature is very helpful for narrowing the scope in which software
is browsed. It is a practical way to focus on the classes that are under consideration.
Irrelevant classes for the development task at hand can be kept out of view.
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Figure 9.4: Senders and implementers facilities in the Classification Browser
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The senders list (3 in the figure) updates itself each time another method or another
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context is selected. The implementers list (6 in the figure) updates itself when a message
in the messages menu (5 in the figure) is selected. The implementers are thus not the
implementers of the selected method, but the implementers of a message sent by the
selected method, referred to by Smalltalk developers as the message implementers.

Double clicking an item in the senders or implementers list makes the browser change its
focus to the method indicated by that item. The browser saves the old focus of attention
in a history. The history is kept in a history menu (1 in the figure) that can be used by
the software engineer to go back and forward in the history of browsing actions as desired.

9.1.5 Browsing Acquaintance Relationships

Besides integrated browsing of senders and implementers, the Classification Browser sup-
ports browsing based on the acquaintances found in the source code. On top of that, it is
able to determine candidate acquaintance classes for source code level acquaintances.

Figure 9.5 shows the Classification Browser’s facilities for browsing source code level ac-
quaintances. These facilities are available when the acquaintance-related notebook pages
(with icons that look like heads) are in view. The method selector notebook in the top-
right corner of the browser window includes a page with an acquaintance and a method
list. The method body editor in the lower half of the browser window includes a page with
an acquaintance list and an acquaintance class list.

The browser displays the source code level acquaintances in the acquaintance list (2 in
the figure). The list contains all source code level acquaintances found in the flattened
class that corresponds with the selected class chain in the class hierarchy list (1 in the
figure). The list displays acquaintance names. These names have a form as discussed in
Section 7.8.4 and given in Table 7.3 (page 101), except for source code level acquaintances
with method scope. Instead of prefixing their names with the signature of their containing
method, the name is displayed with the method signature between parentheses behind it.

When a source code level acquaintance is selected, the method list (3 in the figure) shows
all methods in which the selected acquaintance is referenced. For source code level ac-
quaintances with method scope, only one method will be shown.

When a method is selected, the method body editor displays the method body as usual.
In addition, it shows the source code level acquaintances found in the method body in the
acquaintance list (6 in the figure).

A selection in that acquaintance list results in the computation of the candidate acquain-
tance classes for the selected source code level acquaintance. Computing the candidate
acquaintance classes is done as explained in Section 7.10. The computation is restricted
to the classification selected in the context menu (5 in the figure). This restriction corre-
sponds to the introduction of a name space to enhance the search of conforming classes,
as discussed in Section 7.10.5.

The results of the computation are shown in the list (7 in the figure) in the bottom-right
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Figure 9.5: Acquaintance facilities in the Classification Browser
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corner of the browser window. The list may remain empty, indicating that no candidate
acquaintance classes can be found in the selected context classification. Choosing a broader
context may produce better results.

Double clicking a candidate acquaintance class makes the browser focus on that class. The
old focus is saved in the history (4 in the figure), in the same way message implementers
are browsed (see Section 9.1.4).

Note that the Classification Browser displays all source code level acquaintances, including
the possibly uninteresting ones for inclusion in collaboration contracts, as explained in
Section 7.8.3. This way, the software engineer gets the whole picture. However, the browser
displays the source code level acquaintances ordered by implementation stereotype (see
Figure 50), as found in Definition 2 and Definition 3 (see Section 7.8.1). Uninteresting
acquaintances are thus spotted easily.
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Figure 9.6: Source code level acquaintances ordered by stereotype in the browser

The ability to browse methods based on acquaintances found in their body opens the door
to a wealth of information that is hard to obtain with standard browsers. The acquain-
tance list in the method selector shows all objects that receive a message. By examining
this list, the software engineer gains an understanding of which acquaintances are used in
the selected class chain. He immediately knows whether self sends are performed, whether
the superclass is reused through super sends, whether instance variables are accessed di-
rectly, and whether classes, pool dictionaries, class variables and global variables are used.
Moreover, he can quickly assess whether the Law of Demeter is respected, because inter-
mediate acquaintances, not found when the Law is respected, show up in the list as well.

The set of methods in which an acquaintance is referenced is just one click away. This
means that the software engineer has instant access to information about the self-reliance
of the target class chain (methods performing self sends), the dependency on the superclass
(the methods performing super sends), and the like. This quality is not only useful for
reverse engineering collaboration contracts, it is useful for browsing in general.
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9.2 Application in Architectural Recovery

9.2.1 Recovery of Collaboration Contracts

The Classification Browser supports the incremental approach to reverse engineering based
on classifications, as presented in Section 7.1. According to the stated procedure, the
reverse engineer determines the participants and classifies methods and acquaintances in
those participants. Editing specialisation clauses is not necessary.

The following steps should be taken to reverse engineer collaboration contracts with the
Classification Browser. The transitions of incremental classification discussed in Section
7.1 are indicated for reference.

1. Prepare a global browsing context. The purpose of this step is to set up the
context (a set of classes and/or other classifiable items) that defines the global scope
in which browsing will take place. This browser context can be selected in the Clas-
sification Browser’s context menu to restrict the scope in which browsing senders
and implementers, and computation of acquaintance classes will take place.

A new classification is created and all classes under consideration are classified in
there. It is not necessary to classify all classes one by one. If other classifications
hold the desired classes (such as Smalltalk categories or Envy applications), these
classifications can be classified in the new classification. All containing classes are
then part of the global browsing context. If the browsing context appears to be too
small or too large later, it can be changed easily to fit new needs.

For example, an installation of the broadcast management software for a television
or radio station consists of three Envy applications. The first holds the classes of
the general application framework, the second contains the whats’On framework
classes and the third contains the station-specific classes. When these applications
are loaded into the Smalltalk image, they show up as classifications in the Classifi-
cation Browser. When a classification A1l Whats’0On classes is created and when
the three Envy applications are classified in that classification, the global browsing
context for whats’On has been prepared. Figure 9.7 shows part of the Classification
Browser with a classification called Whats’0On that contains the global browsing con-
text with the three Envy applications. The pink triangular icon in front of the name
of a classification indicates that it is an Envy application.

2. Identify interesting subcontexts. The purpose of this step is to create classifi-
cations that hold parts of the software that are interesting to consider as a whole.
Examples are classifications that correspond to different views on the software, and
classifications that hold important class hierarchies. This step is not required, but
the resulting classifications often come in handy later during browsing. Interesting
subcontexts may emerge during browsing, which means that this step can be taken
at any time.
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Figure 9.7: Context classifications created during incremental recovery
For example, when a software engineer searches for collaboration contracts in the
Video Media Management domain classes, the creation of a classification VMM domain
classes is useful, because it delimits the classes of interest. Figure 9.7 shows the
interesting subcontext for the recovery of a collaboration contract in the Video Media
Management Module. It is nested in a classification Video Media Management.
3. Browse the software and search for key classes and key collaborations. The

purpose of this step is to identify classes for which collaboration contracts should be
set up.

The clues, guidelines and heuristics discussed in Sections 7.5, 7.6 and 7.7 are used
to identify key classes and key collaborations. The Classification Browser works to
the user’s advantage in that it indicates some clues in the user interface so that they
are spotted easily. For instance, the abstractness attribute of a method is displayed
in the method list. Method bodies are enhanced with colours to indicate important
grammatical clues, such as self sends, super sends, receiver arguments, and source
comments. The hierarchy in which a class resides is displayed in the user interface,
so that an assessment of the number of subclasses can be made quickly. Methods
of subclasses and superclasses can be displayed in the method list by selecting the
desired classes in the class hierarchy list.

The integrated senders, implementers, and acquaintances facilities help to track col-
laborations between classes. The history facilities can be used for backtracking if
necessary.

For example, using the provided guidelines, four classes are identified that collaborate
to find a free library position for a video medium: PSILibPosition,PSILibPosition
class (the metaclass of the first class), PSIStdLibrary, and PSIVideoMedium.

4. Create a classification for a target collaboration contract (transition to
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stage 1). This step is the first step towards recording participants in a collabo-
ration contract. The new classification serves as a container to hold participants
that correspond to key classes found in the software. Later, this classification will
be turned into a real collaboration contract. This step requires the reverse engineer
to choose a name for the classification. A good name for the target collaboration
contract may not be available at this time, but that does not pose a problem. The
name of the classification can be changed at any time.

In the example, a subclassification Library position for video mediumis created
in the Video Media Management classification. Figure 9.8 shows this new classifica-
tion.

‘Aden hiedia hanagement |j i *

-

w [ Collaboration Contracts X

bl ™ Library position for wideo medium
B |ibPosition : PSILbPosition.. P51 LbPosition
B library : P515tdlbrary . . PS15tdLibrary
= PElLbPosition : PSILbPosition class. PSILbPosition class
B yideahdedium | PSPddachdediom. . PS5 Pddechdedium

} B “Autd Domain Classes

Figure 9.8: Classes as participants in the target classification

5. Classify key classes as participants in the target classification (transition
1 — 2 of Section 7.4).

If a class has been identified as a key class for the desired collaboration contract,
it can be recorded as a participant by classifying it in the target classification. As
already explained earlier, identifying key classes and identifying key collaborations
is usually performed together, so this step and the next one are often done alternately.

When the key classes are identified and when they are classified as participants in
the target classification, it is a good idea to set the browsing context to the target
classification. Doing so helps the identification of key collaborations, since senders,
implementers, and acquaintance classes are only determined in that small context.

In the example, the classes identified in step 3 are added as participants to the clas-
sification Library position for video medium. Using the browsing facilities, the
appropriate class chain is selected for each participant. All participants are assigned
a name. Figure 9.8 shows that the class chains of all participants are restricted to
the subclasses themselves (PSIStdLibrary..PSIStdLibrary for instance).
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6. Classify key methods (transition 1 — 2). The purpose of this step is to reduce

the interfaces of the participants in the target classification to the methods that are
actually important for the target classification.

The important methods are the methods that are invoked in key collaborations.
These methods are found by browsing senders, implementers, and acquaintance
classes, and by applying the guidelines and heuristics.

Classification of methods is performed at method level or at protocol level. The
protocol list and the method list supply menu commands to classify and unclas-
sify protocols and methods. The Classification Browser uses different font styles to
display classified and unclassified methods, so that they are distinguished easily.

PSILibPosition class.. PSILibPosition class
new nLi brary: vi deoMedi um
PSILibPosition..PSILibPosition
canBeUsedBy:
code:
free
free:
l'ibrary:
vnType
vnilype:
PSIVideoMedium..PSIVideoMedium
nr
vnirype
PSIStdLibrary.. PSIStdLibrary
creat eNewLi bPosi ti onFor Vi deoMedi um
firstFreeLi bPositi onFor Vi deoMedi um
get Li bPosi ti onFor Vi deoMedi um
|'i bPosi ti onFor Vi deoMedi um t hr owExcept i on:
next Li bPosi ti onCode
newli bPosi ti onFor Vi deoMedi um

Figure 9.9: Classified methods in the recovered participants

In the example, the method libPositionForVideoMedium:throwException: is
recognised as the method that initiates the interaction. It is classified in the par-
ticipant PSIStdLibrary.. PSIStdLibrary. Other methods are classified in the
corresponding participants. This results in participants with interfaces as shown in
Figure 9.9.

Classify key acquaintances (transition 2 — 3). Besides determining the in-
terfaces of the participants by classifying methods, the reverse engineer needs to
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determine the acquaintance relationships between the participants by classifying
acquaintances and associating acquaintance names with participants in the classifi-
cation.

The lightweight algorithm to compute the acquaintance classes (see Section 7.10) is
used by the browser to determine the acquaintance participants (not classes) in the
context of the target classification. The browser provides menu commands to set up
the actual acquaintance relationship. The software engineer explicitly associates an
acquaintance name with a candidate acquaintance participant.

In the example, browsing and determining the acquaintance relations produces the
results depicted in Figure 9.10. The format of the acquaintance relationships is
(<stereotype>) <acquaintance name> — <participant name>.

libPosition : PSILibPosition class.. PSILibPosition class
(argument) alibrary - library
(argument) aVi deoMedi um - vi deoMedi um
(tenporary) pos - libPosition

PSILibPosition : PSILibPosition..PSILibPosition
(argunent) aVi deoMedi um - vi deoMedi um
(receiver) self - PSILibPosition

videoMedium : PSIVideoMedium..PSIVideoMedium
<no acquaintance relations>

library : PSIStdLibrary.. PSIStdLibrary
(tenpoarary) position - |ibPosition

(navigation) PSILibPosition.sitedass - PSILibPosition

(receiver) self - library

Figure 9.10: Classified acquaintances in the recovered participants

8. Repeat from step 2 until a collaboration contract emerges. Steps 2 through
7 are repeated until the classification holds participants of which the acquaintances
are also in the classification.

The emerging collaboration contract will be tangible in the Classification Browser.
Browsing the method invocations with senders and implementers in the context of
the classification results in participants of the classification only. The browser then
acts as a collaboration contract browser whereby the method invocations between
the participants of the target collaboration contract can be browsed.

9. Convert the classification into a collaboration contract (transition 3 — 4).
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This step completes the incremental recovery of a collaboration contract.

The Classification Browser provides a menu command to convert a selected classi-
fication into a collaboration contract. The browser computes the specialisation in-
terfaces of all methods in the participants in the target classification. It also checks
the well-formedness of the resulting collaboration contract. If the well-formedness
check produces negative results, the participants in the classification need further
examination. Otherwise, the classification represents a well-formed collaboration
contract.

As mentioned in Section 7.4, the incremental recovery process cannot be strictly divided
into the steps given above. Classification of methods and acquaintances, and setting up
acquaintance relationships may be done at any time. The well-formedness check at the
end ensures that no methods and acquaintance relationships are forgotten.

9.2.2 Interoperability with UML

A picture says more than a thousand words. A diagram is easier to read than a textual
representation of a collaboration contract. Therefore, the Classification Browser is able
to translate collaboration contracts to scripts that can be read and executed by a UML
diagramming tool®.

In UML, the collaboration contract is modelled by a class diagram and a collaboration
diagram [MLS98]. The former models the static structure: the participants, their inter-
faces and the acquaintance relationships. The latter models the interaction structure: the
participants and the messages they send among them.

The UML class diagram that is generated for the collaboration contract recovered in the
previous section is depicted in Figure 9.11. The UML collaboration diagram is shown in
Figure 9.12. The generated script is too large to show here. It is included in Appendix C.

The class names in the UML class diagram are the names of the partially flattened classes
for which the collaboration contract was recovered. The acquaintance names are used as
role names in the class diagram. Note that PSILibPosition.siteCLassis not a usual role
name. It corresponds with an acquaintance relationship established through a message
siteClass to class PSILibPosition.

9.3 Application in Software Evolution

9.3.1 Recovery of Reuse Contracts

As presented in Chapter 8, the recovery of reuse contracts is a 5-step process. The first
step is the recovery of an initial collaboration contract. The second step is the recovery of

*Rational Rose [Cor96].
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Figure 9.11: UML class diagram generated from a collaboration contract
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Figure 9.12: UML collaboration diagram generated from a collaboration contract
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a derived collaboration contract. The three other steps determine the reuser clauses and
the associated contract types of the reuse contract that describes the evolution from the
initial to the derived collaboration contract. These steps can be performed automatically.

The recovery of reuse contracts thus relies on the recovery of collaboration contracts, as
described in the previous section. Therefore, recovery of reuse contracts can be considered
an indirect application of the software classification strategy presented in this chapter.

9.3.2 Keeping Collaboration Contracts in Sync

When collaboration contracts have been recovered, they can be invalidated when the
source code is changed. In the current state of the Classification Browser, the inconsis-
tency between the collaboration contract (the model) and the source code is not reflected
in the browser, but to some extent the inconsistencies can be reflected.

Several changes affect the consistency of a collaboration contract. Method invocations
can be added to and removed from method bodies. This change affects the specialisation
clauses of methods. Source code level acquaintances can be added to and removed from
method bodies. This change affects the acquaintance clauses of participants. Methods
can be added to and removed from classes. This change affects the interfaces of partici-
pants. Classes can be added to and removed from the software system. This affects the
collaboration contract as a whole.

Since collaboration contracts record what is in the source code, it is possible to check
whether the entities in a collaboration contract are still present in the source code after a
change has been made. When the entity is not there anymore, the Classification Browser
can display that entity in an eye-catching way to indicate that that part of the collab-
oration contract is invalid. This works fine for removals, but it does not work well for
additions. Since collaboration contracts (or better participants) are views on the source
code, they do not include all what is found in method bodies. The Classification Browser
cannot decide automatically whether an added entity in the source code should be included
in the collaboration contracts. Therefore, it cannot indicate whether an addition makes
a collaboration contract inconsistent with the source code. However, if it is assumed that
all development tools use the (Smalltalk) repository (see Figure 9.1), additions of meth-
ods and method invocations to classes that participate in collaboration contracts can be
signalled.

When the Classification Browser indicates invalidation in a collaboration contract after
removals, or when additions are signalled, the software engineer does not have to start
from scratch to update the affected collaboration contract to the new version of the source
code. He can start from the collaboration contract. The update is restricted to the af-
fected parts of the collaboration contracts; the other parts can be maintained.

This property is a consequence of the incremental approach to recovery of collaboration
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contracts. Consider a collaboration contract at stage 4 (see Figure 7.1). Additions and
removals of method invocations bring parts of the affected collaboration contract to stage
3. Additions and removals of source code level acquaintances bring parts of the affected
contract to stage 2, as do additions and removals of methods. Additions and removals of
classes bring parts of the affected collaboration contract to stage 1. In order to get the
affected collaboration contract back to stage 4, the recovery for the update of the contract
starts at the level to which the contract fell back.

9.4 Experiment: Recovery of Design Documentation

Parts of the broadcast management system are documented with class diagrams and tex-
tual explanations. In this experiment, one of those class diagrams is subjected to careful
examination by browsing the corresponding source code with the Classification Browser.
The goal is to assess how complete and how correct the design documentation is, compared
to what can be found in the source code, and to set up design documentation in the form
of a collaboration contract.

The report given here is based on notes taken during the recovery process.

9.4.1 The Provided Design Documentation

The provided design documentation consisted of several class diagrams. Four class di-
agrams only included inheritance relationships, one class diagram described dependency
relationships between classes, and one class diagram described association relationships
between classes. The latter class diagram is shown in Figure 9.13. The others are of less
importance for this experiment and were not used. In addition to the design diagrams, a
written document ”The internal workings of the Plan Manager” gave a loose description
of how the so-called plan manager responds to a request for a plan according to a given
plan definition.

The informal textual documentation mentioned that the method getPlanFor:withRe-
fresh:kind:withProgressBlock: is a very important method in class PSIPlanManager.
The sole instance of PSIPlanManager is responsible for the management of PSIPlan in-
stances, which are windows on the global planning of a television or radio station. The
method retrieves a PSIPlan that conforms to a PSIPlanDefinition, passed as first argu-
ment. A PSIPlanDefinition defines the conditions under which a PSIPlanItem belongs
to a PSIPlan. It defines a time window on the global planning of a station. For example,
when a plan is opened for a television station for a period from June 1 until June 5, and
from 8 am until 11 am, the plan definition defines that period. Programmes planned in
the global planning of a station are included in the plan only if they lie inside the time
window defined by the plan definition.
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PSIPlanltem PSIHFlanStructure PSIPlanhodel
addinPlanning callapse () —
deleteFramPlanning [ expand:silently () 1 1
a.F 1

o.F 1.7
FZIFlantdanager
PSIPlan
changed: (anObject : JOFPDomaintodellndependent = default)
updateFlanitems: () updateAll O
subPlanFar: (planDef : FSIFlanbefinition = default): FSIFlan addltem:ta: (planltem : argtype = default, plans : argtype = default)
refresh: o 1 deletaltam:from: ()
getMinarFlans ; updateltem:in: ()
getPlanForwith R efresh:kindawithProgressBlock: 0
1 findltemsToUpdateFor
1
1 1
FSIFlanbefinition O0PStoragedanager
includesitem: (planitem : PSIFlanltem = default): Boolean afterBasicCommit ()
isSuperSetOf: (def : PSIRlanDefinition = default): Boolean beforeBasicCommit (argname : argtype = default): return

Figure 9.13: The provided class diagram

9.4.2 Preparing the Browser Context

The global scope for this experiment are all whats’On classes. A classification called A11
Whats’On Classes was created to hold these classes (see Figure 9.7 on page 136). This
context classification was used when narrower browsing scopes were not yet created or
when browsing in narrower scopes produced no results.

9.4.3 Identifying Concerns

The provided textual documentation was consulted to determine the concern that must
be considered. The concern could be read from the documentation: retrieving a plan
according to a given plan definition.

9.4.4 Identifying Key Classes

The identification of key classes was based on the provided design documentation. All
classes in the provided class diagram were looked up. Browsing the classes in the dia-
gram with the Classification Browser immediately revealed that class PSIHPlanStructure
did not exist. This also invalidated the two expected associations with other classes
(PSIPlanModel and PSIPlan).

A classification ‘Case Study Classes” was created and the existing classes were classified
in there. This classification defines the scope in which the experiment took place. A



9.4. Experiment: Recovery of Design Documentation 145

second classification ‘Case Study’ was created and the classes from the first classification
were classified in there as participants. The purpose of this classification was to gradually
evolve into a collaboration contract. The participants were renamed (participants carry
the name of the corresponding class by default). Initially, the participants did not have
classified methods. Figure 9.14 shows the two classifications.

- Caze Study Classes |j ;1 j | Case Study |j j j
-

-
B O0OPStoragehdanager g B definition : P5IPlanDefinition. . PS5 Plan Definition e
= P5|Plan ® plan : PEIPlan..PSIPlan

B P5|PlanDefinition B planltem : PSIPantem.. O0OF Domainhedel Independeant

= PEIPlantem B planhdanager : PSIFlankanager. . P5IPlanhkianager

= PL|PlanhBnager B storagehbnager : 00PStoragehanager. .0 0F Storagehnager

= PE|Planhdodel B ypdatelogClazss ; PSlUpdateLogStorage clazs. . PEIUpdate Log

Figure 9.14: Two classifications, one with classes, one with participants

The alphabetic method view of the browser was used to spot methods stated in the class di-
agram rapidly. They were classified in the corresponding participants. This browsing and
classification step revealed that method getMinorPlans on class PSIPlan did not exist,
and that method beforeBasicCommit took no arguments, contrary to what the class dia-
gram stated. Browsing also showed that the methods includesItem: and isSuperSetOf:
on class PSIPlanDefinition were abstract methods. Moreover, it showed that all classes
except PSIPlanManager were abstract.

Figure 9.15 shows the method view of the Classification Browser when participant plan
is selected (the selection is not shown). The list on the left is the hierarchy of the cor-
responding flattened class (in this case just PSIPlan). The list in the middle shows the
protocols, and the list on the right shows the methods. Methods displayed in plain text are
classified methods; methods in italic are not classified. Protocols in italic do not include
classified methods, while protocols in plain text do.

This figure clearly shows that a participant is a view on a (flattened) class. The elements
in italic are out of view.

9.4.5 Identifying Key Collaborations

Browsing senders and implementers with the Classification Browser in the context of the
classes pointed out that the collaboration between the different classes was complex. Many
methods were involved in retrieving a plan for a given plan definition. Moreover, some
methods were very long (refresh: and getPlanFor:withRefresh:kind:withProgress-
Block: for instance).

While browsing senders and implementers in the context of the classification Case Study
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Figure 9.15: Classified and unclassified methods

Classes, interaction patterns started to emerge. Browsing was guided by three guidelines
from Chapter 7. Spotting abstract methods to find template methods via senders resulted
in two abstract methods and three template methods. Spotting message sends that take
the receiver of the sending method as argument resulted in three methods.

Using the browsing facilities for acquaintance relationships, five methods were found where
the acquaintance PSIPlanManager current was used. Since PSIPlanManager plays an
important role in the examined source code, these methods were examined by browsing
senders and implementers.

9.4.6 Identifying Acquaintance Relationships

Classification of methods was alternated with classification of acquaintance relationships.
When a message send was considered important for the collaboration contract, the ac-
quaintance relationship corresponding to the receiving object and the method correspond-
ing to the message were classified.

Browsing and classifying acquaintance relationships indicated that some aggregation rela-
tionships in the class diagram were wrong. It also became clear that the class PSIPlanModel
did not play a role in the collaboration, but another class did: PSIUpdateLogStorage
class (a metaclass). This class was added to the classification Case Study Classes and
it was classified as participant in classification Case Study.

Figure 9.16 shows the acquaintance view of the Classification Browser when the participant
plan is selected (this selection is not shown). The list in the middle displays all acquain-
tance relationships ordered by implementation stereotype (only arguments are in view).
The list on the right displays the methods in which the selected acquaintance relationship
is realised (only one method, since the acquaintance object is a method argument). Clas-
sified acquaintance relationships are displayed in plain text. Unclassified acquaintance
relationships are displayed in italic. Again, this figure shows that a participant is a view
on a (flattened) class.
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Figure 9.16: Classified and unclassified acquaintances names

9.4.7 Determining Acquainted Participants

When acquaintance relationships were classified, the acquainted participants were deter-
mined immediately. In the context of the Case Study classification, for each acquaintance
relationship a single candidate acquainted participants was found. That was no surprise,
regarding the small context in which they were computed.

Figure 9.17 shows part of the Classification Browser used to browse acquaintance relation-
ships in a method body and to classify acquainted participants. The figure shows the ac-
quaintance relationships in the method subPlanFor: on participant plan:PSIPlan. .PSI-
Plan. All acquaintance relationships in view are displayed in plain text, which means that
they are classified in the participant. Italic display is used to indicate that an acquaintance
relationship is not classified. For the selected acquaintance relationship, identified by the
acquaintance name aPSIPlanDefinition, one candidate acquainted participant is found
(displayed at the bottom): definition:PSIPlanDefinition..PSIPlanDefinition. The
browser displays it in plain text, indicating that the candidate acquainted participant
has been classified. This means that the containing participant plan refers to participant
definition with acquaintance name aPSIPlanDefinition.

9.4.8 Setting up the Collaboration Contract

When all methods involved in retrieving the plan were classified and when all involved ac-
quaintance relationships were classified, the classification was turned into a collaboration
contract. The Classification Browser computed the specialisation clauses of the methods,
and performed a well-formedness check to see whether the collaboration contract was con-
sistent. The consistency check turned up some problems that were fixed by classifying
extra acquaintance classes.

The resulting collaboration contract is depicted in Figure 9.18 (static diagram) and Figure
9.19 (interaction diagram). Note the acquaintance relationship mentioned in the previ-
ous section. PSIPlan. .PSIPlan refers to PSIPlanDefinition. .PSIPlanDefinition with
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Figure 9.17: Determining acquainted participants

aPSIPlanDefinition.

9.4.9 Results

The resulting collaboration contract shows how a plan for a given plan definition is re-
trieved. The collaboration contract is rather large. It is probably a good idea to split it up
along the different concerns addressed: determining a subplan, refreshing a plan according
to the update log, and notifying dependents.

The comparison of the provided design documentation and the recovered collaboration
contract shows that the class diagram was incomplete and inaccurate. Although some
inconsistencies with the source code were expected, the result deviates considerably from
the expected architecture. First, one class in the class diagram was not found in the
software (PSIHPlanStructure). Another one does not take part in the examined collab-
oration. One undocumented (meta)class, unexpected to collaborate, appeared to play a
role after all (PSIUpdateLogStorage class). Second, ignoring the non-existing and non-
collaborating classes, the class diagram describes four class dependencies (associations).
For the recovered collaboration contract, already ten inter-class dependencies are found.
The recovery of more collaboration contracts for these classes would produce even more
dependencies. Third, the textual documentation loosely describes how the classes collab-
orate. The collaboration contract documents a lot more details.

On the other hand, specifics about acquaintance relationships would enhance the collabora-
tion contract considerably. Multiplicity and aggregation would improve the understanding
of the (shared) aggregation relation between PSIPlanManager and PSIPlan.
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Figure 9.18: Static structure of the recovered collaboration contract
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This experiment shows that the recovery of collaboration contracts can be useful to iterate
over a reflexion model (also see Section 12.5.2). A reflexion model is an expected model
of the source code to reflect on. The initial reflexion model used here is the provided class
diagram (and the additional textual documentation). Through classification of partici-
pants, methods, and acquaintance relationships, this model was refined until the resulting
collaboration contract emerged.

9.5 Summary

This chapter has presented classification with advanced navigation tools, a software classi-
fication strategy to recover classifications of software entities with an interaction structure.
The proposed classification strategy is based on the availability of advanced tools to browse
the interaction structures in a software system.

The advanced navigation tool presented and used here is the Classification Browser. The
Classification Browser also supports two other software classification strategies: manual
classification and virtual classification. Manual classification is the most basic means to
set up classifications: creating classifications and putting items in classifications by hand.
Virtual classification is a means to create classifications for software entities that exist
in the software development environment, such as Smalltalk categories. Although virtual
classifications have more purposes (see Section 13.3.6), in its current state the Classifica-
tion Browser uses virtual classification only to provide starting points for browsing.

The recovery of collaboration contracts has been presented as a direct application of clas-
sification with advanced navigation tools. The Classification Browser supports the incre-
mental approach to the recovery of collaboration contracts, as presented in Chapter 7. The
recovery of a collaboration contract is based on incremental classification. An initial clas-
sification of classes passes through four stages of increasingly formal nature until it reaches
a state in which it represents a collaboration contract. In an incremental way, starting
from a set of participants that map on classes, methods, acquaintance relationships and
method invocations are classified in those participants. To aid the software engineer in his
recovery activities, the Classification Browser provides in-place browsing of senders and
implementers, browsing of source code level acquaintances, scope reduction, and keeping
a history of browsing actions. Indications for suggested exploration are given in the user
interface, such as abstract methods, class hierarchy, and coloured text in method bodies.

The scope reduction property has a nice side effect. When browsing is restricted to a
collaboration contract, the Classification Browser acts as collaboration contract browser.
The software engineer can then use the browser to explore only the interactions in the
collaboration contract, without interference of any other messages in the software system.
The collaboration contract is then tangible in the software development environment.



Chapter 10

Automatic Classification Through
Method Tagging

This chapter presents the software classification strategy automatic classification through
method tagging, as introduced in Section 6.3.4. This software classification strategy is
based on the provision of classification information during forward engineering in the form
of method tags. Other automatic classification strategies are considered future work. One
is briefly discussed in Section 13.3.6.

This chapter explains how method tagging is employed in the development of the broadcast
management software. Results of method tagging during a period of almost two months
are presented. Three applications of the software classification strategy are discussed: one
in architectural recovery and two in software evolution.

10.1 Tagging Methods in ”whats’On”

The method tagging approach to automatic classification has been adopted to classify
the broadcast management software. The broadcast management software is developed
with Envy/Developer. Envy has a versioning system. It keeps a history of all changes
to methods, classes and applications. In particular, each time a method is compiled, the
changed source code is stored in the Envy library. Envy stores a time stamp and the name
of the developer along with the source.

When the development of the broadcast management software started years ago, this fea-
ture has been supplemented with a tag in the source code. This structured tag consisted
of a piece of text, usually the developer’s name, a timestamp, and a version number in-
dicating the number of changes ever made to the method. The software engineer’s name
was asked when the development image was opened. Each time a method was compiled,
the tag was changed and the version number was increased.

For this research, the tagging mechanism has been enhanced to include all desired tagging
(classification) information. The following information is given by the software engineer,
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except for the first piece of information, which is provided by the development environment
each time a method is compiled.

Time stamp. The date and time when the change was made.
Developer. The name of the software engineer that changed the method.
Activity. A brief description of the activity that gave rise to this change.
Site. The television or radio station for which this change was made.

Module. The module in which this change was made, such as planning, video media
management, programmes, etc.

Task. The task for which the change was made, such as new development, implementation
of a specification, bug fix, code review, testing, etc.

Intention. For some tasks, more information must be given, such as the identification
number of the specification or the bug fix (these identification numbers are assigned
to specification and bug reports when they are received from a customer or a software
engineer).

This information per method provides answers to several questions: Who changed the
method? When was it last changed? For which specification or bug fix? For which sta-
tion? For which module? And what was the reason to change the method?

In order to integrate the tagging in the development process, the development environment
has been adapted so that tagging can be entered. All tagging information is requested each
time a new version/edition of a class is made. Since software engineers usually carry out
a given development task and many tagging parameters are fixed for a task, the tagging
information has to be supplied only once per task.

MBX Tag x|
walter w || extra buttons
3-6-1998 = 9:34:36 am
HREK * || Planning | -
SPEC : - || 12348
Ok

Figure 10.1: Method tagging dialog for incremental classification

The software development environment pops up the tagging dialog window shown in Fig-
ure 10.1. It includes fields for all required information. Most tags are selected from
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pre-configured menus, so that selecting them can be done fast and easy. Other tags have
to be entered textually. The date and time fields cannot be changed. They change each
time a method is compiled. The other fields keep their values until the development task

is finished.

The information supplied in the tagging dialog window is stored as a structured comment
in the source code of the compiled method. The information provided in Figure 10.1 is
stored as shown in Figure 10.2. The version number at the beginning is not shown in the
tagging dialog window.

"<< 1.00 || wouter || 3-6-1998 || 9:34:36 am ||
extra buttons || NRK || Planning || SPEC. || 12345 >>"

Figure 10.2: Example tag with classification information

Tags can be parsed and interpreted so that they can be processed to produce classifications.

10.2 Processing the Method Tags

The classification information tagged on to the methods must be processed to make it
available in actual classifications.

e —
Envy

Classification

Library Repository
&
q,;\\o
o
© &
% S
Method Tag mgthod an_d tag file > Spreadsheet
Processor information

Figure 10.3: Processing method tags to produce classifications

Figure 10.3 shows how tag processing is done. The method tags are processed by the
Method Tag Processor, a Smalltalk application that enumerates all changes during a given
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period, typically a day or a week!. All changed methods are collected and their tagging
information is interpreted to produce classifications. These classifications are stored in a
classification repository, so that they can be explored with the Classification Browser. The
Method Tag Processor also stores the methods with their tags in a file that can be read
by a spreadsheet application. The spreadsheet application can be used to analyse the tag
information. This is useful for cross-referencing classification information and producing
graphs of the results?.

The Method Tag Processor generates ten main classifications (see Figure 10.4). Six clas-
sifications are simple classifications that map directly on the tags provided: changes per
date, per developer, per intention, per module, per site, and per development task type
(Works in the figure). The four other classifications combine the simple classifications.
They contain cross-referenced information.

|TagCI355ificati|:-ns |ﬂ sl
-

p [ Dates e
p & Developers

} B Intentions

p & thdules

p & toduleiorkdntentions

p B sitebdoduleior ntentions
p W sites

} B site'iiarkIntentions

p & niorkintentions

p & iorks

Figure 10.4: Classifications generated from method tags

10.3 Steady Increase in Classified Methods

In a period of almost two months, from April 20, 1998 until June 12, 1998, ten developers
made 6807 method changes. Figure 10.5 shows the evolution in the number of classified
methods per module. The tagging tool provides a choice between 23 modules to classify
a method. In order not to clutter the graph, the figure shows only the seven modules
with the most changes. The graph clearly shows that the number of classified methods
per module steadily grows. The Planning module and the Products module were subject
to many changes, around 1000 each. Modules Programs and VMM follow with nearly 600

'For this research, the method tags have been processed in batch. In the future, the method tag proces-
sor should be activated after each development task. This requires more changes to software development
environment.

2The graphs shown in the following sections are created with a spreadsheet application based on a file
generated by the Method Tag Processor.



10.3. Steady Increase in Classified Methods 155

Classified methods per module

—j— Exports Materials Permissions Planning Products Programs VMM

1200

1000
800
600

400

200 ’
P B |

Mumber of classified methods

———

0 .
20/4/98 2714198 4/5/98 11/5/98 18/5/98 25/5/98 1/6/98 8/6/98
Time (days)

Figure 10.5: Number of incrementally classified methods over a two-month period

changes each.

The steep increment in the Products module at the beginning of the second week reflects
major changes to the user interface layer of the Products module. The large amount of
changes is also transparent in Figure 10.6, which shows the method changes per developer
(on the left) and per module (on the right). The high value on the right is the number of
changes made to the Products module by developer Wouter.

The chart in Figure 10.6 clearly shows that several developers change the same modules.
It also shows that modules are tied to developers. The largest part of the changes to
some modules is carried out by one developer. This reflects the expertise developers have
in subareas of the broadcast management software. Development tasks are assigned to
developers based on their expertise.

Feedback from the software engineers indicates that method tagging is not considered a
burden and that it has advantages. From the software engineers:

e "Without too much additional effort, by entering tagging information once in a while,
methods are supplied with structured comments.”

e "The reference to the specification or bug fix is extremely useful to know what
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the intention of a change was. Most of the time, that information is enough to
understand why something has been changed.”

e "The reference to the developer tells me who to ask for an explanation. Without
the developer’s name, the whole team must be bothered with my questions.”

e "When methods have to be merged, the tagging information sometimes helps to

solve conflicts. By checking why two conflicting changes were made, you can find a
good solution to solve the conflict.”
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Figure 10.6: Number of incrementally classified methods per developer and per module
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10.4 Application in Architectural Recovery: Recovery of
Architectural Components

The provided tags for the subject software (see Section 10.1) include two entries that
correspond to architectural components. The first one is the Site entry. Its value is
selected from a pre-configured menu that includes all sites (television and radio stations).
Each site corresponds to a framework customisation of the software. The second one is
the Module entry. Its value is also selected from a pre-configured menu that includes all
modules that the development team considers to be in the software.

When the software is being changed, each method is tagged with the site and the mod-
ule it is part of. The Method Tag Processor generates classifications for each framework
customisation and for each module (see Figure 10.7). These classifications hold partial
classes, not single methods. The Method Tag Processor groups tagged methods according
to the class they belong to. It creates a participant item to collect these methods. Each
participant item in a classification is thus a view on a class that holds all methods that are
changed in the context of the site or module represented by the containing classification.

Figure 10.7 shows part of the classifications that are generated by the Method Tag Proces-
sor. On the left, a classification Sites holds all framework customisations in the subject
software. Each framework customisation is represented by a classification that holds par-
ticipant items. The TV2 classification is expanded to show its items®. The methods in a
participant item can be browsed with the Classification Browser as usual. On the right,
a classification Modules holds all modules in the subject software. The Planning module
is expanded to show some of its items.
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Figure 10.7: Recovered framework customisations and modules

The recovery of architectural components with the presented automatic classification strat-
egy results in multiple architectural views (see Section 4.1) on software. By browsing the

®Actually, the classification holds a lot more items than shown here. The number of items has been
limited to keep the figure clear.
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generated classifications, the software engineers get a picture of the software in terms of
architectural components. The conceptual components that live in their heads are now
physical entities in the software development environment.

Although the tagging technique is used at the fine-grained level of methods, changing
one method of a class is enough to classify a class in a classification that represents an
architectural component that consists of classes. This suggests such classifications are
recovered rapidly. The classifications are however not complete until all classes of the
target software have been changed. The software engineers have to take that possible
incompleteness into account when they use the generated classifications before all classes
have been classified.

10.5 Applications in Software Evolution

The method tags include information about the changes made to the methods. The time
stamp part records the date and time when a method has been changed. The task part
describes why a method has been changed. The intention part records more information
about the task, such as the identification number of a specification or bug report.

This information about the evolution of a method is provided to exploit it afterwards.
This section presents two applications of automatic classification through method tagging
that exploit the information about evolution: management of changes, and methods and
classes in multiple classifications.

10.5.1 Management of Changes

In Section 3.1.8, an example request/defect system was discussed. The top part of Figure
10.8 repeats Figure 3.2 of Section 3.1.8 to show the differences between a request/defect
system when method tagging is not used, and a request/defect system when method
tagging is used and tag-based classifications are available in the Classification Browser.
When method tagging is not used (see the top part of Figure 10.8), the software engineer
and the code reviewer have to log the changes in the request/defect database manually.
The code reviewer fetches the changes from the request/defect database and queries the
software system for source code that corresponds to the changes. Each changed method
is possibly part of another class, so that the code reviewer has to browse several classes,
usually using several browsers.

When method tagging is used (see the bottom part of Figure 10.8), the software engineer
and the code reviewer do not need to log the changes anymore, but they provide method
tag information instead. They provide that information in the method-tagging dialog only
once for the implementation of one specification or one bug fix. When the dialog pops up
when a new version of a class is made, that information is still available in the method-
tagging dialog. Confirming the dialog is all that has to be done. The overhead of logging
the changes in the request/defect database is thus reduced considerably.
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Figure 10.8: Making, logging and tracking changes with tag-based classifications
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The method tags are processed automatically by the method tag processor. The resulting
classifications are stored in the classification repository, which makes them available in
the Classification Browser (see Figure 10.4). Based on the identification number supplied
by the software engineer, the code reviewer is able to locate the corresponding specifica-
tion or bug report easily. The Classification Browser lists a classification ‘WorkIntentions’
that holds all specification implementations and bug fixes, sorted by identification num-
ber. All specification implementations and bug fixes show up as classifications with items
that represent class changes (see Figure 10.9). Each item is in fact a participant that
holds the methods of a class that was changed for the specification or bug report under
consideration. The code reviewer has an overview of all changes. They can be browsed
immediately. The Classification Browser shows the changed methods in their context (i.e.
their class), as usual. No special or additional browsers are necessary.

Figure 10.9 shows two parts of the WorkIntentions classification. On the left, the changes
corresponding to specification 413 are displayed. Fight classes were changed for this
specification. On the right, the content of bug fix 1632 is displayed. Five classes were
changed for this bug fix.
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Figure 10.9: Changes corresponding to specifications and bug fixes in the Classification
Browser

The WorkIntentions classification supplies a global overview of all changes made in the
context of specifications and bug reports. The Method Tag Processor also generates
classifications for site specific specifications and bug reports. The SiteWorkIntentions
classification consists of subclassifications that hold changes that were made in the context
of a site (television or radio station) and some development task. These classifications
carry the site, the development task, and the intention in their names. Figure 10.10
shows part of the SiteWorkIntentions classification. Only bug fixes are shown. Some
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subclassifications carry a numerical description of the intention (the number of the bug
report) in their name, while other classifications carry a textual description of the intention.
The subclassifications include participant items that hold all methods that were changed
in the corresponding class in the context of the bug fix. Classification DR - Fixing bug:
1853 contains four participants (large bug fix). DR - Fixing bug: Close of contract
contains only one participant (small bug fix).
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Figure 10.10: Exploring method changes in context

The classifications used here provide a traceability view (see Section 4.2.2) on the software.
Before tagging of the broadcast management software started, the information provided by
the WorkIntentions and SiteWorkIntentions classifications was impossible to obtain.
Now, this information is readily available in the software development environment. It
is a major asset to the project managers. They are now able to assess why a change
was made, who made it, and which methods were changed for a given development task.
The classifications presented in this section are currently used by the code reviewer of the
development team that develops the broadcast management software.

10.5.2 Methods and Classes in Multiple Classifications

As shown in Figure 10.6, developers may change the same module. They may even change
the same methods. Such multiple changes to methods are potential causes for inconsis-
tencies or bugs in the software. This problem has actually a larger scope than modules.
Methods can be changed for different modules, for different framework customisations, or
for different specifications or bug fixes.

Based on the tags in the methods of the broadcast management software, multiple classi-
fication of methods provides insight into the overlap of modules. Figure 10.11 shows the
number of classes that is classified in each couple of modules. A class is classified in a
module if at least one of its methods is tagged with that module’s name. Figure 10.12
shows the same information, looking down from the top of Figure 10.11.
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Figure 10.11: Number of classified classes in two different modules

Ideally, that is, when the module architecture is not breached, the graph should be a
diagonal line. Each class is then part of one module only. Figure 10.11 and Figure 10.12
show clearly that this is not the case, although the diagonal is observable. The highest
peaks are located on the diagonal, which means that many classes are part of only one
module. Figure 10.12 shows some islands of classes beside the diagonal, including the
arms of the turtle-like figure in the middle of the graph. These islands include classes that
are classified in multiple modules.

The figures indicate that hard module boundaries cannot be defined yet. The multiple
classification of classes must be eliminated first. The problem is, however, that maybe a
clear separation of classes in modules is impossible because the wrong modules may have
been chosen. A careful investigation of the reasons why classes are classified in multiple
modules must be conducted to shed light on this issue. FEach method that is responsible
for the multiple classification of a class must be investigated and its tag must be reconsid-
ered. Maybe the method’s tag is wrong or maybe the method inherently belongs to more
than one module. Solving the former problem may result in less multiple classifications.
Solving the latter problem may result in the reconsideration of the modules currently in
use. Such investigation takes a lot of time and many resources, but it could result in a
better architecture.

Multiple classification of methods also gives useful information for specifications and bug
fixes. Multiple changes to the same method are solved by the code reviewer, who decides
which version of the method should be kept. Three cases can be distinguished. One, the
original version is kept when the method should not have been changed. The developers
have to implement their specifications or bug fixes otherwise. Two, one of the two new
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Figure 10.12: Classes classified in two different modules

versions is kept, so that one of the two developers has to provide another implementation.
Three, the two versions are merged.

Classification information helps the code reviewer to assess whether problems may be ex-
pected. For example, the following two generated subclassifications from the SiteModule-
WorkIntentions classification (see Figure 10.4) were found to include the same method
(real station names suppressed): STATION1 - Planning - SPEC : 23 and STATION2 -
Planning - SPEC : 395. The method that is changed by both classifications is redBut-
tonPressedEvent: in class PSIPlannerItemController. As can be read from the names
of the classifications, these methods were changed for different sites (STATION1 and STATION2),
for the same module (Planning), and for different specifications (23 and 395). Further
investigation reveals that the changed method is part of the framework of the software, not
part of the customisations for STATION1 and STATION2. This information is very helpful
for the code reviewer who can identify two problems immediately. First, changes to the
framework affect all sites, not only STATION1 and STATION2. Therefore, these changes
may be dangerous and must be further investigated by looking at the source code. Sec-
ond, the two method changes were made for different specifications. That means that the
specifications are dependent and should be compared.

In general, when a method is classified in two specifications, the method appears to play
a role in both specifications. It is possible, however, that the version of the method for
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the specification implemented last does not conform to the specification implemented first.
The new version may even introduce bugs for the other specification. Multiple classification
of a method thus indicates that the method should be tested for all specifications in which
it plays a role. This suggests that multiple classification of methods may be useful to
steer regression tests. How and when regression tests should be done remains an open
question at this time. More research must be devoted to this issue in order to determine
the relation between multiple classification and testing.

10.6 Summary

This chapter has presented automatic classification through method tagging, a software
classification strategy to recover classifications of large software systems. The proposed
classification strategy is based on method tagging during forward engineering. Each time a
method is compiled, it is tagged with classification information, such as the developer, the
identification number of the specification or bug report for which the changes was made,
the module, the framework customisation, the reason why the changes were made, etc.
These tags are stored in the source code of the methods, so that the software engineers
can read them and use them during future development activities. The tags are processed
by the Method Tag Processor. It reads the method tags and produces classifications based
on the classification information found in the tags. These classifications are stored in the
classification repository, so that they can be consulted by the software engineers and in
particular by the code reviewer.

Two applications of the classification strategy were presented: architectural recovery and
software evolution.

The application in architectural recovery requires that information about the architectural
components is provided in the method tags. Based on the tagging information about the
architectural components a method is part of, classifications for modules and framework
customisations can be generated by the Method Tag Processor. In the examples used,
two architectural components were considered: modules and framework customisations.
Software engineers now have direct access to the organisation of classes in modules and
framework customisations. The conceptual components that lived in their heads before
are now tangible entities in the software development environment.

The application in software evolution requires that evolution information is tagged onto
methods. Automatic classification through method tagging integrates well with a re-
quest/defect tracking system. Changes to the software are automatically logged and the
generated classifications provide traceability views on the software that can be used by
the code reviewer to rapidly find out what changes were made for a given specification or
bug report.
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10.7 Considerations for Introduction of the Technique in a
SDE

The proposed software classification strategy has been (and is) successfully used in the
context of the broadcast management software. For a large part, this success can be as-
cribed to the support and the commitment of the software provider’s managers. That
support was essential, because automatic classification through method tagging requires
changes to the development tools and to the software development process. Due to these
inevitable requirements, in other contexts management may not be inclined to adopt this
automatic classification strategy.

Because of the required changes to the software development environment, this classifi-
cation strategy cannot be used in black-box software development environments. This
technique requires at least an intervention in the compilation process. In order to inte-
grate the Classification Browser in the development environment, the environment must
support the addition of extra tools, be it by providing a plug-in interface (such as in SniFF
[Sof98]), or by opening up the implementation of the environment (such as in VisualAge

for Java [IBM9S]).

Automatic classification through method tagging, as the name suggests, is targeted to
software development environments where object-oriented systems are developed on a
method-by-method basis. However, the tagging technique can be used in a more coarse-
grained way, by tagging classes (or files in some object-oriented languages) with classifi-
cation information. The coarse-grained tagging would then result in more coarse-grained
classifications. The Method Tag Processor would generate classifications with only class
changes, not method changes.

Many consider method-by-method development a unique characteristic of Smalltalk envi-
ronments. Note, however, that some modern software development environments for other
object-oriented languages, such as VisualAge for Java [IBM98], also support method-by-
method development. If these environments are open enough, the method tagging tech-
nique proposed here can be ported as-is.

The success of the applications of automatic classification through method tagging can
be completely ascribed to the choice of information that must be included in the method
tags. After all, the generated classifications can only include information that has been
tagged. For example, the tags used to automatically classify the broadcast management
software do not include information about the software layer in which a changed method
resides. Consequently, there are no generated classifications for the software layers in the
software.

Therefore, it is very important to consider carefully what information must be tagged. Not
only the parts that make up the method tag must be chosen in advance; the values that
can be entered for each part of the tag must be known in advance as well. When automatic
classification through method tagging is considered for adoption, the development team
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must determine the tags and the values. Although more research on this issue is necessary,
the conjecture is that the information about evolution will parallel the information used
for the broadcast management software. For architectural views, much more information
can be provided, depending on the architectural and other views that exist in the heads
of the software engineers. When the development team determines the values that can be
entered for architectural views, it makes explicit the conceptual views on the software that
exist in the heads of the software engineers. Through method tagging, these conceptual
views are mapped onto physical views that describe how physical methods and classes
map onto conceptual architectural components.



Chapter 11

How the Proposed Solution Meets
the Requirements

Chapter 5 collected requirements that should be met in order to make the model, the
recovery process, and the recovery tools practical. This chapter discusses how the stated
requirements are met by the proposed software classification model, the software classifi-
cation strategies, the recovery process as a whole, and the tool support.

11.1 Take Multiple Views on the Software into Account

The software classification model meets this requirement excellently. Indeed, the model
has been conceived with multiple views in mind. The decision to support multiple views
was driven by the observation that there is not one predominant software architecture.
Object-oriented systems often have a layered architecture to separate the different soft-
ware layers, and a framework architecture to describe the stable and the variable parts of
the software. On top of supporting multiple views on the architecture, software engineers
like to organise the software in a user-defined way, so that they can take a view on the
software that best matches the development task at hand.

The software classification model allows for multiple views by stating that items can reside
in multiple classifications. By grouping classes in multiple classifications, the software en-
gineer is able to create different views on the software. The examples and the experiments
described in the previous chapters show classifications of classes that represent software
layers, modules, framework customisations, etc.

Multiple classifications are also useful for describing the different collaboration contracts
in which a class participates. Each collaboration contract defines a different role played
by the class, so the collaboration contracts provide multiple views on the roles played by
the class.

Although multiple views are very useful to organise classes and to model the software as
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compositions of components, some enhancements concerning the combination of classifi-
cations would be useful. For instance, in Section 4.1.2, a combined modules/layers view
expressed the relationship of modules and software layers (see Figure 4.3). In the combined
view, the user interface layer of the planning module could be identified. It is however not
possible to create a classification that represents the user interface layer of the planning
module based on two classifications that represent the user interface layer and the planning
module, unless by manual classification. For this example, it would be advantageous to
have set-theoretic operations on classifications, so that the intersection of classifications
can be expressed. More research is necessary to determine which combination of operators
on classifications are desirable and useful.

11.2 The Recovery Process Should be Incremental

The recovery of collaboration contracts is incremental by definition. Collaboration con-
tracts are recovered by incremental classification. The proposed method for the recovery
of collaboration contracts is based on the identification of classes, methods, and acquain-
tance relationships that are candidates for inclusion in a collaboration contract. Clues,
guidelines and heuristics help the identification process. Inclusion in the collaboration
contract is performed by incrementally classifying participants, methods, acquaintance
relationships, and method invocations.

The recovery process is incremental in another aspect as well. Since the results of recovery
are recorded in the development environment, the software engineer can easily interrupt
an ongoing recovery. Classifications hold the state of a recovery, so that the software
engineer can continue with the recovery later, even much later. The partial classification
then serves as a mnemonic device.

The recovery of architectural components based on method tagging is incremental be-
cause at a certain point in time, the architectural components of the software system
under consideration are only known partially, depending on the number of methods (and
consequently classes) that has been tagged so far.

The Classification Browser does not introduce modes. The software engineer is able to
switch seamlessly between programming, browsing and recovery.

11.3 Motivate the Software Engineer

The introduction of software classification in the development process employed to build
the subject software has not been simple. In a prototypical manner, software classification,
the classification tools, and the recovery tools have evolved from models and tools that
were not accepted at all, to a model, a method tagging tool, the Classification Browser,
and a process for collaboration contract recovery of which the software engineers and the
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project leaders benefit daily in their development activities.

The method tag at the end of a method body, as simple as it may be, is experienced as
information that can not be missed anymore. The method tag informs the reader about
the developer who created or last changed the method, the module and the framework
customisation the method belongs to, and the specification or bug report the method was
changed for.

The free-text field in the method-tagging tool has been used in interesting ways. Software
engineers use this field to provide more information on the reason why they change a class.
The software engineers appear to use this field frequently, although it is not mandatory.
Although this positive result was not expected, it shows the motivation of the software
engineers. The small amount of extra work necessary to provide tagging information pays
off afterwards.

The extra work also pays off when the classifications generated by the method tag processor
are available in the development environment. Those classifications supply information
that is hard to obtain when classifications or similar structures are not available. The
availability of this information in the development environment results in a reduction of
the communication overhead among developers. Some questions can be answered by con-
sulting (browsing) the generated classifications, instead of appealing to other members of
the development team for help.

The recovery of collaboration contracts requires little extra effort compared with the brows-
ing activities that are required to identify invocation dependencies anyway. The additional
effort is necessary to classify participants, methods, and acquaintance relationships. The
software engineer is motivated to do the extra work for three reasons. First, the overhead
is minimal. The Classification Browser has good browsing and classification capabilities
that help in the extra classification effort. Second, the extra effort results in software
documentation that is available online in the development environment, so that it can be
used for subsequent development tasks. Third, the software engineer is able to generate
diagrams that can be used as external documentation during group activities, such as
design and code reviews.

11.4 Keep the Model Simple

The software classification model is extremely simple. There are only two entities: item
and classification. When an item is part of a classification, we say that the item is clas-
sified in that classification. Items may be classified in multiple classifications. In this
dissertation, items are mainly classes, but anything that is available in the software de-
velopment environment qualifies as candidate item. To support hierarchical composition
of classifications, the model allows classifications as items.

Due to its simplicity, the software classification model is easy to understand and learn.
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Moreover, its uniform nature facilitates the construction of classification browsing tools.

11.5 Keep the Recovery Process Lightweight

Collaboration contract recovery is lightweight in two aspects. First, recovery of a collab-
oration contract involves a small extra effort compared to the effort needed to browse a
software system. The extra effort is needed to classify classes, methods and acquaintance
relationships. The Classification Browser provides classification commands in all parts of
the browser, so that the overhead is minimised.

Second, the process relies on automatic extraction whenever possible and feasible. Auto-
matic extraction is used to compute the class of a source-level acquaintance and to compute
the specialisation clauses of participants. The algorithm to compute acquaintance classes
is simple: a candidate acquaintance class is a class that implements the required inter-
face of a source-level acquaintance. The required interface of a source-level acquaintance
can be extracted from the source code. The computation of the acquaintance classes is
based on functionality that is available in most object-oriented development environments:
senders and implementers. With efficient lookup strategies, the computation of acquain-
tance classes is instantaneous. Computing acquaintance classes is lightweight because it
is based on a simple but fast algorithm that computes a conservative approximation. In
general, many candidate acquaintance classes are found. However, through scope reduc-
tion with classifications, in many cases a single acquaintance class is found.

The recovery of reuse contracts is also lightweight, because the computation of the reuse
contract does not involve the software engineer. Only an initial and a derived collaboration
contract must be provided. The reuse contract that describes how the latter is derived
from the former can be computed automatically.

One important reason to set up reuse contracts is to use them for software change impact
analysis. The ability to compute reuse contracts automatically is particularly useful in
that respect. Impact analysis can now be performed when initial and derived collabora-
tion contracts are provided. The software engineer is relieved from manually setting up
reuse contracts, an activity that is tedious and error-prone. That means that the software
engineer can focus on setting up collaboration contracts.

The recovery of architectural components through method tagging is lightweight because
it requires little effort from the software engineers. They need to provide tagging infor-
mation only once per development task. The system takes care of processing the tags and
producing tag-based classifications.
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11.6 Integrate the Model and the Recovery Process in the
SDE

At this time, the software classification model has been integrated in one tool, not in
the development environment as a whole. For instance, classifications have no influence
on debugging and classifications cannot be versioned. More research must be commit-
ted to the integration of classifications in other developments tools (see Section 13.3.7).
Due to the limited transparency and openness of the employed development environment
(Envy/Developer [OTI95]), it appeared to be easier to build a new development tool based
on the software classification model that is backward compatible with the main develop-
ment tools. The resulting Classification Browser is an enhanced version of its standard
counterpart, and provides extensive support for recovery of collaboration contracts and
architectural components. At this time, reuse contracts are not integrated in the Classifi-

cation Browser!.

Method tagging has been integrated in the software development process. The standard
development tools have been adapted to integrate the method tagging dialog. It pops up
each time a software engineer makes a new version of a class.

11.7 Integrate Existing Software Entities in the Model

The software classification model is simple, but it is an open model. Virtual classifications
allow the introduction of classifications of which the items are computed. This feature
has been successfully used to draw existing software entities into the model. The sub-
ject software is developed with Envy/Developer, which includes categories of classes, and
applications of classes (sort of hierarchical categories with extra semantics). For both
entities, special virtual classifications were developed. These virtual classifications com-
pute their items (i.e. classes for Smalltalk categories and classes and subapplications for
Envy applications) based on information provided by the development environment it-
self. Category classifications and Envy application classifications query the development
environment for the classes that reside in categories and Envy applications respectively.
The result is that software entities familiar to the software engineers are available in the
software classification model, and thus in the Classification Browser. Categories and Envy
applications can be manipulated as any other classification, while the usual commands to
work with categories and Envy applications are still available.

11.8 Make the Results of Recovery Tangible in the SDE

The software classification model is integrated in the software development environment
through the Classification Browser. Recovered classifications, including collaboration con-
tracts, can be consulted on-line in the development environment. At this time, reuse

'There are no technical reasons that inhibit integration of reuse contracts, however.
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contracts are not integrated.

Besides being tangible in the development environment, the results of recovery can be
exported to files that can be read by other applications. Classifications can be exported to
text files, and collaboration contracts can be exported to script files for external diagram-
ming tools. Results of recovery can thus be included in the paper software documentation
and can be shared among software engineers during design reviews and other group activ-
ities.

11.9 Cope with an Obscure Software System

The software classification model, the software classification technique, and the recovery
of architectural components make no assumptions about the target software. The recovery
of collaboration contracts, and consequently the recovery of reuse contracts, also make no
assumptions about the software on which they are applied, but the algorithm to compute
acquaintance classes does not work well on source code that includes metalevel code. The
algorithm is able to give an indication when an acquaintance class cannot be determined.
In that case, the software engineer has to determine the acquaintance class by hand.



Chapter 12

Related Work

This work relates to work in many areas: software evolution, design models, software
architecture, reverse engineering, and software development environments. This chapter
makes a selection of related work in the following fields: reuse contracts, classification,
determining acquaintance classes, reverse engineering, and program visualisation.

12.1 Reuse Contracts

Reuse contracts were introduced by Steyaert et al [SLMD96]. The emphasis was put
on reuse by inheritance. Evolution problems showed up as inconsistencies introduced in
subclasses after a change in their superclasses. Reuse contracts were further developed
and formalised by Lucas [Luc97], who extended the model with inter-class relationships
(reuse by composition or delegation). Reuse contracts have been discussed in the context
of composability issues [LSM96], component-oriented programming [HLS97], systematic
reuse [SLM97], adaptable systems [MSL96], and managing software evolution [LSM97].
The latest report on reuse contracts comes from Mens et al who report on a version of
the reuse contract model that is more conform to the UML [MLS98]. This work is the
first to treat development environment issues concerning collaboration contracts and reuse
contracts.

12.2 Models

Several models are related to collaboration contracts. Many object-oriented design method-
ologies have a model for object interaction. Booch [Boo93] has object diagrams, OOA /OOD
[CY91] has message connections, OMT [RBP*91] has sequence diagrams, CRC [WBWS89)]
has collaboration graphs, Fusion [CAB*94] has interaction graphs, and UML [OTI97] has
collaboration diagrams (and equivalent sequence diagrams). These models and collabo-
ration contracts differ in two important respects. First, these models are not targeted to
reuse and evolution. Second, these models describe the dynamic behaviour of components,
while collaboration contracts describe the static behaviour. This quality accounts for the
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fact that collaboration contracts can be reverse engineered from source code.

Helm, Holland and Gangopadhyay’s interaction contracts [HHG90] come close to collab-
oration contracts, as they are formal descriptions of object interactions. There are no
reports on tools and the practical use of interaction contracts, however.

12.3 Classification of Reusable Components

Classification of software components has already been examined in the context of libraries
of reusable components. Prieto-Diaz and Freeman [PDF87] (also see [PD91]) propose a
faceted classification scheme for cataloguing reusable software components. The classifica-
tion scheme helps with locating and retrieving software components from a large collection
of components.

The purpose of a classification scheme is to produce systematic order based on a con-
trolled and structured index vocabulary. The index vocabulary lists names of concepts
and classes in a systematic way to show the relationships between classes (see the left
column of Table 12.1). Classification schemes express hierarchical and syntactical rela-
tionships. Syntactical relationships express relationships between concepts in different
hierarchies. Classification schemes come in two flavours: enumerative and faceted.

Enumerative classification is a hierarchical classification in which a class at a certain level
narrows the class of the level above. Compound classes are used to express syntactical
relationships. For example, the right column of Table 7 shows an enumerative classification
based on the element classes in the left column of the table.

Strict hierarchical classification suffers from problems also encountered when modelling
multiple inheritance in single-inheritance object-oriented programming languages. When
a class can be placed at two (or more) positions in the classification hierarchy, compound
classes need to be created to express the two (or more) relationships with other classes. In
the worst case, a compound class must be created for each combination of the elemental
classes.

Maintenance Maintenance
Cleaning Cleaning
Repairing Repairing
Vehicles Vehicles
Land vehicles Land vehicles
Water vehicles Cleaning land vehicles

Repairing land vehicles
Water vehicles

Cleaning water vehicles

Repairing water vehicles

Table 12.1: Elemental classes and compound classes in enumerative classification
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Faceted classification takes another approach. It relies on synthesis of terms that make
up subject statements of documents. The index vocabulary of a faceted classification
scheme includes the elemental classes found in the subject statements. A facet is a group
of elemental classes in a classification scheme. In the example, Maintenance and Vehicle
are facets. Facets have a citation order according to their relevance to users. For ex-
ample, when the citation order is Maintenance — Vehicle and the title to classify is
The Repair of Cars, the title would be classified in classification Repairing/Cars. If
the order were the other way around, the title would have been classified in classification
Cars/Repairing. In both cases, Cars should be added under Land Vehicles. In an
enumerative classification, in absence of a class Repairing cars (as is the case in the
example), the librarian must decide whether to classify The Repair of Cars under Cars
or under Repairing. Faceted classification is thus more flexible.

Prieto-Diaz and Freeman employ a facetted classification scheme for reusable software
components. They propose a component description format based on a standard vocabu-
lary of terms and they impose a citation order for the facets. The component description
format is a triple <function, object, medium>. Function is the name of a function,
object is the collection of objects manipulated by the program, and medium is the locale
where the function is executed. Examples are [PDF87]: <input, character, buffer>,
<search, root, B-tree>, and <compress, lines, file>. The facets used for these
examples are:

e Function: add, append, close, compare, compress, insert, join, ...
e Objects: arrays, blanks, buffers, directories, files, lists, pages, ...

e Medium: buffer, cards, file, printer, stack, tape, tree, ...

The component description is the classification of the component. Retrieval of a compo-
nent is based on input of terms. A metric for conceptual distance between terms in each
facet helps to find related components.

A major difference between faceted classification and software classification proposed here
is that reusable components in faceted classification have a unique component description
(lookup key). Each component belongs to one class, while our approach allows components
to reside in more than one classification. This quality is essential to provide multiple views
on software.

Another major difference is the motivation: faceted classification is concerned with cat-
aloguing reusable software components in a predefined manner. This work is concerned
with the organisation of software in a flexible, user-defined way. Our classifications can
be used to steer the browsing process, while faceted classifications cannot be navigated
easily.
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12.4 Determining Acquaintance Classes

12.4.1 Type Inference and Type Systems

Determining the class of a source code level acquaintance sounds like a typing problem.
In that view, one solution to this problem is a type inference engine. In the last 18 years,
several people have tried to retrofit a type system to Smalltalk, but most of them failed to
deliver practicable results. Many solutions work nicely for a subset of the Smalltalk lan-
guage only. This is no surprise since type inference is harder for object-oriented languages
than for traditional languages, because the control-flow graph is only known in advance up
to an approximation due to late binding. Type inference for object-oriented languages is
thus a combined control-flow and data-flow problem [AH95]. Although many papers have
been published on the subject [BI82], [Joh86], [JGZ88], [PS91], [BGI3], [AHI5], many
of them do not mention the performance of the type inference algorithms, which is a
very important factor. It seems that the best results come from Graver’s work [Gra89].
His type inference algorithm is able to type close to all Smalltalk code, but it requires ex-
plicit type declarations, which makes his algorithm inadequate for existent Smalltalk code.

Apart from the technical and performance problems involved with implementing a type
inference engine for an object-oriented language, type inference approaches struggle with
the definition of a type. This problem exists on a broader scale as well. Typing in
object-oriented languages is an active research domain [FM96, BPF97, DV98]. Current
type systems are not yet mature enough for the construction of object-oriented programs
in a flexible way. Therefore, it is harder to build frameworks in statically typed object-
oriented languages than in dynamically typed object-oriented languages. The large amount
of inevitable typecasts that are necessary when a typed framework is customised is a
barometer for the typing problems that still need to be solved.

12.4.2 Runtime Statistical Typing

Brown uses runtime statistical typing [Bro96] in the context of reverse engineering design
patterns [GHJV94] (also see the next section). Brown executes a Smalltalk program and
interrupts it every few seconds with a high-priority process. This process enumerates all
classes for which type information is required and uses the allInstances (meta-)message
to determine the class of each instance variable of these instances. These classes are
recorded in a type representation for each class.

The major disadvantage of his approach and dynamic (runtime-based) type inference in
general is that the obtained types highly depend on the control flow of the target program.
It is possible that some types are incomplete.

Brown acknowledges that his approach is not perfect. Therefore, he allows the reverse
engineer to change the type of an instance variable on the fly. Such an approach requires
that the reverse engineer has knowledge about the system he is reverse engineering, which
is not always the case.



12.5. Reverse Engineering 177

12.5 Reverse Engineering

12.5.1 Recovering Design Patterns

Brown performs design reverse engineering for automated design pattern detection in
Smalltalk [Bro96]. His approach makes extensive use of the Smalltalk metalevel facilities
to extract is-kind-of, has-a, and message flow diagrams. Based on the extracted diagrams,
he is able to automatically detect the following design patterns: Composite and Decorator
(these are closely related), Template Method (considered trivial by most programmers),
and Chain of Responsibility. Brown’s approach apparently does not handle the recovery
of other design patterns.

12.5.2 Reflexion Models

Murphy proposes lightweight structural summarisation as an aid for more effectively as-
sessing, planning and executing a software change task [Mur96]. Summarisation is a tech-
nique to deal with the large quantities of information. Summaries are overviews that help
to comprehend the information without forcing the reader to examine all the information
in detail. Murphy describes two techniques to apply summaries in the understanding of
the structure of a software system: the software reflexion model technique and the lexical
source model extraction technique.

The software reflexion model technique is used to compare a software engineer’s mental
model of the subject software with the model found in the source code.

The software engineer starts by selecting a high-level structural model of a collection of
software entities with interactions (calling dependencies) between them. With an extrac-
tion tool, the engineer extracts structural information from the artefacts of the system:
the source model. Extraction can be done statically or dynamically. The source model
consists of relations between source components, such as relations between classes and
message sends between them. The software engineer then defines a mapping between
the source model and the high-level structural model. The mapping consists of map-
ping entries, each describing how a source model component maps to an entity in the
high-level structural model. The employed mapping language can be extended in case
it is not expressive enough to specify the entities in the source model at hand. Finally,
a tool computes the software reflexion model. 1t provides the comparison between the
source model and the high-level structural model. The reflexion model shows interactions
between entities from the high-level structural model as solid, dashed, or dotted lines.
Solid lines, called convergences, represent discovered interactions that were expected by
the software engineer. Dashed lines, called divergences, are discovered interactions that
were not expected, and dotted lines, called absences, represent expected interactions that
were not found. Each line in the diagram indicates the discovered number of calls in the
source code.

The engineer examines the reflexion model to assess whether it provides enough informa-
tion to carry out the change task at hand. If the provided summary does not contain
enough information for this assessment, the engineer can access the calls associated with
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an interaction line in the diagram to obtain a more detailed view (i.e. the source code). If
the reflexion model does not provide enough information for the given change task, it can
be refined incrementally until it does. The engineer can refine the high-level structural
model, use a better source model extraction tool, or enhance the mapping between the two
models to compute a new reflexion model. Murphy claims that specifying the inputs and
computing the software reflexion model has often been accomplished in about an hour.
Murphy’s technique scales well. It has been used on an artefact with more than a million
lines of source code.

The lexical source model extraction technique is used to extract structural information for
the source model, or for other reverse engineering activities, such as program visualisation.
Murphy defines her own lexical specifications and she developed her own lexical analyser
because current tools do not fit her needs. Current lexical analyser tools are too sensitive
to the condition of the source code (written in language dialects or not yet in a form
that can be compiled). Moreover, they cannot be used to scan other system artefacts
than program source files, and the lexical specifications are too complex. Murphy’s lex-
ical source model extraction technique permits engineers to describe regular expressions
with additional actions that must be executed when a desired pattern has been found
in an artefact. These actions can be used to create an output of matches or to com-
bine matched information into structural interactions. The software engineer starts with
a coarse specification and refines it until it the lexical analyser produces the desired results.

The reflexion model technique is related to incremental recovery of collaboration con-
tracts, in motivation (planning software changes) as well as in spirit. Both techniques
are lightweight. They are developed to produce results rapidly, without heavy and time-
consuming computations. Both techniques are incremental. Iteration and incremental
refinement are important qualities. Both techniques are semi-automatic. Input from the
software engineer is crucial. Extraction tools are used when appropriate, but the engineer
decides whether the extracted information is useful.

A classification holding collaborating participants can be considered a reflexion model dur-
ing incremental collaboration contract recovery. As long as the software engineer decides
that a classification of participants is not yet complete, the current state of the classifica-
tion is a model to reflect on. The comparison of the partial collaboration contract with the
source code is easily made with the Classification Browser. When a participant is being
browsed, it is presented as a view on a (partially flattened) class. The browser displays all
methods of the class and highlights the methods that are classified in the participant. In
the same vein, the interaction structure (through senders and implementers) can be ex-
plored in the scope of the classification, as well as in the scope of larger parts or the whole
system. The engineer knows exactly what the difference between the partial collaboration
contracts and the source code is.
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12.6 Program Visualisation

Program visualisation is another technique to create models of software. An interesting
approach to the visualisation of the interaction structure of an object-oriented program
comes from De Pauw et al [PHKV93]. An instrumented version of a C++ program pro-
duces output that is transformed into graphical output.

Initially, when no messages are sent yet, the objects are placed near the edge of the window
that displays the graphical output. Message sends are displayed as lines from one object
to another. They remain on screen as long as the corresponding method is being executed.
When objects interact a lot, they are displayed closer to each other. The result is that
after a while clusters of objects appear on screen. Objects drift apart when the number of
message sends between them decreases. Ultimately, non-interacting objects are displayed
near the edge of the window again.

A software engineer watching the graphical output is able to assess the interaction patterns
between objects. The clustering of objects is an important indication of the importance
of an interaction pattern.

Program visualisation is a technique based on dynamic information, that is, information
collected when the program is running. This contrasts this work, which is based on static
information that can be extracted from the source code. The results differ accordingly:
program visualisation produces event traces while recovery through software classification
produces collaboration contracts.

Although the collection of information at runtime scales up, the visualisation of the results
suffers from scaling problems. When many objects are involved in an interaction, the
screen is quickly filled with an overwhelming amount of graphical data. The abundance
of graphical output may be a seriously impediment to readability and interpretation of
the results. Advanced zoom in/zoom out and clustering facilities may reduce the viewing
problems considerably.






Chapter 13

Conclusion

The objective of this work has been architectural recovery in evolving object-oriented sys-
tems. Since the architecture of a software system comprises too many aspects to handle
in a dissertation, the scope of this work has been narrowed to the recovery of components
and their interaction structure. The roots of this research, being the research on reuse
contracts, have driven further scope reduction. The result is that this work has three foci
of attention. First, the recovery of collaboration contracts that describe the interaction
structure of a set of classes (the components). Second, the recovery of reuse contracts
that describe the evolution of collaboration contracts. Third, the recovery of architectural
components that are larger than classes, such as software modules, software layers, and
framework customisations. The latter focus is only concerned with the recovery of com-
ponents, not their interaction structure. Therefore, the last focus of attention is to be
considered the first step towards the recovery of collaboration contracts with architectural
components as participants.

13.1 Summary

Instead of looking at recovery of collaboration contracts, reuse contracts and architectural
components in isolation, and providing ad-hoc solutions for the three recovery problems,
this research has focussed on finding a generic model to treat the three recovery problems
under the same heading. This dissertation has introduced software classification as a very
flexible means to recover architectural elements in an incremental way.

Software classification has two major aspects: the software classification model and the
software classification technique. The software classification model has been conceived as
a uniform structure to organise software entities. Although the model is very simple —
classifications are containers of items and items can be classified in multiple classifications
—, this work suggests that the model can take us very far. The openness of the model,
achieved through the introduction of virtual classifications, opens the door to items that
go beyond the traditional ones like classes and views on classes (the latter represented
here by participants). Virtual classifications compute their items or retrieve them from
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external media. In this work, only items with an interface have been used, but the software
classification model does not impose restrictions on items. Any kind of software entity is
a candidate item.

When software classification is being performed, software classification strategies are ap-
plied to create new or update existing classifications. The choice of classification strategy
depends on the goal of the classification activity. Although further research on classifi-
cation strategies is required (see Section 13.3.5), some strategies have already been used
successfully: manual classification, virtual classification, classification with advanced nav-
igation tools, and automatic classification through method tagging.

Manual classification is the simplest form of classification: the software engineer puts
items in classifications according to his wishes. Virtual classification is a classification
strategy to draw software entities of the software development environment into the soft-
ware classification model. In a Smalltalk environment, for instance, existing Smalltalk
categories show up as classifications in which classes are virtually classified. Classification
with advanced navigation tools is typically used to set up classifications of items with an
interaction structure or dependency relationship. The recovery of collaboration contracts
is based on this classification strategy. One automatic classification strategy has been
investigated in-depth: classification based on method tagging. This classification strat-
egy is based on mandatory information provided by the software engineer during forward
engineering. The classifications are set up automatically based on the method tags pro-
vided. This automatic classification strategy produces promising results, which suggests
that more research must be devoted to automatic classification strategies.

Five applications of software classification have been studied and discussed in detail: ex-
pressing multiple views on software, in particular on the software architecture, recovery of
collaboration contracts, recovery of reuse contracts, recovery of large architectural com-
ponents, and the management of changes.

Expressing multiple views on software. Expressing multiple views on software is an
application of the software classification model. The application is based on the prop-
erty that items can be classified in multiple classifications. Multiple classification of
classes provides the software engineer with a powerful means to organise the classes
of an object-oriented software system. Each classification can be used to express
an abstraction that is otherwise hard to make tangible in a software development
environment.

Besides multiple views on the software, considered as collections of classes, software
classification provides a means to express multiple roles played by classes in col-
laboration with other classes. By observing that a collaboration contract can be
considered a classification of participants that are views on classes, participants as
items and collaboration contracts as classifications integrate well in the software clas-
sification model. When a class participates in several collaboration contracts, each
collaboration contract expresses a different role played by that class. The software
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classification model thus not only supports multiple views on a set of classes; it also
supports multiple views on the collaboration of a class with other classes.

Recovery of collaboration contracts. The recovery of collaboration contracts is an
application of the software classification model and the software classification tech-
nigue. It is an application of the model because collaboration contracts are repre-
sented by classifications of participants. Seen from the software classification model,
a participant is a special kind of item (a view on a partially flattened class). Seen
from the reuse contract model, a participant is an actor in a collaboration contract.
It bears a partial interface of the corresponding (partially flattened) class, and it
has an acquaintance clause. Methods in a participant’s interface are annotated with
an abstractness attribute and a specialisation interface. The participant item in the
classification model is thus a straightforward representation of the concept of par-
ticipant in the reuse contract model.

The recovery of collaboration contracts is also an application of the software classifi-
cation technique. Collaboration contracts are recovered through incremental classifi-
cation. Recovery starts with the creation of a classification that ultimately will repre-
sent a collaboration contract. Recovery proceeds with the classification of classes as
participants and the classification in those participants of methods, acquaintance re-
lationships and method invocations. Conceptually, the initial classification of classes
passes through four stages, each of which is a more formal representation of the tar-
get collaboration contract. In the first stage, the classification is just a classification
of classes. In the second stage, the classification holds participants with partial
interfaces of those classes. In the third stage, the classification holds participants
that are acquainted with each other. Finally in the fourth stage, the classification
represents a collaboration contract, being a set of acquainted participants with an
interaction structure. Each transition from one stage to the next involves classifica-
tion activities. The transition from stage 1 to stage 2 first requires the classification
of participants in a classification. After that, methods are classified in those par-
ticipants. To get from stage 2 to stage 3, acquaintance relationships are classified
in the participants. The transition from stage 3 to stage 4, method invocations are
classified (this transition is actually done automatically based on the interfaces and
the acquaintance relationships of the participants). Although participants are not
really classifications, the term ‘classification’ is used nevertheless to refer to the act
of putting methods, acquaintance relationships and method invocation into partici-
pants.

The proposed recovery process is not an automatic recovery process. The software
engineer’s input is required with regard to decisions for inclusion (classification) and
exclusion of participants, methods and acquaintance relationships. The recovery
of collaboration contracts relies on browsing activities alternated with classification
activities. In practice, the conceptual stages are not as clear-cut. Since the recovery
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process relies on browsing, and browsing is typically done in a non-sequential manner,
the transitions from one stage to another are strongly intertwined.

Recovery of reuse contracts. The recovery of reuse contracts is an indirect application
of the software classification model. Actually, reuse contracts are not recovered by
employing classifications. Rather, classification techniques are employed to set up
an initial and a derived collaboration contract. The reuse contract between the two
can be computed automatically.

The computation of the reuse contract boils down to the computation of the dif-
ferent basic reuser clauses, together with their associated contract types, that make
up the change from the initial to the derived collaboration contract. The algorithm
to determine the reuser clauses computes the differences between the interfaces, ac-
quaintance clauses and specialisation clauses of the corresponding participants, and
represents the differences by reuser clauses and contract types. The algorithm pro-
duces a reuse contract with a provider clause that contains the initial collaboration
contract, and a combined reuser clause that includes all the basic reuser clauses,
each with their contract type.

The integration of reuse contracts in the software classification model is based on
the observation that a reuse contract can be considered as a classification with two
elements, the initial and the derived collaboration contract.

Recovery of architectural components. The recovery of architectural components is
an application of the software classification model and the software classification
technique. It is an application of the model because classifications are used to gather
information about the software system. It is an application of the technique because
methods (and consequently classes) are classified into multiple classifications, based
on a fixed algorithm.

The recovery of architectural components is based on tagging methods with clas-
sification information. A method tag includes information about the module, the
framework customisation, etc. in which a method resides. Tagging requires little
effort from the software developers. They have to provide the mandatory tagging
information only once per development task (specification or bug fix). A batch
process extracts the tags and uses their contents to classify the methods in classifi-
cations. The generated classifications include classifications for modules, framework
customisations and architectural components. The generated classifications thus
provide information that can be exploited by the software engineers and the project
managers in further development activities.

Management of changes. The management of changes is also an application of the soft-
ware classification technique that is based on method tagging. Besides information
about the large architectural building blocks in which a class resides, the method tags
also include a time stamp, a developer name, the development task, and a free-text
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field to log the reason why a change was made. This information is also processed
and put into classifications. Classifications based on the development task help to
assess why a set of methods has been changed. By cross-referencing the classifica-
tions, more information can be retrieved, such as the expertise of a developer based
on the number of changes made to a given part of the software. The classifications
are available in the Classification Browser, so that the software engineers and the
code reviewer in particular can consult and browse these classifications. Since the
classifications hold onto the changes that were made in the context of a specification
or a bug report, the code reviewer can rapidly track changes based on the identifica-
tion numbers of specifications and bug reports. Information that previously had to
be retrieved from a request/defect tracking system is now available in the software
development environment.

The software classification model is the foundation of the Classification Browser. This
browser employs the software classification model as a means to organise classes, methods
and other software entities, such as collaboration contracts, reuse contracts, and classifi-
cations. The browser currently supports three software classification techniques: manual
classification, virtual classification, and classification with advanced navigation tools. The
latter is supported by supplementing standard browsing features with support for in-place
browsing of senders and implementers, and for browsing of acquaintance relationships.

Classifications are not only used for the organisation of the software; they are also used to
define scopes in which browsing takes place. When browsing is restricted to the scope of
a collaboration contract, the Classification Browser acts as collaboration contract browser.

The software classification model, the classification strategies, and the methods for re-
covery have been developed according to the industry-as-laboratory approach. In close
co-operation with the software engineers of a software company, the software classifica-
tion model, the recovery process, and the classification browser were conceived, designed,
evaluated and implemented in an incremental and prototypical way. The subject software
system, a continuous evolving complex software system for broadcast management, served
as an excellent case study. It is representative of the complex evolving object-oriented
software systems in use today.

The commitment of the software provider to this research has been crucial to conduct
experiments on real world evolving object-oriented software, because the proposed classi-
fication strategy based on method tagging requires changes to the software development
environment and the software development process. Without that commitment, parts of
this research would not have been possible. After all, not many software providers are
inclined to change their way of working for experimental research such as this.

The experiments conducted in the context of the subject software suggest that software
classification, as a model, and as a technique, are valuable in software development. The
fact that the recovered classifications can be consulted in the development environment
is considered an asset by the software engineers that have used (and still use) the Clas-
sification Browser. The initial feedback from software engineers is very encouraging and
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indicates that more and larger experiments should be conducted to assess the value of
software classification. In particular, controlled experiments are required to assess the
impact of the availability of collaboration contracts on the productivity of the software
engineers during software evolution.

The automatic classification of the subject software system provides insight into the or-
ganisation of the software with respect to modules, framework customisations and specifi-
cations. It also spawns crucial insight in the evolution of the software that is very helpful
for the code reviewer.

13.2 Contributions

The main contribution of this dissertation is the presentation of a generic model and
strategies for incremental recovery of the architecture of evolving object-oriented systems.
Expressing multiple views on software, the recovery of large architectural building blocks,
collaboration contracts and reuse contracts, and the management of changes are applica-
tions of the software classification model and the software classification technique.

The software classification model provides simple concepts to organise large software sys-
tems and their evolution in manageable units (classifications). The software classification
technique provides strategies to set up and recover those manageable units. The handful
of classification strategies used in this dissertation — manual classification, virtual classifi-
cation, classification with advanced navigation tools, and automatic classification through
method tagging — suggest that software classification is a valid approach to reverse en-
gineering of collaboration contracts and architectural components. This dissertation does
not provide an answer to all questions raised, but it indicates that software classification
has potential that must be investigated further.

Very important in this work is the integration of software classification in the software de-
velopment environment and in the software development process. The results of recovery
are tangible in the software development environment and they can be used in subsequent
software development activities. Therefore, this work also makes the following contribu-
tions: the Classification Browser, the method tagging tool and method tag processor, the
exploitation of different views on software, scope reduction as a browsing aid, and an
algorithm to automatically compute the reuse contract between an initial and a derived
collaboration contract.

Besides contributing to software evolution, software architecture, and reverse engineering,
this work is also beneficial for the following research areas:

Reuse contracts. The lack of tool support has been acknowledged as a major problem to
validate the claims made about the model and to carry out larger-scale experiments
[Luc97]. This work addresses this problem by supplying methods and tools to set
up collaboration contracts and reuse contracts. In addition, it presents the classifi-
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cation model as a means to organise software entities, and shows how collaboration
contracts and reuse contracts fit in that model.

Object-oriented software development environments. The ideas behind the major
artefact that results from this work, the Classification Browser, advances the state-
of-the-art of object-oriented software development environments in three important
aspects. First, having a flexible organisational structure to organise software en-
tities in a user-defined way is a substantial aid to structure and comprehend the
large and complex software in use today. Feedback from software engineers suggests
that the availability of classifications increases productivity because classifications
can be used as on-line software documentation. Second, the Classification Browser
provides very powerful browsing capabilities. The focus on reuse, class collabora-
tion and evolution is a great asset to a software engineer. Third, the Classifica-
tion Browser is able to handle collaboration contracts, an important abstraction in
object-orientation that is not tangible in conventional development tools.

Therefore, this work is useful for:

e Researchers who want to further enhance the reuse contract model, in theory as well
as in practice.

e Software engineers who want to document a software system with classifications,
collaboration contracts and reuse contracts. The Classification Browser supplements
the directions for recovery given in this document.

e Practitioners who consider introducing classifications, collaboration contacts and
reuse contracts in their development process. They gain an insight into the benefits
of applying software classification and collaboration contracts, and are supplied with
tools that give an idea of how software classification and collaboration contracts
integrate in a software development environment and in the software development
process.

13.3 Future Work

Many enhancements to the classification model, the classification browser, and the recovery
process are conceivable. A handful is considered here.

13.3.1 Architectural Components as Participants

This dissertation focuses on classes as participants in collaboration contracts. However,
other software entities have an interface too, and it is interesting to know how they col-
laborate.

For example, software layers are architectural components that collaborate. If the sepa-
ration of the layers is not broken, the user interface layer only interacts with the domain
model layer, and the domain model layer only interacts with the persistency layer (both
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in one direction, except for call-backs). Collaboration contracts between the user interface
layer and the domain model layer would be helpful to assess how the user interface layer
uses and relies on the domain model layer. These collaboration contracts would provide
insight into the use of domain model objects by application objects.

Another example is frameworks. Collaboration contracts with a framework and its cus-
tomisations as participants would provide very interesting information about how a frame-
work customisation relies on the framework and how both parts work together.

As shown in this work, the classification model provides a way to represent larger software
entities. If such an entity is a grouping of whole classes, the entity can be represented by
a classification that holds all those classes. What’s missing for considering such entities
as participants in a collaboration contract, is an interface. In the current state of the
classification model, a classification has no interface. So in order to use classifications to
represent large software entities that participate in a collaboration contract, a means must
be devised for associating an interface with a classification. The same technique could be
used as employed to consider classes (or objects) as participants. In the currect state, a
participant is a view on one class: it lists (classifies) a selection of methods, acquaintance
relationships and method invocations of one class. The concept of a participant could be
extended to list (classify) a selection of methods, acquaintance relationships and method
invocations of multiple classes. Research on this subject is in progress.

There is another interesting aspect of larger software entities as participants. When larger
software entities consist of classes, it is interesting to know how the collaboration contracts
for the large software entities relate to collaboration contracts for the classes that make
up the large software entities. Further research is necessary to determine the relationships
among the collaboration contracts at different levels of granularity.

13.3.2 Generic Collaboration Contracts

Experiments with collaboration contract recovery have shown that some collaboration
contracts are the same except for participants names, acquaintance names, or method
signatures. This observation led to the need for generic collaboration contracts in which
participant names, acquaintance names, and method signatures are placeholders. An in-
stantiation mechanism could then be used to fill in the names and the signatures.

Generic collaboration contracts may be useful to describe the ‘Structure’ and the ‘Collab-
orations’ sections of the design pattern form, because design patterns express the structure
and the collaborations in an abstract (generic) manner.

For example, consider the collaboration contract at the top of Figure 13.1. It describes part
of the Composite design pattern: the collaboration of the Component and the Composite
participants. The design pattern lays down that when a Composite object receives a
message operation, it responds to the message by sending the same message to all the
Component objects that make up the Composite object. The Composite design pattern
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describes the collaboration in a generic way. It does not state any specifics about the
message. So the signature of the operation is to be considered a placeholder for the actual
method signature used when the design pattern is applied.

The collaboration contract in the figure describes this collaboration. The Component
object has a method called operation, which is abstract (note that it is written in italic).
The Composite object has a method with the same name. The Composite object refers
to each of its (sub)components by the acquaintance name subComponent. The invocation
on the left-pointing arrow indicates that operation on Composite invokes operation on
Component.

Composite CC

Component Composite
operation { Oﬁaration invokes} operation operation
subComponen
t

Instantiation
Component = View
Composite = CompositeView
operation = display
subComponent = subView

Composite View CC

View CompositeView
display {<display invokes} display display
subView

Figure 13.1: Instantiation of a generic collaboration contract

When the composite design pattern is applied, the generic names used in the design pat-
tern are substituted for ‘real’ names. In the context of collaboration contracts, application
of the design pattern implies that the generic collaboration contract is instantiated. The
figure shows how instantiation could be achieved. All generic names are replaced by
the real names. In the figure, the design pattern is applied in the design of views and
composite views. The information provided next to the instantiation arrow includes a
replacement for each generic name. Besides replacing Component by View and Composite
by CompositeView, the generic name for message operation is replaced by display and
the generic acquaintance name subComponent is replaced by subView, a more appropriate
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name in the context of views.

More research is necessary to define the role and the usefulness of generic collaboration
contracts in general, and in the description of design patterns in particular.

13.3.3 Keeping Classifications In Sync

As traditional software documentation, classifications and collaboration contracts may be-
come out of sync with the source code. Having them in the development environment is
advantageous in that respect. Classifications and collaboration contracts can be checked
for consistency by comparing them with the source code. The development environment
can take inconsistencies into account and notify the problems, or display the inconsistent
software entities in an eye-catching way. The Classification Browser already takes into
account inconsistencies in classifications. When a classified class is not available in the
Smalltalk image, the Classification Browser marks the class as unknown in the user inter-
face.

Checking inconsistencies during development can be helpful in order to detect architectural
drift early. The development environment is able to check whether a new version of a
method still complies with the collaboration contracts in which it is involved. If it does
not comply, either a collaboration contract has been broken, or either the collaboration
contract needs revision. Whether such inconsistency checking is desirable, how and when it
must be performed, and how inconsistencies should be presented to the software engineer,
are questions that still need careful investigation.

13.3.4 Enforcing Collaboration Contracts

A question that rises frequently when people are introduced to collaboration contracts,
and in particular to tools based on collaboration contracts, is whether collaboration con-
tracts can be used to enforce object interactions that may not be broken. As already
stated by Lucas [Luc97], collaboration contracts can be used to enforce a design. In the
context of the Classification Browser, enforcing a collaboration contract can be done in a
preventive and in a corrective way.

The preventive way of enforcement is based on preventing the software engineer to make
changes to a class that would invalidate existing collaboration contracts of which it is
known that they are not allowed to change. We will use the term ‘stable collaboration
contracts’ to refer to collaboration contracts that are not intended to change. Since a
collaboration contract does not include information about permitted changes (the reuse
contract model assumes that anything may change, as long as the change is documented),
the model needs to be extended to add such information. Stating that a stable collab-
oration contract may not be changed implies that the contract itself is not allowed to
evolve, and that the collaboration contract is not allowed to be subject to given reuser
clauses. For example, when a certain method invocation is mandatory, the collaboration
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contract may not be reused through a participant coarsening that removes the invocation.
In general, the stable collaboration contract must be annotated with reuser clauses that
express which changes are not allowed. More research is necessary to investigate what is
the best way to model disallowed changes.

In order to enforce collaboration contracts, the development tool has to check whether the
source code of the changed classes still conforms to the information included in the stable
collaboration contracts. With software classification, these checks are easily performed.
Since collaboration contracts are classifications, and since the classification repository
maintains inverse classifications, a simple query returns all collaboration contracts a class
is involved in. Based on the extra information mentioned earlier, the returned set can be
filtered, so that only the stable collaboration contracts remain. The change can be ac-
cepted when the source code of the class still conforms to all these collaboration contracts.
Otherwise, the software engineer must be informed that the intended change is not allowed.

While the preventive way to enforce collaboration contracts avoids that a disallowed change
is made, the corrective way of enforcement, as the name suggests, is based on correcting or
rejecting disallowed changes after they are made. The corrective approach to enforcement
is a consequence of the observation that preventive approach does not work in practice,
due to the fine granularity of changes. Since changes for a development task are made in
a sequential manner, the source code is often in an inconsistent state during the execution
of the development task. After execution of all required changes, however, the source code
is expected to be in a consistent state again. Triggering the conformance checks each
time a change is made may result in many reported problems that in fact are not real
problems. They are only real problems if they persist after the development task has been
performed. This observation indicates that conformance checks should be conducted after
a development task, not after each change required for the task. The observation further
suggests that a development task is a kind of transaction that can be rolled-back (as in
database terminology) when the changes result in source code that does not conform to
the stable collaboration contracts.

Without collaboration contracts and software classification, corrective enforcement is usu-
ally used in software development processes in which a code reviewer is present. Based
on his knowledge of the software system, the code reviewer accepts or rejects changes
made by the development team. When software classification and collaboration contracts
are available in the development environment, the code reviewer’s work can be partly au-
tomated. Conformance checking can also be conducted by members of the development
team, before they submit the changes to the code reviewer. By doing so, they receive early
feedback, and the net result is that the code reviewer will reject less disallowed changes.

The code reviewer is not only a consumer of the collaboration contracts; he is a producer
of collaboration contracts as well. The code reviewer is in an ideal position to add new
collaboration contracts to the system, and to review existing ones. When he receives
changes to the software system, the changed classes may be covered by collaboration
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contracts, or they may not yet have been documented. In the former case, the code
reviewer can perform conformance checks. If the conformance checks fail, the code reviewer
can decide to reject the changes, or to accept them after updating the relevant collaboration
contracts. In the latter case, the code reviewer may decide to enter new collaboration
contracts to the system, based on knowledge gained through investigation and review of the
provided changes. Based on his knowledge of the software system, the code reviewer can
also decide whether new or updated collaboration contracts should be stable collaboration
contracts or not.

This way of working is an incremental approach to setting up collaboration contracts for
a software system. The code reviewer relies on collaboration contracts that exist, while
he relies on his knowledge when no collaboration contracts are available. In the latter
case, the code reviewer is in the best position to extend the set of available collaboration
contracts. By adding collaboration contracts, the code reviewer increases the number of
collaboration contracts he can rely on during subsequent code reviews.

13.3.5 Expressing Architectural Constraints

This dissertation has restricted architectural recovery to the recovery of collaboration con-
tracts and the recovery of architectural components. There are, however, other interesting
aspects of the architectural that can be subject to recovery. One aspect has already been
discussed in Section 13.3.1: recovery of the interaction structure of architectural compo-
nents. Here expressing architectural constraints is discussed.

Architectural constraints that are concerned with the interaction structure of the architec-
tural components are candidates for expression with collaboration contracts and classifi-
cations. For example, consider a layered architecture with a user interface layer, a domain
model layer, and a persistency layer. The constraints imposed by the layered architecture
state that classes in the user interface layer may invoke methods of classes in the domain
model layer, and that classes in the domain model layer may invoke methods of classes in
the persistency layer, but not the other way around. A possible solution for expressing
this architectural constraints is based on other suggested enhancements of the reuse con-
tract model and the classification model as discussed earlier in this future work section:
architectural components as participants in collaboration contracts, generic collaboration
contracts, and enforcing collaboration contracts.

When collaboration contracts with architectural components as participants are available,
the collaboration contract to express the collaboration of the user interface layer and
the domain model layer can be described as depicted in Figure 13.2. The collaboration
contract is a generic contract that expresses that the user interface layer sends messages to
the domain model layer. Any collaboration contract between a class of the user interface
layer and a class of the domain model layer should be an instantiation of this generic
collaboration contract.

As mentioned in Section 13.3.4, the collaboration contract model is not equipped with
a means to describe that no messages may be sent from the domain model layer to the
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Layered Arcitecture

User interface layer

{'aMethod invokes} anyMethod Domain model layer

aMethod anyMethod

Figure 13.2: Collaboration contract for layered architecture

user interface layer, but it is conceivable to supply negative information in the form of
reuser clauses that are not allowed to be applied on the collaboration contract. In this
case, the constraint ”no messages should be sent from the domain model layer to the user
interface layer” can be expressed by a participant refinement reuser clause that includes
such message send. Figure 13.3 shows this reuser clause. When interpreted as negative
information, it expresses that someMethod on the domain model layer participant is not
allowed to invoke badMethod on the user interface layer participant. Note that this reuser
clause is a generic version of the participant refinement reuser clause normally used in
reuse contracts.

Participant Refinement (as negative information)

User interface layer Domain model layer

{'aMethod invokes} anyMethod
badMethod someMethod

Figure 13.3: Reuser clause to be interpreted as negative information

The conclusion is thus that enhancements of, and additions to, the collaboration contract
model may produce a version of collaboration contracts that can be used to express archi-
tectural constraints that are concerned with the interaction structure, but more research
on the subject is necessary to determine the best approach to express constraints.

13.3.6 Software Classification Strategies

In this work, four software classification strategies have been presented: manual classifi-
cation, virtual classification, classification with advanced navigation tools, and automatic
classification through method tagging. Further research is necessary to identify other clas-
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sification strategies and to evaluate their usefulness in software development.

The exploitation of virtual classifications promises to produce interesting results in the con-
text of automatic classification strategies. When virtual classifications are connected with
a logic metaprogramming language, they can be used to automatically classify software
entities according to a given logic query. SOUL [Wuy98] is a candidate for integration
in the Classification Browser. SOUL (Smalltalk Open Unification Language) is a logic
language embedded in Smalltalk. Among others, it has been used to detect design pat-
terns. Associating a new kind of virtual classification with SOUL is enough to associate a
logic meta-programming language in the Classification Browser. Research on this topic is
currently going on.

13.3.7 Classifications in Other Development Tools

For now, classifications are only used in the Classification Browser. For a full integration
in the software development environment, classifications should be used in other develop-
ment tools as well. Further research is necessary to assess the usefulness of classifications
in other development tools.

One development tool in which the application of classifications seems useful is the de-
bugger. Classifications can be used as filters that restrict the method invocations that are
displayed on the invocation stack of the debugger. In that way, stepping through method
invocations can be restricted to methods of classes that are included in a classification, or
methods that are included in a collaboration contract. Like reducing the browsing scope
in the Classification Browser, the software engineer would then be able to reduce the ex-
ecution scope in the debugger. Similar restriction, although imposed by the system, is
found in LearningWorks [GAL97], in which the debugger only shows method invocations
on the stack that are part of a learning book, instead of all messages, including system
messages, that are necessary to evaluate messages sent from within a learning book.

13.3.8 Classifications in non-Smalltalk Environments

This work has a bias towards Smalltalk. There are two reasons for that bias. First,
Smalltalk is still the most flexible language and environment to prototype and build ap-
plications. Second, the context in which this research has been carried out and in which
it has been validated uses Smalltalk as development platform.

This work is also valuable for other languages and environments, however. Two differences
between Smalltalk and other popular object-oriented languages make it worthwhile to
investigate the integration of classifications and collaboration contracts in development
environments for other languages.

First, Smalltalk keeps all classes and methods in one image, while other languages, such as
Java and C++, are file-based. This may strongly affect the performance of the navigation
in the Classification Browser and the determination of acquaintance classes. On the other
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hand, modern development environments for Java and C++ feature browsers with senders
and implementers facilities as in Smalltalk browsers. Therefore, porting the Classification
Browser to such environments should be possible.

Second, typing may have an effect on the determination of acquaintance classes. The algo-
rithm for computing acquaintance classes, discussed in Section 7.10, can be used for typed
languages, but the presence of typing information may have an influence on the algorithm.
The use of Java interfaces in Java programs is interesting in that respect. More research
is necessary to shed more light on these issues.

The recovery of collaboration contracts for Java is currently going on. The development
of a Classification Browser for Java is planned.






Appendix A

Reuse Contracts

This work uses reuse contracts as defined by Lucas [Luc97], albeit in a slightly different
form. In her dissertation, Carine Lucas introduced reuse contracts for arbitrary compo-
nents that invoke each other’s operations (methods). Later in that document, she adapted
and extended the basic reuse contract model towards reuse contracts for the UML [BRJ97].
The adaptations and extensions concern classes, inheritance, super sends, and abstract
methods. Since this document is concerned with object-oriented development, it uses
those definitions. This chapter recapitulates all relevant definitions, so that it is clear
what the foundation is on which this work elaborates, and for reference in this document.

Each definition below is an aggregation of several definitions taken from Carine Lucas’
dissertation. Detailed explanations of these definitions are not included here. Refer to
her dissertation for detailed discussions. One major difference between Lucas’ work and
this work is the change in terminology with respect to reuse contracts. The term ‘reuse
contract’ in Lucas’ work actually refers to a collaboration contract, as used here.

A.1 The Reuse Contract Model

The reuse contract model was conceived as structured documentation to support the
evolution of reusable components. Its conception was driven by the observation that as-
sumptions about the co-operation between software components remain implicit and that
making them explicit is essential for change propagation and impact analysis.

In early work on reuse contracts [SLMD96], the term ‘reuse contract’ referred to an ex-
plicit contract between a provider and a reuser. The provider supplies reuse information
about software components, and reusers state how these are actually reused. The notion
of a contract was used as in the real world: two parties, called provider and reuser, make a
contract to stipulate formally how reuse is achieved. The terms and conditions of the con-
tract state that the provider has to supply all necessary information so that the software
components that are the subject of the contract can be reused properly. This means that
assumptions about, and dependencies between the software components be known. The
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terms and conditions of the contract also state that the reuser has to supply information
about how the provided software components have been reused.

In the original definition of a (multi-component) reuse contract [Luc97], however, a reuse
contract does not include the notion of a provider and a reuser. It only describes a col-
laboration between a number of components. Therefore, later work introduced the term
‘collaboration contract’ to refer to a formal description of a collaboration between compo-
nents, and redefined the term ‘reuse contract’ to assign it the original meaning, as given
above. Furthermore, the term ‘reuse modifier’, describing an adaptation of an old-style
reuse contract, is obsolete and is now found as the combination of a contract type and a
reuser clause.

So in order to avoid confusion due to the change in terminology: the term ‘reuse contract’
found in Lucas” work [Luc97] has been renamed to ‘collaboration contract’, and the term
‘reuse contract’ is now used to refer to a contract between a provider and a reuser. The
relation between the two will be clear from the definitions given below: the provider
(clause) of a reuse contract is a collaboration contract.

A.2 Collaboration Contracts

A collaboration contract formally describes a collaboration between participants. A partic-
ipant can be any software entity that has an interface and that is able to invoke operations
(methods) of other participants. Examples are classes, parts of classes, modules, compo-
nents (in the sense of component-oriented programming), subsystems, software layers, etc.
Each participant has a name, an interface and an acquaintance clause. The acquaintance
clause states which participants a participant is acquainted with (possibly itself), the so-
called acquaintance relationships. A collaboration contract has a name for reference and
it should be well-formed, so that it does not reference participants or methods that do not
exist in the contract.

A.2.1 Collaboration Contract

Definition 8 (Collaboration Contract)

A collaboration contract consists of:
1. a name;

2. a set of participants, each with a name that is unique within the collaboration
contract.

Definition 9 (Participant)
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A participant consists of:
1. a name;
2. an acquaintance clause;

3. an interface.

Definition 10 (Acquaintance clause)

An acquaintance clause is a set of acquaintance relationships a.p, associating ac-
quaintance name a with a participant name p.

Definition 11 (Interface)

An interface is a set of methods each consisting of
1. a method signature that is unique within this interface;
2. an annotation abstract or concrete;

3. a specialisation clause.

Definition 12 (Specialisation clause)

A specialisation clause is a set of method invocations a.m, where a is an acquaintance
name or the keyword self and m is a method signature.

The set of participants in a collaboration contract together with the acquaintance rela-
tionships between them is called the context of a collaboration contract.

When the acquaintance clause of a participant p contains a.q, we say that a on p refers
to ¢ or simply that p refers to q.

A.2.2 Well-Formedness

Definition 13 (Well-formedness of a collaboration contract)

A collaboration contract C'C' is well-formed if for each participant p in C'C the fol-
lowing conditions hold:

1. for each acquaintance relationship a.q in the acquaintance clause of p: a partici-
pant with name ¢ exists in C'C’

2. for each method invocation a.m in a specialisation clause in p:

(a) ais an acquaintance name in the acquaintance clause of p;

(b) m is the signature of a method in the interface of the participant a refers to.
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A.3 Reuse Contracts

A reuse contract is a contract between a provider and a reuser. The contract has two
clauses, the provider clause and the reuser clause, and a contract type. The provider clause
describes what is provided. In multi-component reuse contracts, the provider clause holds a
collaboration contract that states how components collaborate to achieve some behaviour.
The reuser clause describes how the provided components are reused. It can be considered
as an amendment to the provider clause. The content of a reuser clause depends on the
type of the contract. Several contract types are defined and each has its own form of
reuser clause. Reuse contracts also have a name for reference.

A.3.1 Reuse Contract
Definition 14 (Reuse contract)
A reuse contract consists of:
1. a name;
2. a provider clause, which is a collaboration contract;
3. a contract type;

4. a reuser clause.

A.3.2 Reuse Contract Type
Definition 15 (Contract type)

A contract type is an annotation that describes the relationship between a provider
clause and a reuser clause.

There are 11 basic contract types, as shown in Table A.1. The contract types correspond
to the ways collaborations are adapted by a software engineer. The types can be divided
into two groups: the participant types and the context types. The participant types
indicate adaptation of the description of participants in a collaboration contract, while the
context types indicate adaptation of the collaboration contract’s context (the acquaintance
relationships together with all participants as a whole).

A.4 Reuser Clauses

Each contract type has its associated reuser clause. Each reuser clause describes how a
collaboration contract is adapted. In correspondence with the division of contract types,
reuser clauses are also divided into two groups: the participant reuser clauses and the
context reuser clauses. The former clauses describe changes to interfaces of participants
and specialisation clauses of methods. The latter clauses describe changes to the context
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Basic Contract Type ‘ Meaning ‘

Participant extension Adding new methods to the interface of a par-
ticipant

Participant cancellation Removing methods from the interface of a
participant

Participant refinement Adding extra method invocations to a spe-

cialisation clause, while keeping the original
method invocations

Participant coarsening Removing method invocations from a special-
isation clause

Participant specialisation | Adding extra method invocations to a spe-
cialisation clause, while referring to the orig-
inal method invocations with ‘super’

Participant concretisation | Making an abstract method concrete

Participant abstraction Making a concrete method abstract
Context extension Adding new participants

Context cancellation Removing participants

Context refinement Adding new acquaintance relationships
Context coarsening Removing acquaintance relationships

Table A.1: Basic contract types

of a collaboration contract.

The changes described by a reuser clause can be applied to a collaboration contract in a
provider clause to obtain a new collaboration contract that describes the adapted collab-
oration contract. Therefore, the following sections each consist of three definitions. The
first defines a particular reuser clause. The second states when application of that reuser
clause on a collaboration contract is allowed. The third defines the result collaboration
contract after application of the reuser clause. The definitions ensure that the collabo-
ration contract that results from applying a reuser clause on a well-formed collaboration
contract is again well-formed.

The first definition is essential to integrate the reuser clause concept in a development
environment. The first and the third definition together can be used inversely to extract a
reuser clause by ‘subtracting’ two collaboration contracts, one being the original and the
other being an adapted version of the original. These definitions will prove to be crucial
in reverse engineering of reuse contracts, as discussed in Section 9.4.

A.5 Participant Reuser Clauses

Participant reuser clauses describe how participants in a collaboration contract are adapted.
There are two kinds of participant adaptation: adaptation of participant interfaces and
adaptation of specialisation clauses. The former involves addition and removal of meth-
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ods, and alteration of a method’s abstractness attribute. The latter involves addition and
removal of method invocations.

There are seven participant reuser clauses: participant extension, cancellation, refinement,
coarsening, concretisation, abstraction, and specialisation. Participant extension, refine-
ment and concretisation are known as the design preserving participant reuser clauses,
because they involve addition. Cancellation, coarsening and abstraction are their respec-
tive inverse reuser clauses. These are known as the design breaching participant reuser
clauses, because they involve removal. The odd one out is participant specialisation. It is
in fact a special kind of refinement to describe super sends in specialisation clauses. Its
inverse reuser clause is also participant coarsening.

A.5.1 Participant Extension

A participant extension reuser clause describes how the interfaces of a set of participants
are extended.
Definition 16 (Participant extension reuser clause)

A participant extension reuser clause is a reuser clause which is a set of pairs (p,
int) each consisting of a participant name p and an interface int.

Definition 17 (Participant extendible)

A collaboration contract CC is participant extendible by a participant extension
reuser clause . if for each pair (p, int) in Cp:

1. pis a participant name in CC’;
2. no method signature in int appears in the interface of participant p in C'C’;

3. for each method invocation a.m in a specialisation clause in int:

(a) ais an acquaintance name in the acquaintance clause of p in CC;

(b) if @ on p refers to ¢ then m is a method in the interface of ¢ in C..

This definition puts restrictions on a participant extension reuser clause. It can only add
methods to existing participants (clause 1) and an added method cannot yet be present
in the interface of the target participant (clause 2). Besides these obvious conditions, a
participant extension reuser clause must be self-contained. This means that the speciali-
sation clause of an added method is not allowed to refer an unknown acquaintance name
(clause 3a). And it also means that method invocations in a specialisation clause can only
refer methods that exist in the interface of the target acquaintance (clause 3b).

Definition 18 (Participant extension)
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If a collaboration contract C'C' is participant extendible by a reuser clause C,., then
the collaboration contract C'C,. is the participant extension of C'C' by (., where:

1. CC,e contains all participants of C'C' that are not mentioned in C;

2. for each (p, int) in C,.: CC,. contains a participant with the same name and
acquaintance clause as p in C'C’' and that contains all methods of p, plus int.

This definition states what the result is of applying a participant extension reuser clause
on a collaboration contract. The resulting collaboration contract holds all participants of
the original collaboration contract. Participants not referred to in the reuser clause are
left untouched (clause 1). The other participants have an extended interface (clause 2).

A.5.2 Participant Cancellation
A participant cancellation reuser clause describes how the interfaces of a set of participants

are reduced. Participant cancellation is thus the inverse operation of participant extension.

Definition 19 (Participant cancellation reuser clause)

A participant cancellation reuser clause is a reuser clause which is a set of pairs
(p, int) each consisting of a participant name p and an interface int.

Definition 20 (Participant cancellable)

A collaboration contract C'C is participant cancellable by a participant cancellation
reuser clause G, if for each pair (p, int) in Cp:

1. p is a participant name in C'C' and each method in int is identical to a method
in this participant in C'C’;

2. for all methods m, n and for all participants ¢ in C'C, such that m on ¢ invokes
non p: if n is an element of int, then m appears associated with ¢ in C)..

This definition states when participant cancellation reuser clauses are applicable. They
should only mention methods that exist in the target collaboration contract (clause 1). In
addition, methods can only be removed if they are not referred to in any specialisation
clause in the collaboration contract on which the reuse clause is applied (clause 2). The
latter condition ensures well-formedness of the resulting collaboration contract.

Definition 21 (Participant cancellation)
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If a collaboration contract C'C'is participant cancellable by a reuser clause Cl,., then
the collaboration contract C'Cy, is the participant cancellation of C'C' by ()., where:

1. CC),. contains all participants of C'C’ that are not named in C,;

2. for each (p, int) in C,.: CC,. contains a participant with the same name and
acquaintance clause as p in C'C' and that contains all methods of p, except for
those in int.

The result of applying a participant cancellation reuser clause on an original collaboration
contract is a collaboration contract with the same participants. Participants not referred
to in the reuser clause are left untouched (clause 1). The other participants have reduced
interfaces, according to the removal information found in the reuser clause (clause 2).

A.5.3 Participant Refinement

A participant refinement reuser clause describes additions of method invocations to spe-
cialisation clauses of methods.

Definition 22 (Participant refinement reuser clause)

A participant refinement reuser clause is a reuser clause containing pairs (p,
extint) each consisting of a participant name p and an extended interface extint. An
extended interface is a set of methods, each consisting of a method signature and
two disjoint specialisation clauses. The first repeats the specialisation clause of the base
contract, while the second describes the method invocations that need to be added.

Definition 23 (Participant refinable)

A collaboration contract C'C is participant refinable by a participant refinement
reuser clause C,, if for each pair (p, extint):

1. pis a participant name in CC’;

2. for each method signature m in extint: m appears in participant p in C'C' and
m’s first specialisation clause in extint is identical to the specialisation clause of
m in p in CC

3. for each method invocation a.m in a second specialisation clause in extint:

(a) ais an acquaintance name in the acquaintance clause of p in CC;

(b) m is a method in the interface of the participant referred to by a in p in CC.

A participant refinement reuser clause is applicable on a collaboration contract only if sev-
eral conditions are met. Only specialisation clauses of existing methods can be augmented
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(clause 1), and these methods should have the same specialisation clause as stated in the
extended interface (clause 2). Invocations mentioned in the reuser clause should refer to
existing acquaintances of the target participant (clause 3a), and should refer to existing
methods on the acquainted participants (clause 3b).

Clause 2 actually says that a participant refinement reuser clause is context sensitive.
It can only be applied on collaboration contracts that hold methods with an expected
specialisation clause. A participant specialisation reuser clause (see Section A.5.5) is the
refinement’s context insensitive counterpart.

Definition 24 (Participant refinement)

If a collaboration contract C'C'is participant refinable by a reuser clause C,, then the
collaboration contract C'C,, is the participant refinement of CC by C,,, where:

1. CC,, contains all participants of C'C’ that are not mentioned in C,,;

2. for each (p, extint) in C,,: CC),, contains a participant

(a) with name p and the same acquaintance clause as p in CC}
(b) that contains all methods of p in C'C' not mentioned in extint;

(c) that contains all methods in extint with as specialisation clause the union
of their two specialisation clauses in extint.

The application of a participant refinement reuser clause produces a new collaboration
contract that holds all participants of the original collaboration contract. All aspects of
the participants are left untouched (clause 1, 2a and 2b), except for the specialisation
clauses of the methods mentioned in the reuser clause, which are augmented with the
method invocations found in the reuser clause (clause 2c).

A.5.4 Participant Coarsening

A participant coarsening reuser clause describes removals of method invocations from
specialisation clauses of methods. Participant coarsening is thus the inverse operation of
participant refinement.

Definition 25 (Participant coarsening reuser clause)

A participant coarsening reuser clause is a reuser clause containing pairs (p, extint)
each consisting of a participant name p and an extended interface extint. The first
specialisation clause of the extended interface denotes which invocations are retained,
while the second denote the invocations that are removed.

Definition 26 (Participant coarsenable)
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A collaboration contract C'C' is participant coarsenable by a participant coarsening
reuser clause G, if for each pair (p, extint):

1. pis a participant name in CC’;

2. for each method signature m in extint:

(a) m appears in participant p in CC;

(b) the union of m’s specialisation clauses in eztint is identical to the speciali-
sation clause of m in C'C.

A participant coarsening reuser clause is applicable on a collaboration contract only if it
mentions existing participants (clause 1) and existing invocations in specialisation clauses
of methods in interfaces of those participants (clause 2a). Moreover, a method’s spe-
cialisation clause in the target collaboration contract should be equal to the union of
the specialisation clauses found in the extended interface (clause 2b). The last condition
makes a participant coarsening reuser clause context sensitive. It can only be applied on
collaboration contracts that hold methods with an expected specialisation clause.

Definition 27 (Participant coarsening)

If a collaboration contract C'C'is participant coarsenable by a reuser clause C,. then
the collaboration contract C'Cy, is the participant coarsening of C'C' by C,, where:

1. CC,. contains all participants of C'C’ that are not mentioned in C.;

2. for each pair (p, extint) mentioned in Cp.: CC,. contains a participant

(a) with name p and the same acquaintance clause as p in CC}
(b) that contains all methods of p not mentioned in extint;

(c) that contains all methods of extint with as specialisation clause the first of
the specialisation clauses in extint.

The application of a participant coarsening reuser clause produces a new collaboration
contract that holds all participants of the original collaboration contract. All aspects of
the participants are left untouched (clause 1, 2a and 2b), except for the specialisation
clauses of the methods mentioned in the reuser clause, which are reduced according to the
specialisation clauses found in the reuser clause (clause 2c).

A.5.5 Participant Specialisation

A participant specialisation reuser clause is a special form of a participant refinement
reuser clause. In contrast to a participant refinement reuser clause, a participant speciali-
sation reuser clause is context insensitive. It extends the specialisation clause of methods



A.5. Participant Reuser Clauses 207

regardless of the specialisation clause of the corresponding methods in a target collabora-
tion contract.

Definition 28 (Participant specialisation reuser clause)

A participant specialisation reuser clause is a reuser clause containing pairs (p,
int) each consisting of a participant name p and an interface int.

Definition 29 (Participant specialisable)

A collaboration contract C'C' is participant specialisable by a participant speciali-
sation reuser clause Cj, if for each pair (p, int) in Csp:

1. pis a participant name in CC’;

2. for each method signature m in int:

(a) m appears in participant p in CC;

(b) m’s specialisation clause is disjoint from the specialisation clause of m in p

in CC,
3. for each method invocation a.m in a specialisation clause in int:

(a) ais an acquaintance name in the acquaintance clause of p;

(b) m is the name of a method in the interface of the participant a refers to.

A participant specialisation reuser clause is applicable on a collaboration contract only
if several conditions are met. Only specialisation clauses of existing methods can be
augmented (clause 1 and 2a). The specialisation clauses of these methods and the cor-
responding specialisation clause in the collaboration contract should not overlap (clause
2b). Invocations mentioned in the reuser clause should refer to existing acquaintances of
the target participant (clause 3a), and should refer to existing methods on the acquainted
participants (clause 3b).

Note the difference with a participant refinement reuser clause: a participant specialisation
reuser clause makes no assumptions about the collaboration contract on which it may be
applied.

Definition 30 (Participant specialisation)
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If a collaboration contract C'C'is participant specialisable by a reuser clause C§,, then
the collaboration contract C'C;, is the participant specialisation of C'C' by Cj,,
where:

1. CC, contains all participants of C'C' that are not mentioned in Cjp;

2. for each (p, int) in Cs,: CCy, contains a participant

(a) with name p and the same acquaintance clause as p in int;
(b) that contains all methods of p in C'C' not mentioned in int;

(c) that contains all methods of int with as specialisation clause the union of
the specialisation clause of this method in C'C' and the specialisation clause
of this method in int.

The application of a participant specialisation reuser clause produces a new collaboration
contract that holds all participants of the original collaboration contract. All aspects of
the participants are left untouched (clause 1, 2a and 2b), except for the specialisation
clauses of the methods mentioned in the reuser clause, which are augmented with the
method invocations found in the reuser clause (clause 2c).

A.5.6 Participant Concretisation

A participant concretisation reuser clause describes which abstract methods are made
concrete.

Definition 31 (Participant concretisation reuser clause)

A participant concretisation reuser clause is a reuser clause containing pairs (p,
int) each consisting of a participant name p and an interface int, in which all methods
have the annotation concrete.

Definition 32 (Participant concretisable)

A collaboration contract C'C is participant concretisable by a participant concreti-
sation reuser clause Cp. if for each pair (p, int):

1. pis a participant name in CC’;
2. for each method m in int:

(a) m has the same name as an abstract method in p in CC;

(b) m has the same specialisation clause as the corresponding method in p in

Cc.
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A participant concretisation reuser clause can only be applied on a collaboration contract
if it refers to existing abstract methods (clause 1 and 2a), and if it does not change the
specialisation clauses of the abstract methods (clause 2b).

Definition 33 (Participant concretisation)

If a collaboration contract C'C'is participant concretisable by a reuser clause Cl., then
the collaboration contract C'C,. is the participant concretisation of C'C by C,.,
where:

1. CC,. contains all participants of C'C’ that are not mentioned in C.;
2. for each pair (p, int) in C,.: CC,, contains a participant

(a) with name p and the same acquaintance clause as p in CC}
(b) that contains all methods of p in C'C' not mentioned in int;

(c) that contains all methods of int.

The result of applying a participant concretisation reuser clause on a collaboration contract
is a new collaboration contract. It holds the same participants as the original (clause 1, 2a
and 2b), but all methods mentioned by the reuser clause have the annotation ‘concrete’
(clause 2¢ and Definition 31).

A.5.7 Participant Abstraction

A participant abstraction reuser clause describes which abstract methods are made ab-
stract.
Definition 34 (Participant abstraction reuser clause)

A participant abstraction reuser clause is a reuser clause containing pairs (p, int)
each consisting of a participant name p and an interface int, in which all methods have
the annotation abstract.

Definition 35 (Participant abstractable)

A collaboration contract C'C' is participant abstractable by a participant abstraction
reuser clause Cp, if for each pair (p, int):

1. pis a participant name in CC’;

2. for each method m in int:

(a) m has the same name as a concrete method in p in CC}

(b) m has the same specialisation clause as the corresponding method in p in

Cc.
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A participant abstraction reuser clause can only be applied on a collaboration contract
if it refers to existing concrete methods (clause 1 and 2a), and if it does not change the
specialisation clauses of the concrete methods (clause 2b).

Definition 36 (Participant abstraction)

If a collaboration contract C'C'is participant abstractable by a reuser clause C),, then
the collaboration contract C'Cj, is the participant abstraction of C'C' by C,, where:

1. CC,. contains all participants of C'C’ that are not mentioned in C.;

2. for each pair (p, int) in C,.: CC,, contains a participant

(a) with name p and the same acquaintance clause as p in CC}
(b) that contains all methods of p in C'C' not mentioned in int;

(c) that contains all methods of int.

The result of applying a participant concretisation reuser clause on a collaboration contract
is a new collaboration contract. It holds the same participants as the original (clause 1,
2a and 2b), but all methods mentioned by the reuser clause have the annotation ‘abstract’
(clause 2¢ and Definition 34).

A.6 Context Reuser Clauses

Context reuser clauses describe the adaptation of the context of a collaboration contract.
There are two kinds of context adaptation: changes in the number of participants and
changes to acquaintance clauses. The former involves addition and removal of partici-
pants as a whole. The latter involves addition and removal of acquaintance relationships.

There are four context reuser clauses: context extension, cancellation, refinement, and
coarsening. Context extension and context refinement are the design preserving context
reuser clauses. Context cancellation and context coarsening are their respective inverse
reuser clauses. They are the design breaching context reuser clauses.

A.6.1 Context Extension

A context extension reuser clause holds participants that should be added to a collabora-
tion contract.

Definition 37 (Context extension reuser clause)

A context extension reuser clause is a reuser clause which is a well-formed collab-
oration contract.
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Definition 38 (Context extendible)

A collaboration contract C'C' is context extendible by a context extension reuser
clause C,. if for each participant p in Cl.:

e p’s name is different from all participant names in C'C.

This definition states that a context extension reuser clause and the collaboration contract
on which it is applied should have disjoint sets of participants.

Definition 39 (Context extension)

If a collaboration contract C'C' is context extendible by a context extension reuser
clause C., then the collaboration contract C'C.. is the context extension of C'C by
C.. where:

o (C.. contains all participants of C'C' and all participants of C'C...

The result of applying a context extension reuser clause on a collaboration contract is a
new collaboration contract that is the ‘sum’ of the two: the result holds all participants
of the original and all participants found in the reuser clause.

A.6.2 Context Cancellation

A context cancellation reuser clause lists all participants that should be removed from a
collaboration contract.

Definition 40 (Context cancellation reuser clause)

A context cancellation reuser clause is a reuser clause which is a well-formed
collaboration contract.

Definition 41 (Context cancellable)

A collaboration contract C'C' is context cancellable by a context cancellation reuser
clause C,. if for each participant p in C,.:

1. p is identical to a participant in C'C’
2. p does not appear in the acquaintance clause of a participant in C'C' that is not

in C...

A context cancellation reuser clause can be applied on a collaboration contract if it lists
participants that are equal to participants found in the collaboration contract (clause 1)
and if the participants are not acquaintances of the remaining participants (clause 2).
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Definition 42 (Context cancellation)

If a collaboration contract C'C' is context cancellable by a reuser clause C.. then the
collaboration contract C'C,. is the context cancellation of CC by (.. where:

o ('(C.. contains all participants of C'C) except for those named in C,..

The application of a context cancellation reuser clause on a collaboration contract is thus
a kind of subtraction of participants.

A.6.3 Context Refinement

A context refinement reuser clause lists the acquaintance relationships that should be
added to acquaintance clauses of participants in a collaboration contract.

Definition 43 (Context refinement reuser clause)

A context refinement reuser clause is a reuser clause containing triples (p, acql,
acq?) each consisting of a participant name p and two disjoint acquaintance clauses.

Definition 44 (Context refinable)

A collaboration contract C'C' is context refinable by a context refinement reuser
clause C., if for each triple (p, acql, acq?2):

1. pis a participant name in CC’;
2. acql is identical to the acquaintance clause of p in C'C;

3. acq? contains acquaintance relationships a.q, where a is different from all ac-
quaintance names in acql and ¢ is a participant name in CC.

A context refinement reuser clause is applicable on a collaboration contract only if sat-
isfies three conditions. It should only refer existing participants (clause 1) and existing
acquaintance clauses (clause 2). It should only add acquaintance relationships using new
acquaintance names and referring to existing participants (clause 3).

Definition 45 (Context refinement)

If a collaboration contract C'C' is context refinable by a reuser clause (.. then the
collaboration contract C'C,,. is the context refinement of C'C' by C,,, where:

1. CC,, contains all participants of C'C' that are not mentioned in C,;;

2. for each triple (p, acql, acq?) in C,.: CC., contains a participant with the same
name and interface as p in C'C'" and the union of acql and acg?2 as acquaintance
clause.
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The result of applying a context refinement reuser clause on a collaboration contract is a
new collaboration contract with the same participants. Participants not mentioned in the
reuser clause are untouched (clause 1). The others have extended acquaintance clauses
(clause 2).

A.6.4 Context Coarsening

A context coarsening reuser clause lists the acquaintance relationships that should be
removed from acquaintance clauses of participants in a collaboration contract.

Definition 46 (Context coarsening reuser clause)

A context coarsening reuser clause is a reuser clause containing triples (p, acql,
acq?) each consisting of a participant name p and two disjoint acquaintance clauses.

Definition 47 (Context coarsenable)

A collaboration contract C'C is context coarsenable by a context coarsening reuser
clause C,. if for each triple (p, acql, acq?):

1. pis a participant name in CC’;
2. the union of acql and acq? is identical to the acquaintance clause of p in CC';

3. for all a.q in acg?2: no method in p has « in its specialisation clause.

A context coarsening reuser clause is applicable on a collaboration contract only if it
satisfies three conditions. It should only refer existing participants (clause 1) and existing
acquaintance clauses (clause 2). It should only remove acquaintances of a participant that
are not referred to in the specialisation clause of any method in that participant’s interface
(clause 3).

Definition 48 (Context coarsening)

If a collaboration contract C'C' is context coarsenable by a reuser clause C,.. then the
collaboration contract C'C,. is the context coarsening of C'C' by C,., where:

1. CC,. contains all participants of C'C' that are not mentioned in C.;

2. for each triple (p, acql, acq2) in C..: CC.. contains a participant with the same
name and interface as p in C'C and acql as acquaintance clause.

The result of applying a context coarsening reuser clause on a collaboration contract is
a new collaboration contract with the same participants. Participants not mentioned in
the reuser clause are untouched (clause 1). The others have reduced acquaintance clauses
(clause 2).
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A.7 Combined Reuser Clauses

When collaboration contracts are reused or evolved, they are seldom subject to one reuser
clause only. In general, a collaboration contract is subject to several reuser clauses applied
successively. Some combinations of reuser clauses are frequently used to reuse or evolve a
collaboration contract, as indicated by the following list.

Participant extension & participant refinement. This combination can be used to
describe extra invocations of added methods. It corresponds to added method be-
haviour. These reuser clauses are combined with context extension and context
refinement when the added methods are part of new participants.

Participant coarsening & participant cancellation. This combination describes the
removal of methods, including the invocations of those methods. Only applying
the cancellation could result in dangling references. Only applying the coarsening
may result in unused methods if all corresponding method invocation are removed.
The correct combination of the two reuser clauses avoids dangling references and
redundant methods. These reuser clauses may be combined with context coarsening
and /or context cancellation to reduce redundancies across participants.

Participant concretisation & participant refinement. This combination describes
the concretisation of methods in which other methods are invoked, a typical change
when abstract methods are overridden. In combination with participant extension,
the three reuser clauses together describe the concretisation of methods in which
added methods are invoked. The combination with context refinement may be nec-
essary to set up new acquaintance relationships when the invoked methods reside on
other participants.

Participant coarsening & participant refinement. This combination describes ma-
jor changes to specialisation clauses: method invocations are removed and others
are added. These reuser clauses may be combined with several other ones to add
required methods or remove unused methods.

Participant coarsening & participant extension & participant refinement. This
combination can be used to describe a method factorisation. In combination with
context reuser clauses, the factorisation may extend across participants.

The importance of combined reuser clauses prompts the following definition.
Definition 49 (Combined reuser clause)

A combined reuser clause is a sequence of reuser clauses.

The corresponding contract type is ‘combined’. The word ‘sequence’ in the definition
implies order, which is important for the correct application of the reuser clauses.

Definition 50 (Single reuser clause applicability and result of applying)
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A reuser clause C is applicable to a collaboration contract C'C, and CC, s is the
result of applying C to CC in any of the following cases:

1. C'is a participant extension reuser clause, C'C'is participant extendible by €| and
CChresu 1s the participant extension of C'C' by C.

2. ('is a participant cancellation reuser clause, C'C' is participant cancellable by |
and CCcgy is the participant cancellation of CC by C.

3. ('is a participant refinement reuser clause, C'C'is participant refinable by | and
CChresur 1s the participant refinement of C'C by C.

4. C is a participant coarsening reuser clause, C'C' is participant coarsenable by C|
and CCesye is the participant coarsening of C'C' by C.

5. ('is a participant specialisation reuser clause, C'C' is participant specialisable by
C, and CC,csype is the participant specialisation of C'C by C.

6. (' is a participant concretisation reuser clause, C'C' is participant concretisable
by C, and CC.gy: is the participant concretisation of C'C' by C.

7. ('is a participant abstraction reuser clause, C'C' is participant abstractable by |
and CC,cg is the participant abstraction of C'C by C.

8. ('is a context extension reuser clause, C'C'is context extendible by C| and CCjcsyi
is the context extension of C'C by C.

9. (' is a context cancellation reuser clause, C'C' is context cancellable by | and
CChresut 1s the context cancellation of C'C by C.

10. C'is a context refinement reuser clause, C'C'is context refinable by C, and CCjcsy¢
is the context refinement of C'C' by C.

11. ' is a context coarsening reuser clause, C'C' is context coarsenable by C| and
CCresuie is the context coarsening of C'C by C.

Definition 51 (Combined reuser clause applicability and result of applying)

A combined reuser clause C' = (C4, ..., C,) is applicable to a collaboration contract

CCy if
e Vi€l n]: Cis applicable to CC;_y, with CC; as result
CC, is then called the result of applying C to CCj.

Application of a combined reuser clause is thus defined as successive application of the
reuser clauses in the combined reuser clause.
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Definition of Accessor Methods

Several types of accessor methods can be distinguished. Accessor methods are also referred
to as ‘get’ methods. They usually have ‘set’ counterparts. In this document, the ‘set’
methods are called mutator methods. In the following sections, the mutator methods are
not given; only the accessor methods are discussed.

B.1 Direct Accessor

A direct accessor method is a method that returns the contents of an instance variable
and does nothing else. In Smalltalk, such an accessor typically looks like this: a ~a.

B.2 Direct Accessor with Lazy Initialisation

Usually instance variables are initialised in an initialisation (Smalltalk) or constructor
(C++, Java) method. When instance variables are bound to nil (or null) at object
creation time, however, and when nil has no special meaning for the containing object, and
when instance variables are not referenced directly in the source code, but instead always
fetched through accessor methods, there is a widely used alternative for instance variable
initialisation. A direct accessor method with lazy initialisation initialises an instance
variable when the accessor is invoked for the first time. The accessor knows that it is
invoked for the first time when the instance variable holds nil, instead of any other
object. In Smalltalk, such an accessor typically looks like this: a “a == nil ifTrue:
[a := <lazy initialisation expression>] ifFalse: [a].

B.3 Direct Accessor with Default

The lazy initialisation approach does not work when nil has a special meaning for the
containing object. When nil can be returned to senders of the accessor message, a direct
accessor would satisfy. When nil is not to be returned to senders of the accessor message,
however, the direct accessor method with default provides a way to return a meaningful
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default object instead of nil. In Smalltalk, such an accessor typically looks like this: a
“a == nil ifTrue: [<default object expression>] ifFalse: [a].

B.4 Indirect Accessor

An indirect accessor method is a method that returns the result of sending an accessor mes-
sage to an object held in one of its instance variables. It is typically used as an abstraction
technique to avoid multiple occurrences of compound accessor messages. Consequently, a
variation that is frequently encountered in practice is an indirect accessor that contains a
compound accessor message, such as a b ¢ d. In Smalltalk, an indirect accessor typically
looks like this: a “self b c.

B.5 Design-Specific Accessor

The implementation of some accessor methods may be influenced strongly by the software
design, especially when the state of an object is held by another object. For instance,
when a strict separation between the domain model layer and the persistency layer is
established, as is the case when the Bridge design pattern is applied, the state of a domain
model object is held by its associated persistency layer object. Accessor methods on the
domain model classes typically delegate the accessing behaviour to the persistency layer
object. In Smalltalk, a design-specific accessor for this example looks like this: a “self
asPersistentObject a asDomainObject.

The message asPersistentObject is in fact an accessor message to fetch the persistency
layer object corresponding to the receiver. The object that is returned by the accessor
method a on the class of the persistency layer object is converted back into a domain
model object by asDomainObject, so that the domain model accessor method returns a
domain model object, instead of a persistency layer object.

B.6 Developer Dependent Accessor

Developers tend to develop their own style for accessor methods. Such accessor methods
often overlap in functionality with the other varieties of accessor methods. For instance, a
“b ifNotNilDo: [:p | p c] is an accessor method that returns nil when the accessed
instance variable holds nil, or the result of the expression in the block when the instance
variable does not hold nil. This is in fact an indirect accessor combined with the possibility
that the desired object cannot be fetched (nil has special meaning). A variant is a “b
ifNotNilDo: [:p | p <] default: [<expression>] that returns the result of the
expression in the default block when the desired object cannot be fetched (nil has special
meaning for the object, but not for its clients).
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B.7 Collection Accessor

While instance variable accessors typically have no arguments, collection accessors typ-
ically have one argument, being some key into to collection. In Smalltalk, collection
accessors typically look like this: at: key ~“<expression based on key>.
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Example GGenerated Rose Script

This script is the Rational/Rose script that generates the UML class diagram and the

UML collaboration diagram in Figure 9.11 and Figure 9.12
the Classification Browser.

’Script for Rational/Rose.
’Generated by the Classification Browser
on June 12, 1998 12:08:09.000.

Sub Main
Const collaborationDiagramType = 2

Dim model As Model

Set model = RoseApp.CurrentModel

Dim rootCategory As Category

Set rootCategory = model.RootCategory
Dim mainClassDiagram As ClassDiagram
Set mainClassDiagram =

. The script was generated by

rootCategory.AddClassDiagram("Generated Packages")

Dim newPackage As Category

Dim theClassDiagram As ClassDiagram
Dim theAssociation As Association
Dim cc As ScenarioDiagram

Dim theMessage As Message

Set newPackage = rootCategory.AddCategory
("Library position for video medium")

b = mainClassDiagram.AddCategory(newPackage)
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Set theClassDiagram = newPackage.AddClassDiagram
("Class Diagram")

Set cc = newPackage.AddScenarioDiagram
("Collaboration Diagram", collaborationDiagramType)

Dim class3 As Class
Set class3 = newPackage.AddClass
("PSIVideoMedium. .PSIVideoMedium")
Set object3 = cc.CreateObject
("videoMedium", "PSIVideoMedium..PSIVideoMedium")

Dim class4 As Class
Set class4 = newPackage.AddClass("PSIStdLibrary..PSIStdLibrary")
Set object4 = cc.CreateObject("library","PSIStdLibrary..PSIStdLibrary")

Dim classl As Class
Set classl =

newPackage.AddClass("PSILibPosition class..PSILibPosition class")
Set objectl = cc.CreateObject("PSILibPosition","PSILibPosition

class. .PSILibPosition class")

Dim class2 As Class
Set class2 = newPackage.AddClass("PSILibPosition..PSILibPosition")
Set object2 =

cc.CreateObject("1ibPosition","PSILibPosition. .PSILibPosition")

b = classl.AddOperation('"newInLibrary:videoMedium:","")

Set theMessage = cc.CreatelMessage("{newInLibrary:videoMedium:
invokes} nr',objectl,object3,0)

Set theMessage = cc.CreatelMessage("{newInLibrary:videoMedium:
invokes} free:",objectl,object2,0)

Set theMessage = cc.CreatelMessage("{newInLibrary:videoMedium:
invokes} vmType',objectl,object3,0)

Set theMessage = cc.CreatelMessage("{newInLibrary:videoMedium:
invokes} code:",objectl,object2,0)

Set theMessage = cc.CreatelMessage("{newInLibrary:videoMedium:
invokes} vmType:",objectl,object2,0)

Set theMessage = cc.CreatelMessage("{newInLibrary:videoMedium:
invokes} nextLibPositionCode",objectl,object4,0)

Set theMessage = cc.CreatelMessage("{newInLibrary:videoMedium:
invokes} library:",objectl,object2,0)

Set theAssociation =
classi.AddAssociation('"pos',class2.Name)

Set theAssociation =
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Set

o o o T T
1]

Set

Set

Set

Set

Set
Set

classl.AddAssociation("aVideoMedium',class3.Name)
theAssociation =
classl.AddAssociation("alLibrary",class4.Name)

class2.Add0Operation('code:","")
class2.Add0Operation("canBeUsedBy:","")
class2.Add0Operation("library:","")
class2.AddOperation(''free:","")
class2.AddOperation("vmType:","")

class3.AddOperation("vmType","")
class3.AddOperation(''nr","")

class4.AddOperation('"newLibPositionForVideoMedium:","")
theMessage =
cc.CreateMessage("{newLibPositionForVideoMedium: invokes}
newInLibrary:videoMedium:",object4,object1,0)

= class4.AddOperation('"nextLibPositionCode" ,"")
= class4.AddOperation("libPositionForVideoMedium:throwException:","")

theMessage =
cc.CreateMessage("{libPositionForVideoMedium:throwException:
invokes} createNewLibPositionForVideoMedium:" ,object4,object4,0)
theMessage =
cc.CreateMessage("{libPositionForVideoMedium:throwException:
invokes} nr',object4,object3,0)
theMessage =
cc.CreateMessage("{libPositionForVideoMedium:throwException:
invokes} newLibPositionForVideoMedium:",object4,object4,0)
theMessage =
cc.CreateMessage("{libPositionForVideoMedium:throwException:
invokes} getLibPositionForVideoMedium:",object4,object4,0)
theMessage =
cc.CreateMessage("{libPositionForVideoMedium:throwException:
invokes} firstFreelLibPositionForVideoMedium:",object4,object4,0)
class4.AddOperation('createNewLibPositionForVideoMedium:","")
theMessage =
cc.CreateMessage("{createNewLibPositionForVideoMedium:
invokes} newInLibrary:videoMedium:",object4,objectl,0)

= class4.AddOperation("firstFreelLibPositionForVideoMedium:","")
= class4.AddOperation('getLibPositionForVideoMedium:","")

theAssociation = class4.AddAssociation("PSILibPosition.siteClass",

classi.Name)
theAssociation = class4.AddAssociation("aVideoMedium",class3.Name)
theAssociation = class4.AddAssociation("self",class4.Name)
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theClassDiagram.AddClass(class3)
theClassDiagram.AddClass(class4)
theClassDiagram.AddClass(classl)
theClassDiagram.AddClass(class2)

o o T o

theClassDiagram.Layout
cc.Layout
mainClassDiagram.Layout
End Sub
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